![UTN_logo](data:image/jpeg;base64,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)
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**Consigna.**

Denominación

"Ampliación y mejora del shell experimental"

Características

Formando grupos de como máximo 3 integrantes y basándose de alguno de los shells desarrollados en el ciclo lectivo 2013:

* <https://code.google.com/p/gst-shell/>
* <https://code.google.com/p/pascal-shell/>
* <https://code.google.com/p/shell-experimental-oshell/>

Deberán analizar/mejorar el código del proyecto seleccionado y asegurarse que el mismo:

* Muestre un prompt y reciba las solicitudes del usuario e informe las salidas (normales y de error) de los programas.
* Permita la ejecución de programas (en el directorio actual o vía una ruta absoluta o relativa).
* Incluya las siguientes funcionalidades a través de comandos internos: pwd, cd, cat (concatenar hasta dos archivos, o si se pasa sólo uno, concatenar con la salida estándar), ls (incluyendo las opciones -l, -f, -a), kill.
* Operador pipe y de redirección de la salida estándar.
* Ejecución en segundo plano (incluyendo algo similar a los comandos fg y bg).

**Introducción.**

Este proyecto tiene como objetivo mejorar una de las shells experimentales realizadas durante el anterior ciclo lectivo, como parte de la cátedra Sistemas Operativos.

Nuestra primer tarea fue analizar cada uno de los trabajos y ponernos de acuerdo en cuál sería el elegido para realizar las mejoras e incluir nuevo funcionamiento. Estos trabajos tenían como objetivo crear una interfaz de usuario capaz de realizar algunas de las instrucciones básicas que la Shell nativa de Linux lleva adelante, como por ejemplo “cd”, para navegar entre directorios, “pwd”, mostrando el directorio actual, o “ls”, que nos muestra el contenido del directorio en el que estamos al momento de ejecutarlo.

Luego del estudio, nuestra elección fue trabajar con la shell denominada OShell, desarrollada por Fernando Gómez Albornoz. Una vez detectados los errores, problemas y cosas a mejorar, nos pusimos a trabajar.

**Principales mejoras.**

A continuación se enunciaran los cambios más destacables del proyecto, con respecto a su versión anterior:

1. Se realizaron importantes mejoras en el comando “ls”, principalmente en cuanto a su código, dado que el mismo era muy reiterativo, ya que dicho comando cuenta con la posibilidad de usar distintos argumentos que alteran el resultado final. Por ejemplo, “ls -a” muestra el contenido del directorio, pero ordenando el mismo por nombre, e indicando el tipo de archivo listado. Se redujo la cantidad de procedimientos
2. Se mejoró la opción “-l” del comando “ls”. Como resultado, el mismo muestra una lista del contenido del directorio, pero con información más completa y mayores detalles.
3. Se eliminaron los distintos usos de la unit “crt”, en pos de una mejor implementación, ya que la misma generaba problemas, por ejemplo, en el uso de la redirección, uno de los nuevos ítems con los que cuenta el proyecto.
4. Redirección de salida estándar: esta función nos brinda la posibilidad de guardar en un archivo específico la salida de otro comando, por ejemplo un “ps”. Permite tanto la salida “destructiva” (>) como la “no destructiva” (>>).
5. Uso del operador “&”: permite iniciar un nuevo proceso en segundo plano.
6. Implementación de control de trabajos:

* Comando Jobs: el mismo se utiliza para listar los procesos iniciados mediante la terminal de usuario, que se estén ejecutando en segundo o primer plano.
* Comando bg: permite la reanudación de la ejecución en segundo plano de un proceso previamente detenido mediante ctrl + z. Implementación: bg %[job\_number].
* Comando fg: permite la reanudación de la ejecución en primer plano de un proceso previamente detenido mediante ctrl + z. Implementación: fg %[job\_nomber].

**Página MAN.**

.TH ALROShell 1

.SH NAME

ALROShell

.SH SYNOPSIS

.B ALROShell

.SH COPYRIGHT

ALROShell is Copyright (C) 2013-2015 Free Software Foundation, Inc.

.SH DESCRIPTION

ALROShell es una shell experimental que lleva adelante algunas de las principales funciones de la shell nativa de Linux.

.br

ALROShell fue modificada a partir de OShell, como parte del Trabajo Práctico Final de la cátedra Sistemas Operativos de la carrera Ingeniera en Sistemas de Información, Universidad Tecnológica Nacional, Facultad Regional Concepción del Uruguay.

.SH SHELL BUILTIN COMMANDS

.B ls [ruta]

.br

Lista en pantalla los archivos del directorio actual o

.br

de un directorio especifico

.PP

.B ls -a [ruta]

.br

Lista en pantalla los archivos del directorio actual o

.br

de un directorio especifico, incluyendo los archivos

.br

ocultos, ordenándolos alfabéticamente e indicando el

.br

tipo de archivo.

.PP

.B ls -f [ruta]

.br

Lista en pantalla los archivos del directorio actual o

.br

de un directorio especifico, sin indicar de que tipo son

.br

y sin ordenarlos alfabéticamente.

.PP

.B ls -l [ruta]

.br

Lista en pantalla los archivos del directorio actual o

.br

de un directorio especifico, en formato de lista, indicando

.br

gran cantidad de información de cada archivo

.PP

.B pwd

.br

Muestra en pantalla la ruta del directorio en el que estamos.

.br

posicionados.

.PP

.B cd [ruta]

.br

Cambia el directorio de trabajo actual al indicando en "ruta".

.PP

.B kill -id\_señal pid

.br

Envía la señal indicada al proceso de pid ingresado. Ambos

.br

parámetros deben ser de formato numérico.

.PP

.B cat archivo1 [archvo2]

.br

Concatena "archivo1" con "archivo2".

.br

Si solo se le pasa un archivo, lo concatena con la salida estandar.

.PP

.B bg numero\_proceso

.br

Envía el proceso indicado a segundo plano.

.PP

.B fg numero\_proceso

.br

Trae el proceso indicado a primer plano.

.PP

.B jobs

.br

Muestra una tabla de los procesos iniciados mediante la terminal,

.br

en primer o segundo plano, indicando por ejemplo su estado actual.

.PP

.B exit

.br

Cierra la terminal.

.PP

.B moo [texto]

.br

Los usuarios de Linux saben a qué no referimos.

.SH REDIRECTION

.B Redirección de Salida estandar

.br

comando > archivo

.br

Guarda la salida del comando en el archivo indicado. Si el

.br

archivo no existe, lo crea, y si existe lo reescribe.

.br

comando >> archivo

.br

Guarda la salida del comando "n" en el archivo "arch". Si el

.br

archivo no existe, lo crea, y si existe lo agrega al final.

.SH OPERATORS

.B &

br.

Su uso al final de una instrucción iniciará la misma en segundo plano

.SH PIPE

B. comando1 | comando2

.br

El comando pipe envía la salida del primer como entrada del segundo comando.

.SH COPYRIGHT

Copyright © 2013-2015 Free Software Foundation, Inc.

.br

Licencia GPLv3+: GNU GPL versión 3 o superior. http://gnu.org/licences/gpl.html

.br

.B ALROShell es software libre:

Eres libre de modificarlo y redistribuirlo.

.br

No hay ninguna GARANTÍA, en la medida permitida por la ley.

.br

.PP

.SH AUTHORS

Ramiro Rivera - ramarivera@gmail.com

.br

David Lazbal - davidlazbal@gmail.com

.br

Martín Arrúa - martin94.profugo@gmail.com

.br

Fernando Gómez Albornoz - fgalbornoz07@gmail.com

**Código.**

{

ALROShell.pp

Copyright 2015

\* Ramiro Rivera <ramarivera@gmail.com>,

\* David lazbal <davidlazbal@gmail.com>,

\* Matín Arrúa <martin94.profugo@gmail.com>.

Copyright 2014

\* Fernando Gómez Albornoz <fgalbornoz07@gmail.com>.

This program is free software; you can redistribute it and/or modify

it under the terms of the GNU General Public License as published by

the Free Software Foundation; either version 3 of the License, or

(at your option) any later version.

This program is distributed in the hope that it will be useful,

but WITHOUT ANY WARRANTY; without even the implied warranty of

MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the

GNU General Public License for more details.

You should have received a copy of the GNU General Public License

along with this program; if not, write to the Free Software

Foundation, Inc., 51 Franklin Street, Fifth Floor, Boston,

MA 02110-1301, USA.

}

**Program** ALROShell**;**

**Uses** BaseUnix**,** sysutils**,** unix**,** comandos**,** analizador**,** utilidades**,**ALR**;**

**var** salir**:** boolean**;**

ENTRADA**:** **string;**

**Begin**

pidEnEjec**:=-**1**;** //Inicializacion

instalarManejadores**;** //Instalacion de manejadores de seniales

crearTabla**;**

writeln**(**'Bienvenido a ALROShell -Copyright 2013-2015-'**);**

salir**:=** false**;** // Break del ciclo repeat.

**repeat**

alBG**:=**false**;**

write**(**CR**,**copy**(**TimeToStr**(**Time**),**1**,**5**),**' '**,**fpGetEnv**(**'USER'**),**'# '**);** // Fecha y usuario (prompt)

**if** length**(**strSin**(**dirActual**,**dirHome**))** **<=** 20 **then**

**Begin**

**if** copy**(**dirActual**,**1**,**length**(**dirHome**))** **=** dirHome **then** write**(**'~'**,**strSin**(**dirActual**,**dirHome**),**' '**)** // Directorio (prompt)

**else** write**(**'~'**,**dirActual**,**' '**);** // Directorio (prompt)

**end**

**else** write**(**'~/...'**,**rightStr**(**strSin**(**dirActual**,**dirHome**),**20**),**' '**);** // Directorio (prompt)

readln**(**ENTRADA**);**

limpiarTabla**;**

**if** **not(**analizar**(**ENTRADA**))** **then** salir**:=** true**;**

**until** salir **=** true**;**

writeln**();**

writeln**(**'Esta shell no tiene Poderes de Super Vaca'**);**

writeln**(**'(O si los tiene?)'**);**

writeln**();**

**End.**

**UNIT** analizador**;**

**INTERFACE**

**Uses** errors**,**ALR**,** comandos**,** utilidades**,** unix**,** baseunix**,** sysutils**;**

**function** analizar **(var** ENTRADA**:** **string):** boolean**;** // Analiza la cadena introducida por el usuario.

**procedure** analizarCAT **(var** ENTRADA**:** **string);** // Analiza la cadena para ejecutar el comando CAT.

**function** analizarCD **(**DIRECTORIO**:** **string):** cint**;** // Analiza la cadena para ejecutar el comando CD.

**function** analizarEXEC **(var** ENTRADA**:string):** cint**;** // Analiza la cadena para ejecutar el comando EXEC.

**procedure** analizarKILL **(var** ENTRADA**:** **string);** // Analiza la cadena para ejecutar el comando KILL.

**procedure** analizarLS **(var** ENTRADA**:** **string);** // Analiza la cadena para ejecutar el comando LS.

**procedure** analizarPWD **(var** ENTRADA**:** **string);** // Analiza la cadena para ejecutar el comando PWD.

**procedure** analizarReDIR **(var** ENTRADA**:** **string);** // Analiza la cadena si presenta redirección de la salida estándar.

**procedure** analizarPipe **(var** ENTRADA**:** **string);** // Analiza la cadena si presenta pipes (tuberías).

**procedure** analizarBG **(var** ENTRADA**:** **string);** // Analiza la cadena si presenta solicitud de ejecutarse en 2do plano.

**IMPLEMENTATION**

**function** analizar**(var** ENTRADA**:** **string):** boolean**;**

**var** COMANDO**,** ARGUMENTOS**:string;**

**Begin**

analizar **:=** true**;**

COMANDO **:=** extraerComando**(**ENTRADA**);** //se extrae el comando para el case

ARGUMENTOS**:=** ENTRADA**;** //se obtienen los argumentos del comando

**if** ARGUMENTOS **<>** '' **then** //se vuelve a la entrada original

ENTRADA **:=** COMANDO **+** ' ' **+** ARGUMENTOS

**ELSE**

ENTRADA **:=** COMANDO**;**

COMANDO **:=**upcase**(**COMANDO**);**

**if** COMANDO**=**'EXIT' **then** analizar**:=** false // Salir del programa.

**else**

**begin**

**if** COMANDO**=**'JOBS' **then** mostrarTabla // Muestra las tareas.

**else**

**begin**

**if** COMANDO**=**'HELP' **then** help // Muestra una pantalla de ayuda.

**else**

**begin**

**if** solicitudBG**(**COMANDO**)** **then** bg**(**ARGUMENTOS**)** // Solicita ejecutar un proceso en segundo plano.

**else**

**begin**

**if** solicitudFG**(**COMANDO**)** **then** fg**(**ARGUMENTOS**)** // Solicita ejecujar un proceso en primer plano.

**else** **begin**

**if** enBg**(**ENTRADA**)** **then** **begin** analizarBG**(**ENTRADA**);** writeln**(**'esto dice que puse en &'**)** **end** // Envía al segundo plano.

**else** **begin**

**if** redireccion**(**ENTRADA**)** **then** analizarReDIR**(**ENTRADA**)** // Redirección de la salida estándar.

**else** **begin**

**if** tuberia**(**ENTRADA**)** **then** analizarPipe**(**ENTRADA**)** // Tubería (pipe).

**else** **begin**

**if** COMANDO**=**'CAT' **then** analizarCAT**(**ARGUMENTOS**)** // Comando CAT

**else** **begin**

**if** COMANDO**=**'CD' **then** analizarCD**(**ARGUMENTOS**)** // Comando CD

**else** **begin**

**if** COMANDO**=**'KILL' **then** analizarKILL**(**ARGUMENTOS**)** // Comando KILL

**else** **begin**

**if** COMANDO**=**'LS' **then** analizarLS**(**ARGUMENTOS**)** // Comando LS

**else** **begin**

**if** COMANDO**=**'PWD' **then** analizarPWD**(**ENTRADA**)** //Comando PWD

**else**

**begin**

**if** COMANDO**=**'MOO' **then** moo**(**ARGUMENTOS**)**

**else**

**begin**

**if** ENTRADA **<>** '' **then** // Comando externo

**Begin**

**if** analizarEXEC**(**ENTRADA**)** **=** **-**1 **then**

**begin**

mostrarerror**(**5**);**

**exit;**

**end;** //Comando no reconocido.

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**end;**

**End;**

**end;**

**procedure** analizarCAT**(var** ENTRADA**:** **string);**

**var** dir1**,** dir2**:** **string;**

tipo**:** byte**;**

**Begin**

**if** strOutPut **=** '' **then** tipo **:=** 0 **else** tipo **:=** 1**;** // Tipo 0: Salida estándar, tipo 1: Redirigir la salida.

dir1 **:=** extraerComando**(**ENTRADA**);** // se hace reuso de esta funcion debido al analisis sintáctico, se obtiene el directorio del primer archivo

**if** dir1 **=** '' **then**

**begin**

mostrarerror**(**1**);**

**exit;**

**end**

**else**

**begin**

dir2 **:=** ENTRADA**;** // se asigna a dir2 la direccion del segundo archivo

**if** dir1**[**1**]** **<>** '/' **then** dir1 **:=** dirActual**+**'/'**+**dir1**;**

**if** **(**dir2 **<>** ''**)** **and** **(**dir2**[**1**]** **<>** '/'**)** **then** dir2 **:=** dirActual**+**'/'**+**dir2**;**

CAT **(**dir1**,**dir2**,**tipo**);**

**end;**

**End;**

**function** analizarCD**(**DIRECTORIO**:** **string):** cint**;**

{

Nombre: analizarCD.

return: -1 si hay error, 0 si se ejecutó con éxito.

}

**Begin**

analizarCD**:=** 0**;**

**if** **(**DIRECTORIO**=**''**)** **then**

fpChDir**(**dirHome**)**

**else**

**begin**

**if** fpChDir**(**DIRECTORIO**)** **<>** 0 **then**

analizarCD**:=** **-**1**;**

**end;**

**End;**

**function** analizarEXEC**(var** ENTRADA**:string):** cint**;**

{

Nombre: analizarEXEC.

Condición: No se permiten más de 3 parámetros.

}

**var** comando **:** **string;**

aux **:** parametros**;**

tipo **:** byte**;**

i **:** integer**;**

**Begin**

analizarExec **:=** 0**;**

**if** **(**strOutPut **=** ''**)** **then** tipo**:=** 0 **else** tipo**:=** 1**;**

comando**:=**extraerComando**(**ENTRADA**);** //ENTRADA vuelve sin el comando.

aux**:=**extraerArgumentos**(**ENTRADA**,**i**);** //AUX se le asignan los parámetros de forma -\* y ENTRADA contiene cualquier parametro sin la forma -\*, como podría ser un directorio

**if** **not(**fileExists**(**comando**))** **then**

comando**:=**FSearch**(**comando**,**strpas**(**fpGetenv**(**'PATH'**)));**

**if** comando **<>** '' **then**

**begin**

**if** **(**ENTRADA **=** ''**)** **then** // Sólo existen parámetros de la forma -\*.

**begin**

**case** i **of** // 0, 1, 2 o 3 parámetros.

0**:** EXEC**(**comando**,[],**tipo**);**

1**:** EXEC**(**comando**,[**aux**[**1**]],** tipo**);**

2**:** EXEC**(**comando**,[**aux**[**1**],**aux**[**2**]],** tipo**);**

3**:** EXEC**(**comando**,[**aux**[**1**],**aux**[**2**],**aux**[**3**]],** tipo**);**

**end;**

**end**

**else** // Existe algún parámetro sin la forma -\*, como podría ser un directorio

**begin**

**case** i **of** // 0, 1, 2 o 3 parámetros + algún directorio o parámetro extra..

0**:** EXEC**(**comando**,[**ENTRADA**],** tipo**);**

1**:** EXEC**(**comando**,[**aux**[**1**],**ENTRADA**],** tipo**);**

2**:** EXEC**(**comando**,[**aux**[**1**],**aux**[**2**],**ENTRADA**],** tipo**);**

3**:** EXEC**(**comando**,[**aux**[**1**],**aux**[**2**],**aux**[**3**],**ENTRADA**],** tipo**);**

**end;**

**end;**

**end**

**else**

analizarExec**:=** **-**1**;**

**End;**

**procedure** analizarKILL**(var** ENTRADA**:** **string);**

{

Nombre: analizarKILL.

Condición: Deben pasarse dos parámetros, sin excepción. Forma: kill -n\_signal pid

}

**var** argumentos**:** parametros**;**

proc**,**signal**:** longint**;**

i**:** integer**;**

err**:** word**;**

**Begin**

argumentos**:=** extraerArgumentos**(**ENTRADA**,**i**);** //se separan la señal y el pid recibidos (pid en entrada)

**if** i **<>** 1 **then** //verifica que se pase sólo 1 señal

**begin**

mostrarerror**(**8**);** **exit;**

**end**

**else**

**begin**

val**(**argumentos**[**1**],**signal**,**err**);** //se asigna a signal el numero de señal recibido

**if** err**<>**0 **then**

**begin**

mostrarerror**(**9**);** **exit;**

**end**

**else**

**begin**

val**(**ENTRADA**,**proc**,**err**);** //se asigna a signal el numero de señal recibido

**if** err**<>**0 **then**

**begin**

mostrarerror**(**9**);**

**exit;**

**end**

**else**

KILL**(**signal**,**proc**);**

**end;**

**end;**

**End;**

**procedure** analizarLS**(var** ENTRADA**:** **string);**

{

Nombre: analizarLS.

Opciones: Puede haber 0, 1, 2 o 3 parámetros identificados con un guión <->

y pueden estar en cualquier orden. Estos son <-a>, <-f>, <-l>.

Puede haber o no 1 argumento que indique la ruta desde la cual

trabajar, luego de los parámetros comenzados con guión.

}

**var**

directorio**,**cad**,**dirBase **:** **string;**

i**,**j **:** integer**;**

argumentos **:** parametros**;**

**Begin**

dirBase**:=** dirActual**;**

argumentos**:=** extraerArgumentos**(**ENTRADA**,**i**);**

**for** j**:=**1 **to** i **do**

argumentos**[**j**]:=**upcase**(**argumentos**[**j**]);**

directorio**:=** ENTRADA**;**

**case** i **of**

0**:** **begin**

**if** **(**directorio **<>** ''**)** **then**

cad**:=** **(**directorio**)** //si existe el directorio se lo prepara para cd

**else**

cad**:=** **(**dirBase**);** //si no existe se usará el directorio actual

**if** analizarCD**(**cad**)** **=** 0 **then** //se posiciona en el directorio y verifica la salida

ls**(**false**,**false**,**false**)** //sí = 0 se posicionó bien y ejecuta ls

**else**

**begin**

mostrarerror**(**4**);** **exit;**

**end** //si <> 0 el directorio recibido no es coherente.

**end;**

1**:** **begin**

**if** **not(**paramValido**(**argumentos**[**1**]))** **then**

**begin**

mostrarerror**(**8**);** **exit;**

**end;**

**if** **(**directorio **<>** ''**)** **then**

cad**:=** **(**directorio**)** //si existe el directorio se lo prepara para cd

**else**

cad**:=** **(**dirBase**);** //si no existe se usará el directorio actual

**if** analizarCD**(**cad**)** **=** 0 **then** //se posiciona en el directorio y verifica la salida

ls**(** //si = 0 se posicionó bien y ejecuta ls

pos**(**'A'**,**argumentos**[**1**])<>**0**,** //verifica si el argumento contiene el parametro 'A'

pos**(**'F'**,**argumentos**[**1**])<>**0**,** //verifica si el argumento contiene el parametro 'F'

pos**(**'L'**,**argumentos**[**1**])<>**0**)** //verifica si el argumento contiene el parametro 'L'

**else**

**begin**

mostrarerror**(**4**);** **exit;**

**end** //si <> 0 el directorio recibido no es coherente.

**end;**

2**:** **begin**

**if** **not(**paramValido**(**argumentos**[**1**]))** **or** **not(**paramValido**(**argumentos**[**2**]))** **then**

**begin**

mostrarerror**(**8**);** **exit;**

**end;**

**if** **(**directorio **<>** ''**)** **then**

cad**:=** **(**directorio**)** //si existe el directorio se lo prepara para cd

**else**

cad**:=** **(**dirBase**);** //si no existe se usará el directorio actual

**if** analizarCD**(**cad**)** **=** 0 **then** //se posiciona en el directorio y verifica la salida

ls**(** //sí = 0 se posicionó bien y ejecuta ls

**((**pos**(**'A'**,**argumentos**[**1**])<>**0**)** **or** **(**pos**(**'A'**,**argumentos**[**2**])<>**0**)),** //verifica si alguno de los argumentos contiene el parametro 'A'

**((**pos**(**'F'**,**argumentos**[**1**])<>**0**)** **or** **(**pos**(**'F'**,**argumentos**[**2**])<>**0**)),** //verifica si alguno de los argumentos contiene el parametro 'F'

**((**pos**(**'L'**,**argumentos**[**1**])<>**0**)** **or** **(**pos**(**'L'**,**argumentos**[**2**])<>**0**)))** //verifica si alguno de los argumentos contiene el parametro 'L'

**else** **begin**

mostrarerror**(**4**);**

**exit;**

**end;** //si <> 0 el directorio recibido no es coherente.

**end;**

3**:** **begin**

**if** **not(**paramValido**(**argumentos**[**1**]))** **or** **not(**paramValido**(**argumentos**[**2**]))** **or** **not(**paramValido**(**argumentos**[**3**]))** **then**

**begin**

mostrarerror**(**8**);** **exit;**

**end;**

**if** **(**directorio **<>** ''**)** **then**

cad**:=** **(**directorio**)** //si existe el directorio se lo prepara para cd

**else**

cad**:=** **(**dirBase**);** //si no existe se usará el directorio actual

**if** analizarCD**(**cad**)** **=** 0 **then** //se posiciona en el directorio y verifica la salida

ls**(** //si = 0 se posicionó bien y ejecuta ls

**((**pos**(**'A'**,**argumentos**[**1**])<>**0**)** **or** **(**pos**(**'A'**,**argumentos**[**2**])<>**0**)** **or** **(**pos**(**'A'**,**argumentos**[**3**])<>**0**)),** //verifica si alguno de los argumentos contiene el parametro 'A'

**((**pos**(**'F'**,**argumentos**[**1**])<>**0**)** **or** **(**pos**(**'F'**,**argumentos**[**2**])<>**0**)** **or** **(**pos**(**'F'**,**argumentos**[**3**])<>**0**)),** //verifica si alguno de los argumentos contiene el parametro 'F'

**((**pos**(**'L'**,**argumentos**[**1**])<>**0**)** **or** **(**pos**(**'L'**,**argumentos**[**2**])<>**0**)** **or** **(**pos**(**'L'**,**argumentos**[**3**])<>**0**)))** //verifica si alguno de los argumentos contiene el parametro 'L'

**else**

**begin**

mostrarerror**(**4**);** **exit;**

**end;** //si <> 0 el directorio recibido no es coherente.

**end;**

**end;**

analizarCD**(**dirBase**);**

**End;**

**procedure** analizarPWD**(var** ENTRADA**:** **string);**

{

Nombre: analizarPWD.

}

**var** tipo**:** byte**;**

**Begin**

**if** strOutPut **=** '' **then** tipo **:=** 0 **else** tipo **:=** 1**;** // Tipo 0: Salida estándar, tipo 1: Redirigir la salida.

**if** **(**ENTRADA**[**0**]** **>=** #4**)** **and** **not** **(**flagInPut**)** **then**

**begin**

mostrarerror**(**2**);**

**exit;**

**end**

**else** pwd**(**tipo**);**

**End;**

**procedure** analizarReDIR **(var** ENTRADA**:** **string);**

**var** comando**:** **string;**

i**,**j**:** word**;**

ok**:** boolean**;**

salida**,**respaldo**:**text**;**

salidaRuta**:string;**

**Begin**

i**:=** pos**(**' > '**,**ENTRADA**);**

**if** i **<>** 0 **then**

**begin** // > rewrite (reescribe el archivo, lo crea si no existe).

salidaRuta**:=** copy**(**ENTRADA**,**i**+**3**,**length**(**ENTRADA**));**

comando**:=** copy**(**ENTRADA**,**1**,**i**-**1**);**

crearArchivo**(**salida**,**salidaRuta**,**ok**);**

**if** **not(**ok**)** **then**

**begin**

mostrarerror**(**11**);**

**exit;**

**end;**

respaldarSalidaEstandar**(**respaldo**);**

redirigirSalidaEstandar**(**salida**);**

analizar**(**comando**);**

close**(**salida**);**

restaurarStdOut**(**respaldo**);**

**end**

**else**

**begin**

j**:=** pos**(**' >> '**,** ENTRADA**);**

**if** j **<>** 0 **then**

**begin** // >> append (añade los datos al final del archivo).

salidaRuta**:=** copy**(**ENTRADA**,**j**+**4**,**length**(**ENTRADA**));**

comando**:=** copy**(**ENTRADA**,**1**,**j**-**1**);**

agregarArchivo**(**salida**,**salidaRuta**,**ok**);**

**if** **not** ok **then**

**begin**

Mostrarerror**(**12**);**

**exit;**

**end;**

respaldarSalidaEstandar**(**respaldo**);**

redirigirSalidaEstandar**(**salida**);**

analizar**(**comando**);**

restaurarStdOut**(**respaldo**);**

**end;**

**end;**

**End;**

**procedure** analizarPipe**(var** ENTRADA**:** **string);**

**var** i**:** word**;**

preString**,** postString**:** **string;**

respaldo**,**commandPipe**:**text**;**

ok**:**boolean**;**

**Begin**

i**:=** pos**(**' | '**,**ENTRADA**);**

preString **:=** copy**(**ENTRADA**,** 1**,** i**-**1**);**

postString **:=** copy**(**ENTRADA**,** i**+**3**,** length**(**ENTRADA**));**

crearArchivo**(**commandPipe**,**'commandPipe'**,**ok**);**

**if** **not(**ok**)** **then**

**begin**

mostrarerror**(**13**);**

**exit;**

**end;**

popen **(**commandPipe**,**postString**,**'W'**);**

respaldarSalidaEstandar**(**respaldo**);**

redirigirSalidaEstandar**(**commandPipe**);**

analizar**(**preString**);**

restaurarStdOut**(**respaldo**);**

Pclose**(**commandPipe**);**

deletefile**(**'commandPipe'**);**

**End;**

**procedure** analizarBG**(var** ENTRADA**:** **string);**

**var** i**:**word**;**

**Begin**

alBG**:=** true**;**

i**:=**pos**(**' &'**,**ENTRADA**);**

ENTRADA**:=** copy**(**ENTRADA**,**1**,**i**-**1**);**

analizar**(**ENTRADA**);**

**end;**

**END.**

**UNIT** comandos**;**

**INTERFACE**

**Uses** BaseUnix**,** Unix**,** utilidades**,** users**,** ALR**;**

**procedure** cat **(var** dir1**,**dir2**:** **string;** tipo**:** byte**);** // CAT - Concatena hasta dos archivos, o un archivo con la salida estandar

**procedure** exec **(**param1**:** **String;** param2**:** **Array** **of** AnsiString**;** tipo**:**byte**);** // EXEC - Ejecuta un programa externo. Ruta relativa o absoluta.

**procedure** kill **(**signal**,** proc**:** longint**);** // KILL - Envía una señal a un proceso.

**procedure** ls **(**modoA**,**modoF**,**modoL**:**boolean**);**

**procedure** lsAF **(**modoA**,**modoF**:**boolean**);** // LS - Lista los archivos de un determinado directorio.

**procedure** lsL**(**modoA**,**modoF**,**modoL**:**boolean**);** // variante de LS, lista archivos en formato largo.

**procedure** pwd **(**tipo**:** byte**);** // PWD - Muestra el directorio actual de trabajo.

**procedure** bg**(**ENTRADA**:string);**

**procedure** fg **(**ENTRADA**:string);**

**procedure** help**;** //Muestra una pantalla de ayuda

**procedure** moo**(**entrada**:string);**

**IMPLEMENTATION**

//Comando CAT

**procedure** cat**(var** dir1**,**dir2**:** **string;** tipo**:** byte**);**

**var** f1**,**f2**:** text**;**

texto**:** **string;**

**Begin**

{$I-} // Evita generar código de control de entrada/salida en el programa

assign**(**f1**,**dir1**);**

reset**(**f1**);**

**if** IOResult **<>** 0 **then**

**begin**

Mostrarerror**(**10**);**

**exit;**

**end**

**else**

**begin**

**while** **not** eof**(**f1**)** **do**

**begin**

readln**(**f1**,**texto**);**

**if** tipo **=** 0 **then** writeln**(**texto**)** **else** writeln**(**stdOutPut**,**texto**);**

**end;**

close**(**f1**);**

**end;**

**if** dir2 **<>** '' **then**

**begin**

assign**(**f2**,**dir2**);**

reset**(**f2**);**

**if** IOResult **<>** 0 **then**

**begin**

Mostrarerror**(**10**);**

**exit;**

**end**

**else**

**begin**

**while** **not** eof**(**f2**)** **do**

**begin**

readln**(**f2**,**texto**);**

**if** tipo **=** 0 **then** writeln**(**texto**)** **else** writeln**(**stdOutPut**,**texto**);**

**end;**

close**(**f2**);**

**end;**

**end;**

{$I+} // Habilita la generación de código de entrada/salida

**End;**

//Comando CD

{

El comando CD es ejecutado directamente

por el analizadorCD en la UNIT analizador

}

//Comando EXEC

**procedure** exec **(**param1**:** **String;** param2**:** **Array** **of** AnsiString**;** tipo**:**byte**);**

**var** pidP**,**op**:** longint**;** proceso**:**t\_procesos**;**

**Begin**

op**:=** 0**;**

pidP**:=** fpfork**;**

**case** pidP **of**

**-**1**:** **begin**

Mostrarerror**(**3**);**

**exit;**

**end;**

0**:** **Begin**

fpExecLE**(**param1**,**param2**,**envp**);**

**end;**

**else**

**begin**

**with** proceso **do**

**begin**

numero**:=**TablaJobs**.**Indice**;**

nombre**:=**nombreComandoDesdeRuta**(**param1**);**

pid**:=**pidP**;**

estado**:=**'Corriendo'**;**

prioridad**:=**' '**;**

directorio**:=**param1**;**

**end;**

**if** alBG **then**

**begin**

proceso**.**estado**:=**proceso**.**estado**+**' &'**;**

insertarEnTabla**(**proceso**);**

fpWaitPid**(**pidP**,**op**,**WNOHANG**);** //No "Espera" por el hijo con pid=PidP

**end**

**else**

**begin**

pidenejec**:=**pidP**;** // Cargo el pid del nuevo programa como en ejecucion actual

fpWaitPid**(**pidP**,**op**,**0**);** //Espera por el hijo con pid=PidP

**if** **not** procesoFinalizado**(**op**)** **then**

insertarEnTabla**(**proceso**);**

pidenejec**:=-**1**;** //borro el pid asignado antes

**end;**

**end;**

**end;**

**End;**

//Comando KILL

**procedure** kill **(**signal**,** proc**:** longint**);**

**Begin**

fpKill**(**proc**,**signal**);**

**End;**

//Comando LS

**procedure** ls **(**modoA**,**modoF**,**modoL**:**boolean**);**

{

Segun los parametros booleanos distingue entre dos tipos de LS

y dentro de los mismos actua acorde a dichas variables

}

**begin**

**if** modoL **then**

lsL**(**modoA**,**modoF**,**modoL**)**

**else**

lsAF**(**modoA**,**modoF**);**

**end;**

**procedure** lsAF**(**modoA**,**modoF**:**boolean**);**

{

Los archivos marcados como inaccesibles son aquellos

en los cuales fpStat devuelve un error. En dicho caso se puede saber

el nombre del archivo, pero no datos referidos al tipo de archivo.

}

**var** directorio**:** pdir**;**

entrada**:** PDirent**;**

vector**:** vDirent**;**

indice**,**j**:** integer**;**

K**:** byte**;**

info**:** stat**;**

auxNombre**,**tipo **:** **string;**

**Begin**

k**:=** 1**;**tipo**:=**''**;**

indice**:=** 0**;**

directorio **:=** fpOpenDir**(**dirActual**);**

**if** directorio **<>** **nil** **then**

**begin** //openDir

**repeat**

entrada**:=** fpReadDir**(**directorio**^);**

**if** **(**entrada **<>** **nil)** **and** **(**modoA **or** **(**entrada**^.**d\_name**[**0**]** **<>** '.'**))** **then** //Si mostrarTodos (ModoA) o no Oculto, lo carga al vector de directorio

**begin**

inc**(**indice**);**

vector**[**indice**]:=** entrada**^;**

**end;**

**until** entrada **=** **nil;**

**if** modoA **then** // si ModoA ordena el directorio alfabeticamente

burbujaDirent**(**vector**,**indice**);**

**for** J**:=** 1 **to** indice **do**

**Begin** //for

**if** fpStat**(**pchar**(**vector**[**J**].**d\_name**),**info**)=**0 **then**

**Begin** //fpStat

**if** modoA **then**

tipo**:=**tipoArchivoAF**(**info**.**st\_mode**)+**' '**;**

auxNombre**:=**tipo**+**copy**(**vector**[**J**].**d\_name**,**1**,**20**);**

**case** K **of** //case

1**:** **begin**

**if** j **<>** indice **then**

write**(**auxNombre**+**espacio**(**24**-**length**(**auxNombre**)))**

**else**

writeln**(**auxNombre**)**

**end;**

2**:** **begin**

**if** j **<>** indice **then**

write**(**auxNombre**+**espacio**(**24**-**length**(**auxNombre**)))**

**else**

writeln**(**auxNombre**)**

**end;**

3**:** **begin**

writeln**(**auxNombre**+**espacio**(**24**-**length**(**auxNombre**)))**

**end;**

**end;** // case

**if** k **=** 3 **then** k**:=** 1 **else** inc**(**K**);**

**End** // fpStat

**else**

**Begin** // else fpStat

**if** modoA **then**

tipo**:=**tipoArchivoAF**(**info**.**st\_mode**)+**' '**;**

auxNombre**:=**tipo**+**copy**(**vector**[**J**].**d\_name**,**1**,**20**);**

**case** K **of** //case

1**:** **begin**

**if** j **<>** indice **then**

write**(**'Inaccesible: '**+**auxNombre**+**espacio**(**24**-**length**(**auxNombre**)))**

**else**

writeln**(**'Inaccesible: '**+**auxNombre**);**

**end;**

2**:** **begin**

**if** j **<>** indice **then**

write**(**'Inaccesible: '**+**auxNombre**+**espacio**(**24**-**length**(**auxNombre**)))**

**else**

writeln**(**'Inaccesible: '**+**auxNombre**)**

**end;**

3**:** **begin**

writeln**(**'Inaccesible: '**+**auxNombre**+**espacio**(**24**-**length**(**auxNombre**)))**

**end;**

**end;** //case

**if** k **=** 3 **then** k**:=** 1 **else** inc**(**K**);**

**end;** // else fpStat

**End;** // for

fpCloseDir**(**directorio**^);**

**end** // OpenDir

**else**

**begin**

mostrarerror**(**4**);** **exit;**

**end;**

**End;**

//comando LS -l

**procedure** lsL**(**modoA**,**modoF**,**modoL**:**boolean**);**

{

En caso de falla obteniendo los datos de un archivo se mostrará

el mensaje "No se pudo mostrar.", que representa una falla en fpStat.

}

**var** directorio **:** Pdir**;**

entrada **:** PDirent**;**

info **:** stat**;**

vector **:** vDirent**;**

contArchivos**,**loop**:** integer**;**

indice**,**j **:** integer**;**

tamString**,**unidad **:** **string;**

tamanio**:** int64**;**

**Begin**

indice**:=** 0**;**

contArchivos**:=** 0**;** //número de archivos listados

directorio**:=** fpOpenDir**(**dirActual**);**

**if** directorio **<>** **nil** **then**

**begin** //openDir

**repeat**

entrada**:=** fpReadDir**(**directorio**^);**

**if** **(**entrada **<>** **nil)** **and** **((**modoA**)** **or** **(**entrada**^.**d\_name**[**0**]** **<>** '.'**))** **then**//Si mostrarTodos (ModoA) o no Oculto, lo carga al vector de directorio

**Begin**

inc**(**indice**);**

vector**[**indice**]:=** entrada**^;**

**end;**

**until** entrada **=** **nil;**

**if** modoA **then** // si ModoA ordena el directorio alfabeticamente

burbujaDirent**(**vector**,** indice**);**

**for** J**:=** 1 **to** indice **do**

**begin** //for

**if** fpStat**(**pchar**(**vector**[**J**].**d\_name**),**info**)=**0 **then**

**Begin** //fpStat

contArchivos**:=** contArchivos **+** 1**;**

tamanio**:=**info**.**st\_size**;**

write**(**modoACadena**(**info**.**st\_mode**));**

write**(**permisosACadena**(**pchar**(**vector**[**J**].**d\_name**)));**

write**(**tamAsString**(**info**.**st\_nlink**,**2**),**espacio**(**1**));**

write**(**getusername**(**info**.**st\_uid**)+**espacio**(**2**));**

write**(**getgroupname**(**info**.**st\_gid**)+**espacio**(**1**));**

loop**:=**1**;**

**if** **(**tamanio **div** 1024**)** **>** 1000 **then**

**begin**

**repeat**

**if** **(**tamanio **div** 1024**)** **>** 1000 **then**

**begin**

tamanio**:=**tamanio **div** 1024**;**

**end;**

inc**(**loop**);**

**until** tamanio **<** 100000**;**

**end;**

**case** loop **of**

1**:**unidad**:=**' bytes'**;**

2**:**unidad**:=**'Kbytes'**;**

3**:**unidad**:=**'Mbytes'**;**

4**:**unidad**:=**'Gbytes'**;**

**end;**

tamString**:=**' '**+**tamAsString**(**tamanio**,**6**)+**unidad**;**

write**(**tamString**+**espacio**(**15**-**length**(**tamString**)));**

write**(**tipoArchivoL**(**info**.**st\_mode**)+**espacio**(**2**));**

write**(**tiempoUnixAHumano**(**info**.**st\_mtime**)+**espacio**(**2**));**

writeln**(**pchar**(**vector**[**J**].**d\_name**));**

**End** // fpStat

**else**

writeln**(**'No se pudo mostrar.'**);**

**end;** //for

writeln**(**'- - - - - - - - - - - - - - - -'**);**

**if** contArchivos **=** 0 **then**

writeln**(**'No hay listado.'**)**

**else**

writeln**(**'Nro. de archivos listados: '**,**contArchivos**);**

fpCloseDir**(**directorio**^);**

**end** //openDir

**else** **begin**

mostrarerror**(**4**);** **exit;**

**end;**

**End;**

//Comando PWD

**procedure** pwd**(**tipo**:** byte**);**

**var** pid**,** op**:** longint**;**

**Begin**

pid**:=**fpFork**;**

op**:=** 0**;**

**case** pid **of**

**-**1**:begin**

mostrarerror**(**3**);** **exit;**

**end;**

0**:** **begin**

writeln**(**dirActual**);**

fpKill**(**fpGetPid**,**9**);**

**end;**

**else**

**begin**

fpWaitPid**(**pid**,**op**,**op**);** //Espera por cualquier proceso hijo.

**end;**

**end;**

**End;**

**procedure** bg **(**ENTRADA**:string);**

**var**

numeroTrabajo**:** longint**;**

pid**,**error**:**longint**;**

**begin**

val**(**ENTRADA**,**numeroTrabajo**,** error**);**

pid**:=**damePid**(**numeroTrabajo**);**

**if** pid **=** **-**1 **then**

writeln**(**'Proceso no Encontrado'**)**

**else**

**begin**

fpkill**(**pid**,**SIGCONT**);**

**end;**

**end;**

**procedure** fg **(**ENTRADA**:string);**

**var**

numeroTrabajo**:** longint**;**

pid**,**error**,**pid2**:**longint**;**

estado**:**longint**;**

**begin**

val**(**ENTRADA**,**numeroTrabajo**,** error**);** //Entrada es SIEMPRE un numero si quiere funcionar (numero en String)

pid**:=**damePid**(**numeroTrabajo**);** //Obtengo el pid correspondiente al numero de trabajo

**if** pid **=** **-**1 **then** // No se encontro numero de trabajo

**begin**

mostrarError**(**20**);**

**exit;**

**end**

**else**

**begin**

pidEnEjec**:=**pid**;** //cargo el programa que se va a traer al FG

pid2**:=**fpfork**;** // necesito que la terminal "duerma" mientras hay otra cosa en FG

**case** pid2 **of**

0**:** **begin**

FpSetsid**;** { Creo una nueva sesion para el proceso que debe ser traido al frente

http://www.freepascal.org/docs-html/rtl/baseunix/fpsetsid.html

http://stackoverflow.com/questions/9306100/how-can-i-tell-if-a-child-is-asking-for-stdin-how-do-i-tell-it-to-stop-that}

fpkill**(**pid**,**SIGCONT**);** //Envio senial de resumen al proceso a FG

**end;**

**else**

**begin**

fpwaitpid**(**pid**,**estado**,**0**);** //Espero que el hijo(proceso actualmente en FG) se detenga

fpkill**(**SIGKILL**,**pid2**);**

ActualizarEstado**(**pid**,**estado**);** //actualizo el estado del proceso que habia enviado a FG

pidenejec**:=-**1**;** // borro el id del proceso que se estaba ejecutando

**end;**

**end;**

**end;**

**end;**

**procedure** help**;**

**begin**

writeln**(**'ALROShell'**);**

writeln**();**

writeln**(**'Copyright 2015'**);**

writeln**(**'\* Ramiro Rivera <ramarivera@gmail.com>,'**);**

writeln**(**'\* David lazbal <davidlazbal@gmail.com>,'**);**

writeln**(**'\* Matín Arrúa <martin94.profugo@gmail.com>.'**);**

writeln**(**'Copyright 2014'**);**

writeln**(**'\* Fernando Gómez Albornoz <fgalbornoz07@gmail.com>. '**);**

writeln**();**

writeln**(**'Estas órdenes del shell están definidas internamente'**);**

writeln**();**

writeln**(**'bg id\_trabajo'**);**

writeln**(**'cat primer\_archivo [segundo\_archivo]'**);**

writeln**(**'cd ruta'**);**

writeln**(**'exit'**);**

writeln**(**'fg id\_trabajo'**);**

writeln**(**'jobs'**);**

writeln**(**'kill -id\_señal id\_proceso'**);**

writeln**(**'ls {[-(l|f|a)]} (3 Parametros máximo) [ruta]'**);**

writeln**(**'pwd'**);**

writeln**();**

writeln**(**'Este shell acepta los siguientes operadores: ">" ">>" "&" "|"'**);**

writeln**();**

writeln**(**'Para más información diríjase a la página man'**);**

**end;**

**procedure** moo**(**entrada**:string);**

**var**

aux**:string;**

I**:**longint**;**

**begin**

(\*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

( I love Fedora, Debian? Not so much! )

-------------------------------------

o ^\_\_^

o (oo)\\_\_\_\_\_\_\_

(\_\_)\ )\/\

||----w |

|| || \*)

**if** upcase**(**ENTRADA**)<>**'-H' **then**

**begin**

**if** sinEspacios**(**Entrada**)=**'' **then**

aux**:=**'Have you mooed today?'

**else**

aux**:=**entrada**;**

write**(**' '**);**

**for** I**:=**1 **to** length**(**aux**)+**2 **do**

write**(**'\_'**);**

write**(**CR**+**LF**);**

writeln**(**'( '**+**aux**+**' )'**);**

write**(**' '**);**

**for** I**:=**1 **to** length**(**aux**)+**2 **do**

write**(**'-'**);**

writeln**(**' '**);**

writeln**(**' o ^\_\_^'**);**

writeln**(**' o (oo)\\_\_\_\_\_\_\_'**);**

writeln**(**' (\_\_)\ )\/\'**);**

writeln**(**' ||----w |'**);**

writeln**(**' || ||'**);**

writeln**();**

**end**

**else**

**begin**

writeln**(**space**(**30**)+**'Historia de Moo y los Super Cow Powers'**);**

writeln**(**'Very well internet, you win. Let me tell you a tale about cow powers. Super ones to be specific.'**);**

writeln**(**'Once a long time ago a developer was known for announcing his presence on IRC with a simple, to the point '**+**chr**(**39**)+**'Moo'**+**chr**(**39**)+**'.'**);**

writeln**(**'As with cows in pasture others would often Moo back in greeting. This led to a certain range of cow based jokes.'**);**

writeln**(**'When apt-get was initially developed I put the enigmatic tag line in the help message, but I did not add the '**+**chr**(**39**)+**'apt-get moo'**+**chr**(**39**)+**' command.'**);**

writeln**(**'That act lies with another, who decided that the help teaser needed some extra zip. Thus the easter egg was born.'**);**

writeln**(**'The items in aptitude are probably a homage, as aptitude was substantially based on apt'**+**chr**(**39**)+**'s library.'**);**

writeln**(**'It seems very popular, it was featured in Linux Magazine some time ago, and I'**+**chr**(**39**)+**'ve even had people request a Moo when they find me at conferences.'**);**

writeln**(**'There have been bug reports to remove it, explain it, and to improve the cow.'**);**

writeln**(**'It was mentioned for a while in Wikipedia, and now apparently on stack exchange.'**);**

writeln**(**'Now, if you look closely, in the right places, you can find other software with cow powers. Good luck :)﻿'**);**

writeln**(**space**(**50**)+**'-Jason Gunthorpe'**);**

writeln**();**

**end;**

**end;**

**END.**

**UNIT** utilidades**;**

**INTERFACE**

**USES** strings**,** baseunix**,** sysutils**,** dateutils**;**

**Const** N **=** 300**;** // Número máximo de archivos a listar en un directorio (ls)

P**=**3**;** // Número máximo de parámetros para los comandos (sin contar directorios)

LF **=** #10**;** // Caracter Line Feed.

CR **=** #13**;** // Caracter Carriage Return.

CRLF **=** CR **+** LF**;** // CRLF

**Type**

vDirent **=** **array** **[**1**..**N**]** **of** Dirent**;** // Vector para almacenar nombres de archivos de un directorio y así ordenarlos.

parametros**=** **array** **[**1**..**P**]** **of** AnsiString**;** // Vector para almacenar parámetros de comandos.

**var** stdOutPut**:** Text**;** // Archivo de redirección de la salida estándar.

strOutPut**:** **string;** // Nombre del archivo de redirección.

newInPut **:** Text**;** // Redirección de la entrada estándar para comando pipe.

flagInPut**:** Boolean**;** // Se le asigna momentaneamente true durante un pipe.

// UTILIDADES

**function** puntos**(**s**:** **string):** integer**;** // Cantidad de puntos '.' en un string.

**function** dirActual**:** **string;** // Devuelve la dirección de trabajo actual.

**function** dirHome**:** **string;** // Devuelve el directorio Home. Por defecto /home/user.

**function** strSin**(**param1**,** param2**:** **string):** **string;** // elimina param2 de la cadena param1.

**procedure** burbujaDirent**(var** v**:** vDirent**;** max**:** integer**);** // ordena los archivos listados por ls. Algoritmo burbuja.

**function** redireccion**(**s**:** **string):** boolean**;** // Devuelve true si encuentra los operadores '>' o '>>' en la cadena.

**function** tuberia**(**s**:** **string):** boolean**;** // Devuelve true si encuentra el operador '|' en una cadena.

**function** enBg**(**s**:** **string):** boolean**;** // Devuelve true si el proceso debe ejecutarse en background.

**function** solicitudBG**(var** s**:** **string):**boolean**;** // Verifica si se ingreso "bg", la solicitud para ejecutar un trabajo en segundo plano.

**function** solicitudFG**(var** s**:** **string):**boolean**;** // Verifica si se ingreso "fg", la solicitud para ejecutar un trabajo en primer plano.

**procedure** Mostrarerror**(**n**:** integer**);** // Devuelve el mensaje de error <n>.

**function** asString**(**V**:**int64**):string;** // Convierte un valor a string.

**function** tiempoUnixAHumano **(**tUnix**:**int64**):string;** // Convierte el valor de tiempo que devuelve Unix.

**function** permisosACadena**(**path**:string):string;** // Verifica si el usuario tiene permisos de lectura, escritura y ejecución, y lo imprime.

**function** tamAsString**(**tam**:**int64**;** espacios**:** byte**):string;** // Permite alinear un string.

**function** extraerComando**(var** s**:string):string;** // Devuelve el comando de la cadena (o primer componente antes del primer espacio), y se elimina el componente de la entrada recibida.

**function** extraerArgumentos**(var** s**:string;var** i**:**integer**):**parametros**;** // Devuelve un vector de argumentos de la forma -\* y se eliminan los argumentos de la entrada recibida.

**function** modoACadena**(**modo**:**integer**):string;** // Traduce los permisos de un archivo

**function** tipoArchivoAF**(**modo**:**integer**):string;** // Traduce los tipos de archivos para el comando LS con parámetros A y/o F

**function** tipoArchivoL**(**modo**:**integer**):string;** // Traduce los tipos de archivos para el comando LS con parámetro L

**function** nombreComandoDesdeRuta**(**s**:string):string;** // Dada una dirección absoluta a un comando, devuelve sólo el nombre del mismo.

**function** paramValido**(**str**:string):**boolean**;** // Determina si un parámetro del ls es válido o no.

**function** stringToAnsiString**(**str**:string):**ansiString**;** // Convierte un string en un ansiString

**function** ansiStringToString**(**str**:** ansiString**):string;** // Convierte un ansiString en un string

**function** sinEspacios**(**s**:string):string;** // Elimina los espacios existentes en una cadena

**function** eliminarSubcadena**(**cadena**,**subcadena**:string):string;** // Elimina una subcadena de la cadena original

**IMPLEMENTATION**

**function** eliminarSubcadena**(**cadena**,**subcadena**:string):string;**

**var** auxStr**:string;**

posi**:**longint**;**

**begin**

auxStr**:=**cadena**;**

posi**:=**0**;**

posi**:=**pos**(**upcase**(**subcadena**),**upcase**(**cadena**));**

**if** posi**<>**0 **then**

delete**(**auxStr**,**posi**,**length**(**subcadena**));**

eliminarSubcadena**:=**auxstr**;**

**end;**

**function** sinEspacios**(**s**:string):string;**

**var** strAux**:string;** I**:**longint**;**

**begin**

straux**:=**''**;**

**for** I**:=**1 **to** length**(**s**)** **do**

**begin**

**if** s**[**I**]<>**#32 **then**

strAux**:=**strAux**+**s**[**I**];**

**end;**

sinEspacios**:=**strAux**;**

**end;**

**function** asString**(**V**:**int64**):string;**

**var** S**:string;**

**begin**

STR**(**V**,**S**);**

asString**:=**S**;**

**end;**

**function** puntos**(**s**:** **string):** integer**;**

**var** I**:** integer**;**

**Begin**

puntos**:=** 0**;**

**for** I**:=** 1 **to** length**(**s**)** **do**

**if** s**[**I**]** **=** #46 **then** puntos**:=** puntos **+** 1**;**

**End;**

**function** dirActual**:** **string;**

**Begin**

getDir**(**0**,**dirActual**);**

**End;**

**function** dirHome**:** **string;**

**Begin**

dirHome**:=** fpGetEnv**(**'HOME'**);**

**End;**

**function** strSin**(**param1**,** param2**:** **string):** **string;**

**Begin**

strSin**:=** rightStr**(**param1**,((**length**(**param1**))-(**length**(**param2**))));**

**End;**

**procedure** burbujaDirent**(var** v**:** vDirent**;** max**:** integer**);**

**var** I**,**J**:** integer**;**

aux**:** Dirent**;**

**Begin**

**for** I**:=** 1 **to** max**-**1 **do**

**for** J**:=** 1 **to** max**-**I **do**

**if** upcase**(**strPas**(**v**[**J**].**d\_name**))** **>** upcase**(**strPas**(**v**[**J**+**1**].**d\_name**))** **then**

**Begin**

aux **:=** v**[**J**+**1**];**

v**[**J**+**1**]:=** v**[**J**];**

v**[**J**]** **:=** aux**;**

**End;**

**End;**

**function** redireccion**(**s**:** **string):** boolean**;**

**Begin**

redireccion**:=** **(**pos**(**' > '**,**s**)** **<>** 0**)** **or** **(**pos**(**' >> '**,**s**)** **<>** 0**);**

**End;**

**function** tuberia**(**s**:** **string):** boolean**;**

**Begin**

tuberia**:=** **(**pos**(**' | '**,**s**)** **<>** 0**);**

**End;**

**function** enBg**(**s**:** **string):** boolean**;**

**Begin**

enBg**:=** **((**length**(**s**)** **<>** 1**)** **and** **(**pos**(**' &'**,**s**)** **=** length**(**s**)-**1**));** // Debe ser lo ultimo escrito

**End;**

**function** solicitudBG**(var** s**:** **string):**boolean**;**

**Begin**

solicitudBG**:=** 'BG'**=** upcase**(**s**);**

**End;**

**function** solicitudFG**(var** s**:** **string):**boolean**;**

**begin**

solicitudFG**:=**'FG'**=**upcase**(**s**);**

**end;**

**procedure** Mostrarerror**(**n**:** integer**);**

**var**

errorAux**:string;**

**Begin**

**case** n **of**

1**:** errorAux**:=** 'Error nº 1: Parámetros insuficientes.'**;**

2**:** errorAux**:=** 'Error nº 2: No se puede reconocer el comando.'**;**

3**:** errorAux**:=** 'Error nº 3: Falla en el Fork, no es posible ejecutar el nuevo proceso.'**;**

4**:** errorAux**:=** 'Error nº 4: El directorio no existe, o no puede ser accedido.'**;**

5**:** errorAux**:=** 'Error nº 5: Comando no reconocido.'**;**

6**:** errorAux**:=** 'Error nº 6: Error en Exec, no es posible ejecutar el proceso.'**;**

7**:** errorAux**:=** 'Error nº 7: El programa no se encuentra en el Path.'**;**

8**:** errorAux**:=** 'Error nº 8: Parámetros incorrectos.'**;**

9**:** errorAux**:=** 'Error nº 9: Los parámetros deben ser de tipo numérico.'**;**

10**:** errorAux**:=** 'Error nº 10: Error al intentar abrir el/los archivo(s).'**;**

11**:** errorAux**:=** 'Error nº 11: Error de redirección de la salida estándar - Operador ''>'''**;**

12**:** errorAux**:=** 'Error nº 12: Error de redirección de la salida estándar - Operador ''>>'''**;**

13**:** errorAux**:=** 'Error nº 13: Error al intentar crear tuberías.'**;**

20**:** errorAux**:=** 'Error nº 20: Trabajo no encontrado.'**;**

**else** errorAux**:=** 'Error desconocido.'**;**

**end;**

writeln**(**errorAux**);**

**if** n **in** **[**1**,**2**,**5**,**8**]** **then**

writeln**(**'Si necesita ayuda utilice el comando "help".'**);**

**exit;**

**End;**

**function** numAMes**(**numMes**:**word**):string;**

**var**

Aux**:string;**

**begin**

**case** numMes **of**

1**:** Aux**:=**'ene'**;**

2**:** Aux**:=**'feb'**;**

3**:** Aux**:=**'mar'**;**

4**:** Aux**:=**'abr'**;**

5**:** Aux**:=**'may'**;**

6**:** Aux**:=**'jun'**;**

7**:** Aux**:=**'jul'**;**

8**:** Aux**:=**'ago'**;**

9**:** Aux**:=**'sep'**;**

10**:** Aux**:=**'oct'**;**

11**:** Aux**:=**'nov'**;**

12**:** Aux**:=**'dic'**;**

**end;**

numAMes**:=**aux**;**

**end;**

**function** tiempoUnixAHumano **(**tUnix**:**int64**):string;**

**var**

Y**,**Mo**,**D**,**H**,**Mi**,**S**,**MS **:** Word**;**

Aux**:string;**

**begin**

DecodeDateTime**(**UnixToDateTime**(**tUnix**),**Y**,**Mo**,**D**,**H**,**Mi**,**S**,**MS**);**

Aux**:=**numAMes**(**Mo**)+**#32**;**

**if** D**<**10 **then**

Aux**:=**Aux**+**#32**+**asString**(**D**)+**#32

**else**

Aux**:=**Aux**+**asString**(**D**)+**#32**;**

**if** Y**<**2014 **then**

Aux**:=**Aux**+**#32**+**asString**(**Y**)+**#32

**else**

**begin**

**if** H**<**10 **then**

Aux**:=**Aux**+**'0'**+**asString**(**H**)+**':'

**else**

Aux**:=**Aux**+**asString**(**H**)+**':'**;**

**if** Mi**<**10 **then**

Aux**:=**Aux**+**'0'**+**asString**(**Mi**)+**#32

**else**

Aux**:=**Aux**+**asString**(**Mi**)+**#32**;**

**end;**

tiempoUnixAHumano**:=**Aux**;**

**end;**

**function** permisosACadena**(**path**:string):string;**

**var**

Aux**:String;**

**begin**

Aux**:=**'---'**;**

**if** fpAccess **(**path**,**R\_OK**)=**0 **then** Aux**[**1**]:=**'r'**;**

**if** fpAccess **(**path**,**W\_OK**)=**0 **then** Aux**[**2**]:=**'w'**;**

**if** fpAccess **(**path**,**X\_OK**)=**0 **then** Aux**[**3**]:=**'x'**;**

permisosACadena**:=**Aux**+**#32**;**

**end;**

**function** tamAsString**(**tam**:**int64**;** espacios**:** byte**):string;**

**var**

aux**,**buff**:string;**

i**:**integer**;**

**begin**

buff**:=**''**;**

aux**:=**asString**(**tam**);**

**for** i**:=**1 **to** espacios**-**length**(**aux**)** **do**

buff**:=**buff**+**' '**;**

tamAsString**:=**buff**+**Aux**+**#32**;**

**end;**

**function** extraerComando**(var** s**:string):string;**

**var** aux**:string;**e**:**integer**;**

**begin**

**while** **(**s**<>**''**)** **and** **(**s**[**1**]=**' '**)** **do**

delete**(**s**,**1**,**1**);** //eliminar espacios iniciales

**if** **(**s**<>**''**)** **then**

**begin**

e**:=**1**;**

aux**:=**''**;**

**repeat** //comienza detección de primer componente

**begin**

aux**:=**aux **+** s**[**e**];** //agrega un caracter

**if** s**[**e**]** **=** '"' **then** //si el ultimo elemento agregado es ".

**begin**

inc**(**e**);**

**while** s**[**e**]** **<>** '"' **do** //agrega todo hasta el proximo ".

**begin**

aux**:=**aux **+** s**[**e**];**

inc**(**e**);**

**end;**

aux**:=**aux **+** s**[**e**];** //agrega las " de cierre

**end;**

inc**(**e**);**

**end;**

**until** **(**e**>**length**(**s**))OR(**s**[**e**]** **=** ' '**);** //se encontró un espacio fuera de ""

extraerComando**:=** aux**;** //devolver comando

s**:=**copy**(**s**,**length**(**aux**)+**1**,**length**(**s**));** //la entrada se recorta hasta el primer parametro

**while** **(**s**<>**''**)** **and** **(**s**[**1**]=**' '**)** **do**

delete**(**s**,**1**,**1**);** //eliminar espacios iniciales

**end**

**else**

extraerComando**:=**s**;**

**end;**

**function** extraerArgumentos**(var** s**:string;var** i**:**integer**):**parametros**;**

**var** j**:**integer**;**param**:**ansiString**;**

**begin**

**for** j**:=**1 **to** P **do**

extraerArgumentos**[**j**]:=**''**;** //inicializar vector de argumentos

**while** **(**s**<>**''**)AND(**s**[**1**]=**' '**)** **do**

delete**(**s**,**1**,**1**);** //eliminar espacios iniciales

i**:=**0**;**

param**:=**''**;**

**while** **(**i**<=**N**)AND(**s**<>**''**)AND(**s**[**1**]=**'-'**)** **DO** //comienza detección de primer componente

**begin**

delete**(**s**,**1**,**1**);** //elimina el guion que indica parametro

**WHILE** **(**s**<>**''**)AND(**s**[**1**]<>**' '**)** **DO**

**begin**

param**:=**param **+** s**[**1**];**

delete**(**s**,**1**,**1**);**

**end;**

inc**(**i**);**

extraerArgumentos**[**i**]:=**param**;**

param**:=**''**;**

**WHILE** **(**s**<>**''**)AND(**s**[**1**]=**' '**)** **DO**

delete**(**s**,**1**,**1**);** //eliminar espacios entre parametros

**end;**

**end;**

**function** modoACadena**(**modo**:**integer**):string;**

**var**

Aux**:String;**

**begin**

Aux**:=**'----------'**;**

**if** **(**modo **and** S\_IFDIR**)** **=** S\_IFDIR **then** Aux**[**1**]:=**'d'**;**

**if** **(**modo **and** S\_IRUSR**)** **=** S\_IRUSR **then** Aux**[**2**]:=**'r'**;**

**if** **(**modo **and** S\_IWUSR**)** **=** S\_IWUSR **then** Aux**[**3**]:=**'w'**;**

**if** **(**modo **and** S\_IXUSR**)** **=** S\_IXUSR **then** Aux**[**4**]:=**'x'**;**

**if** **(**modo **and** S\_IRGRP**)** **=** S\_IRGRP **then** Aux**[**5**]:=**'r'**;**

**if** **(**modo **and** S\_IWGRP**)** **=** S\_IWGRP **then** Aux**[**6**]:=**'w'**;**

**if** **(**modo **and** S\_IXGRP**)** **=** S\_IXGRP **then** Aux**[**7**]:=**'x'**;**

**if** **(**modo **and** S\_IROTH**)** **=** S\_IROTH **then** Aux**[**8**]:=**'r'**;**

**if** **(**modo **and** S\_IWOTH**)** **=** S\_IWOTH **then** Aux**[**9**]:=**'w'**;**

**if** **(**modo **and** S\_IXOTH**)** **=** S\_IXOTH **then** Aux**[**10**]:=**'x'**;**

modoACadena**:=**Aux**+**#32**;**

**end;**

**function** tipoArchivoAF**(**modo**:**integer**):string;**

**begin**

**if** fpS\_ISLNK**(**modo**)** **then**

tipoArchivoAF**:=(**'(L)'**)**

**else**

**if** fpS\_ISCHR**(**modo**)** **then**

tipoArchivoAF**:=(**'(C)'**)**

**else**

**if** fpS\_ISREG**(**modo**)** **then**

tipoArchivoAF**:=(**'(F)'**)**

**else**

**if** fpS\_ISDIR**(**modo**)** **then**

tipoArchivoAF**:=(**'(D)'**)**

**else**

**if** fpS\_ISBLK**(**modo**)** **then**

tipoArchivoAF**:=(**'(B)'**)**

**else**

**if** fpS\_ISFIFO**(**modo**)** **then**

tipoArchivoAF**:=(**'(I)'**)**

**else**

**if** fpS\_ISSOCK**(**modo**)** **then**

tipoArchivoAF**:=(**'(S)'**);**

**end;**

**function** tipoArchivoL**(**modo**:**integer**):string;**

**begin**

**if** fpS\_ISLNK**(**modo**)** **then**

tipoArchivoL**:=(**'LNK'**+**#32**)**

**else**

**if** fpS\_ISCHR**(**modo**)** **then**

tipoArchivoL**:=(**'CHR'**+**#32**)**

**else**

**if** fpS\_ISREG**(**modo**)** **then**

tipoArchivoL**:=(**'FILE'**)**

**else**

**if** fpS\_ISDIR**(**modo**)** **then**

tipoArchivoL**:=(**'DIR'**+**#32**)**

**else**

**if** fpS\_ISBLK**(**modo**)** **then**

tipoArchivoL**:=(**'BLK'**+**#32**)**

**else**

**if** fpS\_ISFIFO**(**modo**)** **then**

tipoArchivoL**:=(**'FIFO'**)**

**else**

**if** fpS\_ISSOCK**(**modo**)** **then**

tipoArchivoL**:=(**'SOCK'**);**

**end;**

**function** nombreComandoDesdeRuta**(**s**:string):string;**

**var** aux**:string;**

**begin**

aux**:=** s**;**

**while** **(**pos**(**'/'**,**aux**)** **<>** 0**)** **do**

aux**:=**copy**(**aux**,**pos**(**'/'**,**aux**)+**1**,**length**(**aux**));**

nombreComandoDesdeRuta**:=**aux**;**

**end;**

**function** paramValido**(**str**:string):**boolean**;**

**begin**

str**:=**UPCASE**(**str**);**

paramValido**:=(**

**(**str**=**'A'**)** **or** **(**str**=**'F'**)** **or** **(**str**=**'L'**)** **or**

**(**str**=**'LA'**)** **or** **(**str**=**'LF'**)** **or** **(**str**=**'AL'**)** **or** **(**str**=**'AF'**)** **or** **(**str**=**'FL'**)** **or** **(**str**=**'FA'**)** **or**

**(**str**=**'LFA'**)** **or** **(**str**=**'LAF'**)** **or** **(**str**=**'FLA'**)** **or** **(**str**=**'FAL'**)** **or** **(**str**=**'AFL'**)** **or** **(**str**=**'ALF'**)**

**)**

**end;**

**function** stringToAnsiString**(**str**:string):**ansiString**;**

**begin**

stringToAnsiString**:=**str**;**

**end;**

**function** ansiStringToString**(**str**:** ansiString**):string;**

**begin**

ansiStringToString**:=**str**;**

**end;**

**BEGIN**

strOutPut**:=** ''**;** // StrOutPut refiere a la redirección de la salida estándar.

setTextLineEnding**(**stdOut**,**CRLF**);** // Asignándole formato a la salida estándar.

flagInPut**:=** false**;**

**END.**

**unit** ALR**;**

**interface**

**uses** baseUnix**,** Unix**,** Linux**,** errors**,**sysutils**,**utilidades**;**

**type** puntero**=^**nodo**;**

t\_procesos**=record**

nombre**:string;**

prioridad**:string;**

numero**:**longint**;**

directorio**:string;**

estado**:string;**

pid**:**longint**;**

**end;**

nodo**=record**

info**:**t\_procesos**;**

sig**:**puntero**;**

**end;**

tabla**=record**

cab**:**puntero**;**

tam**:**word**;**

indice**:** word**;**

**end;**

**var**

alBG**:** boolean**;** // El programa debe ejecutarse en bg.

tablaJobs**:** Tabla**;** // Tabla de tareas activas.

pidEnEjec**:** longint**;** // PID del proceso en primer plano.

**procedure** agregarArchivo**(var** arch**:** text**;** filename**:string;** **var** ok**:**boolean**);**

**procedure** abrirArchivo**(var** arch**:** text**;** filename**:string;** **var** ok**:**boolean**);**

**procedure** crearArchivo**(var** arch**:** text**;** filename**:string;var** ok**:**boolean**);**

**procedure** redirigirSalidaEstandar**(var** arch**:**text**);**

**procedure** respaldarSalidaEstandar**(var** respaldo**:**text**);**

**procedure** restaurarStdOut**(var** arch**:**text**);**

(\*-----------------------------------------------------------------------------------\*)

**function** AnalizarEstado**(**pid**:**longint**;**estado**:**longint**):string;**

**function** procesoFinalizado**(**estado**:**longint**):**boolean**;**

**function** codigoFinalizacionProceso**(**estado**:**longint**):**longint**;**

**function** procesoSenializado**(**estado**:**longint**):**boolean**;**

**function** senialRecibidaPorProceso**(**estado**:**longint**):**longint**;**

**procedure** ActualizarEstado**(**pid**:**longint**;**estado**:**longint**);**

**Procedure** SIGTSTP\_Recibida**(**sig **:** cint**);cdecl;**

**Procedure** SIGINT\_Recibida**(**sig **:** cint**);cdecl;**

**procedure** SIGCHLD\_Recibida**(**signal**:** LongInt**;** info**:** psiginfo**;** context**:** PSigContext**);**

**procedure** instalarManejadores**;**

(\*-----------------------------------------------------------------------------------\*)

**procedure** crearTabla**;**

**procedure** insertarEnTabla **(**x**:**t\_procesos**);**

**procedure** eliminarDeTabla **(**pid**:** longint **;var** eliminado**:**t\_procesos**);**

**procedure** mostrarTabla**;**

**function** damePid **(**numero**:**longint**):**longint**;**

**procedure** eliminarPorEstado **(var** ok**:**boolean**;var** correcto**:**boolean**;** **var** eliminado**:**t\_procesos**);**

**procedure** limpiarTabla**;**

**function** espacio **(**n**:**byte**):string;**

**function** procesoEnBlanco**():**t\_procesos**;**

**function** encontrarProceso **(**numeroProceso**:** longint**):**t\_procesos**;**

**function** MostrarUno**(**X**:**T\_procesos**):string;**

**implementation**

**Procedure** SIGTSTP\_Recibida**(**sig **:** cint**);cdecl;**

**begin**

**if** pidenejec**<>-**1 **then**

fpkill**(**SIGTSTP**,**pidenejec**)**

**end;**

**Procedure** SIGINT\_Recibida**(**sig **:** cint**);cdecl;**

**begin**

**if** pidenejec**<>-**1 **then**

fpkill**(**SIGINT**,**pidenejec**)**

**end;**

**procedure** SIGCHLD\_Recibida**(**signal**:** LongInt**;** info**:** psiginfo**;** context**:** PSigContext**);**

{

Procedimiento a realizar al recibir una sekal SIGCHLD ,

la cual se recibe cuando el estado de un proceso hijo es modificado.

Este procedimiento analiza la causa de la modificacion y la refleja en la Tabla de JOBS

}

**begin**

ActualizarEstado

**(**

info**^.**\_sifields**.**\_sigchld**.**\_pid**,** //Pid del hijo que envio la senial

info**^.**\_sifields**.**\_sigchld**.**\_status // Estado de terminacion para ser analizado

**);**

{

Estructura de psiginfo

type psiginfo = ^tsiginfo;

Estructura de tsiginfo (en nuestro caso longint = 4)

type tsiginfo =

record

si\_signo: LongInt; Signal number

si\_errno: LongInt; Error code

si\_code: LongInt; Extra code (?)

\_sifields: record Extra signal information fields

case LongInt of

0: (

\_pad: array [0..(SI\_PAD\_SIZE)-1] of LongInt; Padding element

);

1: (

\_kill: record Signal number (or status)

\_pid: pid\_t; Sending process ID

\_uid: uid\_t; Sending User ID

end;

);

2: (

\_timer: record Default timer

\_timer1: DWord; Timer 1 (system time)

\_timer2: DWord; Timer 2 (user time)

end;

);

3: (

\_rt: record Posix compatibility record

\_pid: pid\_t; Sending process ID

\_uid: uid\_t; Sending User ID

\_sigval: pointer; Signal value

end;

);

4: (

\_sigchld: record SIGCHLD signal record

\_pid: pid\_t; Sending process ID

\_uid: uid\_t; Sending User ID

\_status: LongInt; Signal number (or status, SIGCHLD)

\_utime: clock\_t; User time

\_stime: clock\_t; System time

end;

);

5: (

\_sigfault: record SIGILL, SIGFPE, SIGSEGV, SIGBUS record

\_addr: pointer; Address (SIGILL, SIGFPE, SIGSEGV, SIGBUS)

end;

);

6: (

\_sigpoll: record SIGPOLL record

\_band: LongInt; SIGPOLL band

\_fd: LongInt; SIGPOLL file descriptor

end;

);

end;

end;

}

**end;**

**procedure** instalarManejadores**;**

{

Instala manejadores de señales personalizados para las señales

SIGCHLD ,SIGTSTP y SIGINT

}

**var** oldAction**,**newAction **:** PSigActionRec**;** //Punteros hacia registros de acciones ante seniales

**begin**

new**(**newAction**);**

new**(**oldAction**);**

newAction**^.**sa\_Handler**:=**SigActionHandler**(@**SIGCHLD\_Recibida**);** //Asigno el handler a la nueva senial como la funcion SIGCHLD\_Recibida

fillchar**(**newAction**^.**Sa\_Mask**,**sizeof**(**newAction**^.**sa\_mask**),**#0**);** //Inicializacion

newAction**^.**Sa\_Flags**:=**SA\_SIGINFO**;** {o 4} //La senial debera devolver informacion detallada, otras acciones son IGNORAR, o DEFAULT

{$ifdef Linux} //Compatiblidad Linux

newAction**^.**Sa\_Restorer**:=Nil;**

{$endif}

**if** **(**fpSigAction**(**SIGCHLD**,**newAction**,**oldAction**)<>**0**)then** //Chequeo de errores durante instalacion del nuevo manejador en newAction, el antiguo manejador se guarda en oldAction

**begin**

writeln**(**'Error en Instalacion: '**,**fpgeterrno**,**'.'**);**

halt**(**1**);**

**end;**

fpSignal**(**SIGTSTP**,**SignalHandler**(@**SIGTSTP\_Recibida**));** //Instalo manejador de SIGTSTP

fpSignal**(**SIGINT**,**SignalHandler**(@**SIGINT\_Recibida**));** //Instalo manejador de SIGINT

{

fpSignal tiene un subconjutno de la funcionalidad de fpSigAction --> menos funciones

No necesito tanta informacion sobre el contexto de la recepcion de TSTP o INT, solo que accion realizar

}

**end;**

**function** procesoFinalizado**(**estado**:**longint**):**boolean**;**

**begin**

procesoFinalizado**:=** **(**wifexited**(**estado**))** **;**

**end;**

**function** procesoSenializado**(**estado**:**longint**):**boolean**;**

**begin**

procesoSenializado**:=** **(**wifsignaled**(**estado**))** **;**

**end;**

**function** senialRecibidaPorProceso**(**estado**:**longint**):**longint**;**

**begin**

senialRecibidaPorProceso**:=**wtermsig**(**estado**);**

**end;**

**function** codigoFinalizacionProceso**(**estado**:**longint**):**longint**;**

**begin**

codigoFinalizacionProceso**:=(**WExitstatus**(**estado**));**

**end;**

**function** AnalizarEstado**(**pid**:**longint**;**estado**:**longint**):string;**

{

Analiza el estado devuelto por un fpwaitpid, en funcion

de la razon de terminacion y/o seniales recibidas por el child

}

**begin**

**if** procesoFinalizado**(**estado**)** **then**

**begin** //El programa finalizo por si mismo

AnalizarEstado**:=**'Finalizado('**+**asString**(**codigoFinalizacionProceso**(**estado**))+**')'**;** //obtengo su codigo de terminacion (puede haber terminado en error)

**end**

**else**

**begin**

**if** **(**procesoSenializado**(**estado**))** **then**

**begin** //El programa envio SIGCHLD por cambio de estado

**case** senialRecibidaPorProceso**(**estado**)** **of** //analizo la senial que produjo el cambio

SIGKILL**,**

SIGTERM**,**

SIGINT**:** **begin**

AnalizarEstado**:=**'Terminado'**;**

fpkill**(**SIGKILL**,**pid**);**

**end;**

SIGCONT**:begin**

AnalizarEstado**:=**'Corriendo'**;**

**end;**

SIGSTOP**,**

SIGTSTP**,**

SIGTTIN**,**

SIGTTOU**:begin**

AnalizarEstado**:=**'Detenido'**;**

**end;**

**end;**

**end;**

**end;**

**end;**

**procedure** ActualizarEstado**(**pid**:**longint**;**estado**:**longint**);**

**var**

Aux**:**T\_procesos**;**

**begin**

eliminarDeTabla**(**pid**,**Aux**);**

Aux**.**Estado**:=**AnalizarEstado**(**pid**,**estado**);**

insertarEnTabla**(**Aux**);**

dec**(**tablaJobs**.**Indice**);**

**end;**

(\*-----------------------------------------------------------------------------------\*)

**procedure** agregarArchivo**(var** arch**:** text**;** filename**:string;** **var** ok**:**boolean**);**

**begin**

{$I-}

assign**(**arch**,**filename**);**

append**(**arch**);**

ok**:=(**IOResult**=**0**);**

**if** **not** ok **then**

crearArchivo**(**arch**,**filename**,**ok**);**

{$I+}

**end;**

**procedure** abrirArchivo**(var** arch**:** text**;** filename**:string;** **var** ok**:**boolean**);**

**begin**

{$I-}

assign**(**arch**,**filename**);**

reset**(**arch**);**

ok**:=(**IOResult**=**0**)**

{$I+}

**end;**

**procedure** crearArchivo**(var** arch**:** text**;** filename**:string;var** ok**:**boolean**);**

**begin**

{$I-}

assign**(**arch**,**filename**);**

rewrite**(**arch**);**

ok**:=(**IOResult**=**0**)**

{$I+}

**end;**

**procedure** redirigirSalidaEstandar**(var** arch**:**text**);**

{

el FD Output (Abstraccion de FPC para el FD 1 = STDOUT)

apunta ahora al ARCH.

}

**begin**

fpdup2**(**arch**,**output**)**

**end;**

**procedure** respaldarSalidaEstandar**(var** respaldo**:**text**);**

{

Duplico y devuelvo el FD de Output para luego restaurarlo

}

**var**

ok**:**boolean**;**

**begin**

crearArchivo**(**respaldo**,**'salidaEstandarRespaldo'**,**ok**);**

**if** **not** ok **then**

**begin**

writeln**(**'Error Critico'**);**

halt**;**

**end;**

fpdup2**(**output**,**respaldo**);**

**end;**

**procedure** restaurarStdOut**(var** arch**:**text**);**

{

Restaura la STDOUT al FD original, el cual DEBE HABER SIDO PREVIAMENTE RESPALDADO

}

**begin**

close**(**Output**);**

assign**(**Output**,**''**);**

rewrite**(**output**);**

redirigirSalidaEstandar**(**arch**);**

deletefile**(**'salidaEstandarRespaldo'**);**

**end;**

(\*-----------------------------------------------------------------------------------\*)

**function** asString**(**V**:**longint**):string;**

{Convierte un número en una cadena}

**var** S**:string;**

**begin**

STR**(**V**,**S**);**

asString**:=**S**;**

**end;**

**procedure** crearTabla**;**

{Crea e inicializa la tablaJobs}

**begin**

tablaJobs**.**cab**:=nil;**

tablaJobs**.**tam**:=**0**;**

tablaJobs**.**indice**:=**0**;**

**end;**

**procedure** insertarEnTabla **(**x**:**t\_procesos**);**

{Agregar un elemento proceso a la tablaJobs, ordenando los mismos por número}

**var** dir**,**ant**,**act**:** puntero**;**

**begin**

new**(**dir**);**

dir**^.**info**:=**x**;**

**if** **(**tablaJobs**.**cab**=nil)** **or** **(**tablaJobs**.**cab**^.**info**.**numero**>**x**.**numero**)** **then**

**begin**

dir**^.**sig**:=**tablaJobs**.**cab**;**

tablaJobs**.**cab**:=**dir**;**

**end**

**else**

**begin**

ant**:=**tablaJobs**.**cab**;**

act**:=**tablaJobs**.**cab**^.**sig**;**

**while** **(**act**<>nil)** **and** **(**act**^.**info**.**numero **<** x**.**numero**)** **do**

**begin**

ant**:=**act**;**

act**:=**act**^.**sig**;**

**end;**

ant**^.**sig**:=**dir**;**

dir**^.**sig**:=**act**;**

**end;**

inc**(**tablaJobs**.**tam**);**

inc**(**tablaJobs**.**indice**);**

**end;**

**procedure** eliminarDeTabla **(**pid**:** longint**;var** eliminado**:**t\_procesos**);**

{Elimina un elemento proceso de la tablaJobs, según un pid ingresado}

**var** ant**,**act**:** puntero**;**

**begin**

**if** tablaJobs**.**cab**<>nil** **then**

**begin**

**if** tablaJobs**.**cab**^.**info**.**pid **=** pid **then**

**begin**

act**:=**tablaJobs**.**cab**;**

tablaJobs**.**cab**:=**tablaJobs**.**cab**^.**sig**;**

eliminado**:=**act**^.**info**;**

dispose**(**act**);**

dec**(**tablaJobs**.**tam**);**

**end**

**else**

**begin**

ant**:=**tablaJobs**.**cab**;**

act**:=**tablaJobs**.**cab**^.**sig**;**

**while** **(**act**<>nil)** **and** **(**act**^.**info**.**pid **<>** pid**)** **do**

**begin**

ant**:=**act**;**

act**:=**act**^.**sig**;**

**end;**

**if** act **<>** **nil** **then**

**begin**

ant**^.**sig**:=**act**^.**sig**;**

eliminado**:=**act**^.**info**;**

dispose**(**act**);**

dec**(**tablaJobs**.**tam**);**

**end;**

**end;**

**end;**

**end;**

**procedure** eliminarPorEstado **(var** ok**:**boolean**;var** correcto**:**boolean**;** **var** eliminado**:**t\_procesos**);**

{Elimina un elemento proceso de la tablaJobs si su estado actual es "Finalizado" o "Terminado"}

**var** ant**,**act**:** puntero**;**

**begin**

ok**:=**false**;**

correcto**:=**false**;**

**if** tablaJobs**.**cab**<>nil** **then**

**begin**

**if** **(**pos**(**'Finalizado'**,**tablaJobs**.**cab**^.**info**.**estado**)<>**0**)** **or** **(**pos**(**'Terminado'**,**tablaJobs**.**cab**^.**info**.**estado**)<>**0**)** **then**

**begin**

eliminado**:=**tablaJobs**.**cab**^.**info**;**

act**:=**tablaJobs**.**cab**;**

tablaJobs**.**cab**:=**tablaJobs**.**cab**^.**sig**;**

dispose**(**act**);**

dec**(**tablaJobs**.**tam**);**

correcto**:=**true**;**

**end**

**else**

**begin**

ant**:=**tablaJobs**.**cab**;**

act**:=**tablaJobs**.**cab**^.**sig**;**

**while** **(**act**<>nil)** **and** **((**pos**(**'Finalizado'**,**act**^.**info**.**estado**)=**0**)** **and** **(**pos**(**'Terminado'**,**act**^.**info**.**estado**)=**0**))** **do**

**begin**

ant**:=**act**;**

act**:=**act**^.**sig**;**

**end;**

**if** act **<>** **nil** **then**

**begin**

ant**^.**sig**:=**act**^.**sig**;**

eliminado**:=**act**^.**info**;**

dispose**(**act**);**

dec**(**tablaJobs**.**tam**);**

correcto**:=**true**;**

**end**

**else**

ok**:=**true**;**

**end;**

**end**

**end;**

**function** MostrarUno**(**X**:**T\_procesos**):string;**

{Muestra la información de un elemento proceso de la tablaJobs}

**begin**

MostrarUno**:=**'['**+(**asString**(**x**.**numero**))+**']'**+**x**.**prioridad**+**espacio**(**7**-**length**(**asString**(**x**.**numero**)))+**x**.**estado**+**espacio**(**16**-**length**(**x**.**estado**))+**x**.**nombre**+**espacio**(**5**)+**'('**+(**asString**(**x**.**pid**))+**')'**;**

**end;**

**procedure** mostrarTabla**;**

{Muestra todos los elementos proceso de la tablaJobs}

**var** aux**:**puntero**;**

**begin**

**if** tablaJobs**.**cab **<>** **nil** **then**

**begin**

writeln**(**'JobID'**,**espacio **(**5**),**'Estado'**,**espacio **(**10**),**'Nombre'**);**

aux**:=**tablaJobs**.**cab**;**

**repeat**

writeln**(**MostrarUno**(**aux**^.**info**));**

aux**:=**aux**^.**sig**;**

**until** aux**=nil;**

**end**

**else**

writeln**(**'No hay trabajos.'**);**

**end;**

**function** damePid **(**numero**:**longint**):**longint**;**

{Devuelve el pid de un elemento proceso según un número ingresado}

**var** act**:**puntero**;**

**begin**

act**:=**tablaJobs**.**cab**;**

**while** **(**act**<>nil)** **and** **(**act**^.**info**.**numero**<>**numero**)** **do**

**begin**

act**:=**act**^.**sig**;**

**end;**

**if** act **<>** **nil** **then**

damePid**:=**act**^.**info**.**pid

**else**

damePid**:=-**1**;**

**end;**

**procedure** limpiarTabla**;**

{Eliminado todos los elementos proceso cuyo estado sea "Finalizado" o "Terminado"}

**var** ok**,**correcto**:** boolean**;** eliminado**:** t\_procesos**;**

**begin**

ok**:=**false**;**

correcto**:=**false**;**

**while** **not(**ok**)** **and** **(**tablaJobs**.**cab **<>** **nil)** **do**

**begin**

eliminarPorEstado**(**ok**,**correcto**,**eliminado**);**

**if** **((**correcto**)** **and** **(**eliminado**.**pid **<>** 0**))** **then**

writeln**(**MostrarUno**(**eliminado**));**

**end;**

**end;**

**function** espacio **(** n**:** byte**):string;**

{Inserta tantos espacios como indique "n"}

**var** i**:**byte**;**

str**:string;**

**begin**

str**:=**''**;**

**for** i**:=**1 **to** n **do**

str**:=**str**+**' '**;**

espacio **:=**str**;**

**end;**

**function** encontrarProceso**(**numeroProceso**:** longint**):**t\_procesos**;**

{Busca un elemento proceso según un número ingresado}

**var** aux**:** puntero**;** encontrado**:** boolean**;** x**:**t\_procesos**;**

**begin**

encontrarProceso**:=**procesoEnBlanco**;**

**if** tablaJobs**.**cab **<>** **nil** **then**

**begin**

encontrado**:=**false**;**

aux**:=**tablaJobs**.**cab**;**

**repeat**

x**:=**aux**^.**info**;**

**if** x**.**numero **=** numeroProceso **then**

**begin**

encontrado**:=**true**;**

encontrarProceso**:=**x**;**

**end;**

aux**:=**aux**^.**sig**;**

**until** **(**encontrado**)** **or** **(**aux**=nil);**

**end;**

**end;**

**function** procesoEnBlanco**():**t\_procesos**;**

{"Inicializa" los campos de un elemento proceso}

**var** x**:**t\_procesos**;**

**begin**

**with** x **do**

**begin**

numero**:=**0**;**

nombre**:=**'<< Null process >>'**;**

pid**:=-**1**;**

estado**:=**''**;**

prioridad**:=**''**;**

directorio**:=**''**;**

**end;**

procesoEnBlanco**:=**x**;**

**end;**

**end.**

**Conclusión.**

La implementación de las funciones previamente citadas puede no haber sido realizada en su totalidad teniendo en cuenta “todas” las “reglas y normas” previamente instruidas en nosotros, ya que (en este caso particular, Free Pascal, siendo un lenguaje perteneciente al paradigma imperativo estructurado) en más de una ocasión las necesidades funcionales requerían un quiebre respecto a la utopía de un programa escrito acorde a un “Paradigma de Programación Puro”. A esto debemos sumarle las limitaciones y prestaciones propias del lenguaje y del sistema, las cuales, para nosotros como desarrolladores, se traducían en la cantidad, flexibilidad y potencia de las llamadas al sistema disponibles en FPC (Un ejemplo de esto, es el sacrificio de la UNIT CRT, la cual brinda control avanzado de Sonido, Pantalla y Teclado; a cambio de “Cierta peRdida de conTrol”).

Luego del estudio de la catedra, los distintos trabajos prácticos y la realización de este proyecto, tenemos un mayor panorama del funcionamiento de los sistemas operativos con los que “convivimos” todos los días, y de la difícil tarea que implica su construcción y correcto funcionamiento. Lo anterior es, debido en gran parte a la orientación de los trabajos prácticos y las condiciones impuestas sobre el trabajo practico final, especialmente cierto para sistemas Unix, y siendo aún más específicos aquellos cuyas distros se hallan basadas en Debian (Debian, Ubuntu, Lubuntu, Linux Mint, etc.).

Fue satisfactoriamente interesante pasar del enfoque teórico (el cual en algunos momentos se tornaba tedioso debido a la dificultad para el alumno promedio de “conectar” la teoría dictada por los profesores con la verdadera implementación y funcionamiento de un S.O.) a un enfoque más practico que nos permitió realmente aplicar gran parte de lo aprendido durante la asignatura.

Probablemente antes teníamos una mera noción del esfuerzo que conlleva implementar (Y hacerlo bien, aun mas importante) un Sistema Operativo; la cual ahora podemos asegurar ha ganado profundidad.