1. Обзор проблематики.

Каждый день мир узнает имена новых писателей, блогеров, публицистов. В месте с этим в Интернет загружается огромное количество текстовой информации. Поэтому процесс поиска источников информации (вне зависимости от типа электронного ресурса) и выбор из них нужных затрудняется. Появляется необходимость в том, чтобы сделать объёмы информации более доступными для восприятия. Для этого можно разбить текстовые документы на тематические группы. Тогда можно выбирать из них релевантные для пользователя, а мало-релевантные группы просто отбрасывать.

Проблема проекта – неупорядоченность текстовой информации в Интернете.

Цель проекта – разработать программное решение, объединяющее заданные текстовые документы в группы на основе их семантической схожести.

Группировку, описанную в цели проекта, можно осуществить с помощью кластерного анализа. Кластерный анализ – это процесс распределения заданных объектов в однородные группы(кластеры). В нашем случае объектами кластерного анализа будут текстовые документы.

1. Выбор инструментов.

В качестве языка программирования я выбрал Python, ведь он предоставляет доступ к огромному количеству полезнейших библиотек, таких как NumPy, Beautiful Soup, Pandas. В качестве среды разработки я выбрал Spyder – дело личного вкуса.

1. Описание логики работы программы.

Предисловие. Я буду только описывать логику и принцип работы программы, упоминая используемые библиотеки, чтобы не нагружать документацию кодом. Ссылку на код готовой программы я оставлю в конце документации.

Компьютер – не человек, выбрать схожие слова он может только сравнив каждый символ слов. Поэтому первым делом программа обрабатывает заданные тексты таким образом, чтобы иметь возможность в дальнейшем удобно с ними работать. Каждый текст проходит процесс нормализации:

1)Текстовый документ представляется в виде набора обособленных слов.

Использована стандартная библиотека регулярных выражений «re» Python.

2)Слова, не влияющие на смысл текста, исключаются. Не влияют на смысл местоимения, предлоги и некоторые другие языковые конструкции. Они называются «стоп-словами».

Использована библиотека «stop-words».

3)Слова переводятся в нижний регистр.

4)Проводится стэмминг – выделение основы слов.

Использована библиотека «pymorphy2»

Программа в итоге работает не со всеми словами, а с оставшимися терминами. Термины непосредственно влияют на смысл текста, кроме того. Множество терминов составляет пространство.

Каждый документ теперь программа представляет как точку (радиус вектор) в этом пространстве, при этом за координаты точки документа принимает количество вхождений каждого из терминов в этот документ.

Представив все документы в виде векторов, ей можно было бы вычислить схожесть между всеми ними, используя одну из мер расстояния (расстояние между точками/косинус между радиус-векторами). Однако на данном этапе точность таких измерений мала.

Поэтому она повышается с помощью оценивания важности каждого термина. Для этого используется популярная статистическую мера TF-IDF, состоящую из двух компонентов:

TF(t, d) – (term frequency – частота слова) – вычисляется как , где n – количество вхождений термина t в документ d. Данный множитель оценивает важность t в пределах d.

IDF(t, D) – (inverse document frequency – обратная частота документа) – инверсия частоты, с которой термин t встречается в документах коллекции. Вычисляется как, где |D| - количество документов, а в знаменателе – количество документов, в которых встречается t

Совместив эти два компонента, получаем формулу tf-idf для термина t, находящегося в документе d, принадлежащему множеству документов D:

tf-idf(t, d, D) = TF(t, d) \* IDF(t, D).

Взвесив все слова, программа опять же могла вычислять схожесть между документами. Но точность всё еще может быть увеличена. Для этого нужно решить еще одну незатронутую проблему – проблему синонимии и омонимии. Максимально снизив её влияние, программа сможет наиболее точно вычислить схожесть между текстами и сгруппировать их, проведя кластерный анализ.

Главной идеей в борьбе с проблемой является то, что сравнивать нужно не сами слова, а их значения. Хорошо коррелируемые слова являются взаимозаменяемыми, а значит, имеют одинаковое значение. Программа будет объединять их!

Каким образом происходит объединение, объясню на примере. Представим, что имеется некая матрица tf-idf для документов T1..6.

|  |  |  |
| --- | --- | --- |
|  | маг | колдун |
| Т1 | 1 | 0.5 |
| Т2 | 2 | 2 |
| Т3 | 5 | 3 |
| Т4 | 8 | 7 |
| Т5 | 10 | 7.5 |
| Т6 | 10.5 | 8 |
| Т7 | 5 | 5 |
| Т8 | 6 | 4.5 |
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На построенной диаграмме видно, что оба слова неплохо коррелируются, ведь они взаимозаменяемы в употреблении и имеют схожий вес. Следовательно, вместо того чтобы рассматривать два эти слова как отдельные, можно объединить в одну переменную. Используем для этого метод главных компонент:

Проведем стандартную практику, центрируем и стандартизируем наши данные:
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Нужно через начало отсчёта провести такую прямую, чтобы сумма квадратов расстояний от начала отсчёта до проекций точек на неё была максимальной (а вместе с ней и дисперсия).:

![](data:image/png;base64,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)

PC1, (волшебник)

Полученная прямая называется главной компонентой, PC1. Она «от руки» изображена на рисунке выше. Значениями проекций точек на эту прямую и будут являться значения tf-idf новой переменной «волшебник», которая объединяет два синонима – «маг» и «колдун».

Это работает, потому что мы, зная значение проекции точки, можем примерно восстановить её исходные координаты, и, следовательно, значения tf-idf для объединенных слов. «Волшебник» совмещает в себе «мага» и «колдуна», поэтому значениями проекций будет являться, на самом деле, результат линейной комбинации. Её можно посчитать, найдя собственный вектор. Я не буду углубляться в математику, однако приведу лишь небольшой пример. Допустим, нам нужно сравнить расположение двух точек – с проекциями 2 и 0.2. Очевидно, что из-за большой корреляции обе точки будут находиться вблизи прямой – мы можем лишь установить, что 2 находится дальше от центра отсчёта, а 0.2 находится почти у точки (0;0).

Восполнить потерянную информацию о изначальном расположении точки можно, используя, помимо PC1, PC2. Логично, что PC2 - прямая, перпендикулярную к PC1, ведь проекции точек на неё как раз описывают то самое недостающее отклонение от PC1.

Однако из-за малой дисперсии объем потерянной информации слишком мал и им можно пренебречь, используя информацию PC1.

В данном примере, объём информации, которую объясняет PC1, равняется 0.98 от общего и лишь 0.02 объёма объясняет PC2.

Вернемся к программе. Чтобы решить проблему синонимии и омонимии, она применяет метод главных компонент к уже полученной матрице tf-idf (используется библиотека Sklearn).

Далее формируется редуцированная матрица и программа переходит к кластерному анализу.

В качестве алгоритма кластеризации я выбрал самый популярный – «К-средних». Опишу вкратце его классическую реализацию:

1. Начальное положение центроидов кластеров выбирается случайно.
2. На каждой итерации пересчитывается центр масс каждого кластера(в моём случае, используя простое Евклидово расстояние), полученного на предыдущем шаге, после объекты снова разбиваются на кластеры в соответствии с тем, какой из новых центров оказался ближе.
3. Завершается, когда изменение расстояния внутри кластеров не происходит.

Конечно, у данного алгоритма есть один большой недостаток: из-за того, что начальное положение центроидов случайно, при каждом запуске будут образовываться разные кластеры. Помимо этого, минусом является необходимость в самостоятельном выборе количества кластеров.

Правильно оценить его можно тоже только эмпирически. Существует несколько популярных методов оценивания. Я использую самый простой – «локтевой» метод. Его суть заключается в том, чтобы запустить «К-средних» в цикле, при этом каждую итерацию увеличивать количество кластеров на 1 и записывать сумму квадратов расстояний внутри них. По завершению цикла нужно построить диаграмму и сопоставить полученные значения на каждой из итераций. На диаграмма нужно найти «локтевую» точку – после неё сумма квадратов расстояний перестает резко падать (потому что с этого момента кластеры начинают дробиться на более мелкие)

Вся описанная выше логика находится в файле project.py в github-репозитории - . Кроме того, все упомянутые ниже файлы могут быть найдены там же.

1. Испытание кластеризатора.

Представим, что у нас имеется реальная задача – нужно кластеризировать детские сказки с сайта detskie-skazki.com/russkie-narodnye-skazki/. Я создал новую программу example.py , в которой провёл парсинг сказок. Имея теперь названия и тексты документов, сформировал конечную матрицу, вызвав функцию generate\_matrix\_using\_pca. Далее провёл 15 раз кластеризацию полученных данных и выяснил с помощью «локтевого» метода, что наилучшее количество кластеров -

В результате испытаний получил набор кластеров, описанных в файле clusters.txt , проанализировав которые становятся ясно, что программа работает успешно.

4.Вывод.

Из испытания программы становится ясно, что она хорошо справляется со своей задачей, а значит, цель выполнена, и я смог сделать шаг к решению поставленной проблемы.