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**Теоретические вопросы:**

1. Синтаксическая форма и хранение программы в памяти

Синтаксическая программа на LISP выполняется в виде S-выражения (обычно - списка). Программы в памяти хранятся точно так же, как и данные. Чтобы в LISP выдавать информацию то за данные, то за программу, надо чтобы все помещалось в кучу, при этом ведется работа с указателями.

1. Трактовка элементов списка

В LISP трактовка элементов списка позиционная. В LISP всюду вычислимые функции. Любой список – это программа, надо вычислять.

В любом списке первый элемент – это функция, остальные элементы трактуются как ее аргументы. Для того, чтобы заблокировать вычисление, необходимо использовать ‘ (функцию quote).

1. Порядок реализации программы

LISP – это интерпретатор (функция eval). При наборе S-выражения eval приписывается к этому S-выражению и запускается в исполнение.

Вызов eval (S-выражения)

1. Способы определения функции

Для создания функции служит специальная встроенная функция Defun. Вызов этой функции требует три аргумента:

Первый аргумент – имя функции

Второй аргумент – список параметров

Третий аргумент – тело функции

Если вызов функции defun завершился удачно, то в качестве результата возвращается атом, заданный первым параметром, а в системе появляется новая функция, требующая при вызове столько аргументов, сколько элементов содержалось в списке формальных параметров. При вычислении новой функции значения аргументов будут вычисляться.

Также функции можно определять через lambda-выражения. Lambda-выражения – это список содержащий в себе слово lambda и список аргументов и следующее за ним тело функции, состоящее из 0 или более выражений. (lambda (x y) (+ x y))

Вычисление lambda-функции происходит в 2 этапа: сначала вычисляются фактические параметры и связываются с формальными, а затем уже происходит выполнение функции.

# Задание 1

**Написать функцию, которая принимает целое число и возвращает первое четное число, не меньшее аргумента.**

(defun f(num) (if (evenp num) num (+ num 1)))

(f 2) -> 2

(f 3) -> 3

# Задание 2

**Написать функцию, которая принимает число и возвращает число того же знака, но с модулем на 1 больше модуля аргумента.**

(defun f(num) (if (< num 0) (- num 1) (+ num 1)))

# Задание 3

**Написать функцию, которая принимает два числа и возвращает список из этих чисел, расположенный по возрастанию.**

*C использованием list*

(defun f\_list(num1 num2) (if (<= num1 num2) (list num1 num2) (list num2 num1)))

(f\_list 1 2) -> (1 2)

(f\_list 4 3) -> (3 4)

*С использованием cons*

(defun f\_cons(num1 num2)

(if (<= num1 num2)(cons num1 (cons num2 Nil))(cons num2(cons num1 Nil))))

(f\_list 1 2) -> (1 2)

(f\_list 4 3) -> (3 4)

# Задание 4

**Написать функцию, которая принимает три числа и возвращает Т только тогда, когда первое число расположено между вторым и третьим.**

(defun is\_mid(n1 n2 n3)(if (< n2 n1)(> n3 n1)(< n3 n1)))

(is\_mid 1 2 3) -> Nil

(is\_mid 2 1 3) -> T

(is\_mid 2 3 1) -> T

# Задание 5

**Каков результат вычисления следующих выражений?**

(and 'fee 'fie 'foe) -> foe

Так как аргумента Nil не встретилось, выводится значение последнего аргумента.

(or 'fee 'fie 'foe) -> fee

Функция or возвращает значение первого аргумента, который не Nil.

(and (equal 'abc 'abc) 'yes) -> yes

Так как (equal 'abc 'abc) -> T и Nil отсутствует, то выводится значение последнего аргумента.

(or nil 'fie 'foe) -> fie

Функция or возвращает значение первого аргумента, который не Nil.

(and nil 'fie 'foe)-> nil

(or (equal 'abc 'abc) 'yes) -> T

Так как (equal 'abc 'abc) -> T, а or возвращает первое значение, которое не Nil.

# Задание 6

**Написать предикат, который принимает два числа-аргумента и возвращает Т, если первое число не меньше второго.**

(defun p\_n1(n1 n2)(>= n1 n2))

(p\_n1 2 3) -> Nil

(p\_n1 4 2) -> T

(p\_n1 4 4) -> T

# Задание 7

**Какой из следующих двух вариантов предиката ошибочен и почему?**

(defun pred1 (x) (defun pred2 (x)

(and (numberp x) (plusp x))) (and (plusp x)(numberp x)))

Функция plusp принимает на вход тип real. Функция pred2 написана неверно, так как в случае, когда на вход функции pred2 в качестве аргумента будет подано не число, а, например, строка, произойдет ошибка в функции plusp. Если же передать в функцию pred1 в качестве аргумента строку, то сначала будет произведена проверка, что аргумент является числом, получится значение NIL и and вернет его в качестве результата.

# Задание 8

**Решить задачу 4 используя для её решения конструкции IF, COND, AND/OR.**

*Конструкция if:*

(defun mid\_if(n1 n2 n3)(if (< n2 n1)(> n3 n1)(< n3 n1)))

*Конструкция cond:*

(defun mid\_cond(n1 n2 n3) (cond

((< n2 n1) (> n3 n1))

((> n2 n1)(< n3 n1))))

*Конструкция and/or:*

(defun mid\_ao(n1 n2 n3)(or (and (> n2 n1)(> n1 n3))(and (> n1 n2)(> n3 n1))))

# Ответы на вопросы:

1. **Классификация функций**

Функции с точки зрения организации

* + Чистые математические функции (фиксированное количество элементов и определён результат)
  + Рекурсивные функции
  + Специальные функции (произвольное количество аргументов или по разному обрабатывают свои аргументы)
  + Псевдофункции (создают эффект на экране)
  + Функции с вариантами значений из которых возвращается только одно значение
  + Функции высших порядков (Используются для построения синтаксически управляемых программ. Это абстракция языка. Если описание одной функции синтаксически похоже на описание другой, то вместо двух похожих пишется одна)

Функции с точки зрения действий

* + - Конструкторы (Пример: cons, list)
    - Селекторы (Пример: car, cdr)
    - Предикаты (в математике это логические функции, для Lisp используется принцип: то что не Nil, является true) Пример: eq

# Работа функций and, or, if, cond.

В обычных языках программирования существуют средства управления вычислительным процессом: организация разветвлений и циклов.

В Lisp для этих целей используются управляющие структуры - предложения. Внешне предложения записываются как вызовы функций:

Первый элемент предложения - имя, остальные - аргументы.

В результате вычисления предложения получается значение. Отличие от вызова функции в использовании аргументов.

# COND

(cond (test1 value1)

(test1 value1)

…

(testN valueN)

В качестве аргументов **< test >** и **< value >** могут быть произвольные формы.

# Значение COND определяется следующим образом:

* Выражения **< test-i >**, выполняющие роль предикатов вычисляются последовательно, слева направо, до тех пор, пока не встретится выражение, значением которого не является **NIL**.
* Вычисляется результирующее выражение, соответствующее этому предикату, и полученное значение возвращается в качестве значения всего предложения **COND.**
* Если истинного значения нет, то значением **COND**

будет **NIL.**

Обычно в качестве последнего условия пишется **t**, соответствующее ему выражение будет вычисляться в тех случаях, когда ни одно другое условие не выполняется.

# IF

( IF test T\_body F\_body )

Вычисляется test, если он не Nill, то обрабатывается T\_body, а F\_body не обрабатывается. Если test Nill, то обрабатывается F\_body.

# AND

(and arg1 arg2 … argN)

Логическая функция AND берет один или несколько аргументов. Она выполняет эти аргументы слева направо. Если она встречает аргумент, значение которого NIL, она возвращает NIL, не продолжая вычисления остальных. Если NIL аргументов не встретилось, то возвращается значение последнего аргумента.

# OR

**(**or arg1 arg2 … argN)

Логическая функция OR берет один или несколько аргументов. Она выполняет эти аргументы слева направо и возвращает значение первого аргумента, который не NIL.Если все аргументы OR имеют значение NIL, то OR возвращает NIL.

# Способы определения функций.

Для создания функции служит специальная встроенная функция DEFUN. Вызов этой функции требует трех аргументов:

Первый аргумент – имя функции

Второй аргумент – список параметров

Третий аргумент – тело функции

Если вызов функции DEFUN завершился удачно, то в качестве результата возвращается атом, заданный первым параметром, а в системе появляется новая функция, требующая при вызове столько аргументов, сколько элементов

содержалось в списке формальных параметров. При вычислении этой новой функции значения аргументов будут вычисляться.

Например: (defun sum(arg1, arg2) (+ arg1 arg2)) .

Также функций можно определять через лямбда выражения. Лямбда выражение— это список, содержащий в себе слово lambda и список аргументов и следующие за ним тело функции, состоящее из 0 или более выражений. Например: (lambda (x y) (+ x y)).

Вычисление лямбда функций происходит в два этапа: сначала вычисляются фактические параметры и связываются с формальными, а затем уже происходит выполнение функции. Плюс использования лямбда функции в том, что мы можем возвращать не только целые числа и так далее, но и функции.