CODES FOR EACH STEP:

STEP1:  Run Word Count 1 example  on your local psudo-distributed system with supplied text files

import java.io.IOException;

import java.util.StringTokenizer;

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.IntWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.Mapper;

import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class wc1 {

public static class TokenizerMapper

extends Mapper<Object, Text, Text, IntWritable>{

private final static IntWritable one = new IntWritable(1);

private Text word = new Text();

public void map(Object key, Text value, Context context

) throws IOException, InterruptedException {

StringTokenizer itr = new StringTokenizer(value.toString());

while (itr.hasMoreTokens()) {

word.set(itr.nextToken());

context.write(word, one);

}

}

}

public static class IntSumReducer

extends Reducer<Text,IntWritable,Text,IntWritable> {

private IntWritable result = new IntWritable();

public void reduce(Text key, Iterable<IntWritable> values,

Context context

) throws IOException, InterruptedException {

int sum = 0;

for (IntWritable val : values) {

sum += val.get();

}

result.set(sum);

context.write(key, result);

}

}

public static void main(String[] args) throws Exception {

Configuration conf = new Configuration();

Job job = Job.getInstance(conf, "word count");

job.setJarByClass(wc1.class);

job.setMapperClass(TokenizerMapper.class);

job.setCombinerClass(IntSumReducer.class);

job.setReducerClass(IntSumReducer.class);

job.setOutputKeyClass(Text.class);

job.setOutputValueClass(IntWritable.class);

FileInputFormat.addInputPath(job, new Path(args[0]));

FileOutputFormat.setOutputPath(job, new Path(args[1]));

System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

Step2: Run Word Count 2 example on your local psudo-distributed system with supplied text files

import java.io.BufferedReader;

import java.io.FileReader;

import java.io.IOException;

import java.net.URI;

import java.util.ArrayList;

import java.util.HashSet;

import java.util.List;

import java.util.Set;

import java.util.StringTokenizer;

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.IntWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.Mapper;

import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

import org.apache.hadoop.mapreduce.Counter;

import org.apache.hadoop.util.GenericOptionsParser;

import org.apache.hadoop.util.StringUtils;

public class wc2 {

public static class TokenizerMapper

extends Mapper<Object, Text, Text, IntWritable>{

static enum CountersEnum { INPUT\_WORDS }

private final static IntWritable one = new IntWritable(1);

private Text word = new Text();

private boolean caseSensitive;

private Set<String> patternsToSkip = new HashSet<String>();

private Configuration conf;

private BufferedReader fis;

@Override

public void setup(Context context) throws IOException,

InterruptedException {

conf = context.getConfiguration();

caseSensitive = conf.getBoolean("wordcount.case.sensitive", true);

if (conf.getBoolean("wordcount.skip.patterns", false)) {

URI[] patternsURIs = Job.getInstance(conf).getCacheFiles();

for (URI patternsURI : patternsURIs) {

Path patternsPath = new Path(patternsURI.getPath());

String patternsFileName = patternsPath.getName().toString();

parseSkipFile(patternsFileName);

}

}

}

private void parseSkipFile(String fileName) {

try {

fis = new BufferedReader(new FileReader(fileName));

String pattern = null;

while ((pattern = fis.readLine()) != null) {

patternsToSkip.add(pattern);

}

} catch (IOException ioe) {

System.err.println("Caught exception while parsing the cached file '"

+ StringUtils.stringifyException(ioe));

}

}

@Override

public void map(Object key, Text value, Context context

) throws IOException, InterruptedException {

String line = (caseSensitive) ?

value.toString() : value.toString().toLowerCase();

for (String pattern : patternsToSkip) {

line = line.replaceAll(pattern, "");

}

StringTokenizer itr = new StringTokenizer(line);

while (itr.hasMoreTokens()) {

word.set(itr.nextToken());

context.write(word, one);

Counter counter = context.getCounter(CountersEnum.class.getName(),

CountersEnum.INPUT\_WORDS.toString());

counter.increment(1);

}

}

}

public static class IntSumReducer

extends Reducer<Text,IntWritable,Text,IntWritable> {

private IntWritable result = new IntWritable();

public void reduce(Text key, Iterable<IntWritable> values,

Context context

) throws IOException, InterruptedException {

int sum = 0;

for (IntWritable val : values) {

sum += val.get();

}

result.set(sum);

context.write(key, result);

}

}

public static void main(String[] args) throws Exception {

Configuration conf = new Configuration();

GenericOptionsParser optionParser = new GenericOptionsParser(conf, args);

String[] remainingArgs = optionParser.getRemainingArgs();

if ((remainingArgs.length != 2) && (remainingArgs.length != 4)) {

System.err.println("Usage: wordcount <in> <out> [-skip skipPatternFile]");

System.exit(2);

}

Job job = Job.getInstance(conf, "word count");

job.setJarByClass(wc2.class);

job.setMapperClass(TokenizerMapper.class);

job.setCombinerClass(IntSumReducer.class);

job.setReducerClass(IntSumReducer.class);

job.setOutputKeyClass(Text.class);

job.setOutputValueClass(IntWritable.class);

List<String> otherArgs = new ArrayList<String>();

for (int i=0; i < remainingArgs.length; ++i) {

if ("-skip".equals(remainingArgs[i])) {

job.addCacheFile(new Path(remainingArgs[++i]).toUri());

job.getConfiguration().setBoolean("wordcount.skip.patterns", true);

} else {

otherArgs.add(remainingArgs[i]);

}

}

FileInputFormat.addInputPath(job, new Path(otherArgs.get(0)));

FileOutputFormat.setOutputPath(job, new Path(otherArgs.get(1)));

System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

Step 3: Modify Wordcount 1 to look for only words that occur more than 4 times

import java.io.IOException;

import java.util.StringTokenizer;

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.IntWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.Mapper;

import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class wc1 {

public static class TokenizerMapper

extends Mapper<Object, Text, Text, IntWritable>{

private final static IntWritable one = new IntWritable(1);

private Text word = new Text();

public void map(Object key, Text value, Context context

) throws IOException, InterruptedException {

StringTokenizer itr = new StringTokenizer(value.toString());

while (itr.hasMoreTokens()) {

word.set(itr.nextToken());

context.write(word, one);

}

}

}

public static class IntSumReducer

extends Reducer<Text,IntWritable,Text,IntWritable> {

private IntWritable result = new IntWritable();

public void reduce(Text key, Iterable<IntWritable> values,

Context context

) throws IOException, InterruptedException {

int sum = 0;

for (IntWritable val : values) {

sum += val.get();

}

if(sum>4)

{

result.set(sum);

context.write(key, result);

}

else

{

System.out.println(“\n “ ); //I have kept it blank as I don’t want any output to be sent in this case.

}

}

}

public static void main(String[] args) throws Exception {

Configuration conf = new Configuration();

Job job = Job.getInstance(conf, "word count");

job.setJarByClass(wc1.class);

job.setMapperClass(TokenizerMapper.class);

job.setCombinerClass(IntSumReducer.class);

job.setReducerClass(IntSumReducer.class);

job.setOutputKeyClass(Text.class);

job.setOutputValueClass(IntWritable.class);

FileInputFormat.addInputPath(job, new Path(args[0]));

FileOutputFormat.setOutputPath(job, new Path(args[1]));

System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

Step 4: Modify Wordcount 2 to  modify and use the **-skip** command line parameter from the example and add to the**pattern.txt** file to skip: all punctuation and English prepositions

It is the same code as step 2.

import java.io.BufferedReader;

import java.io.FileReader;

import java.io.IOException;

import java.net.URI;

import java.util.ArrayList;

import java.util.HashSet;

import java.util.List;

import java.util.Set;

import java.util.StringTokenizer;

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.IntWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.Mapper;

import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

import org.apache.hadoop.mapreduce.Counter;

import org.apache.hadoop.util.GenericOptionsParser;

import org.apache.hadoop.util.StringUtils;

public class wc2 {

public static class TokenizerMapper

extends Mapper<Object, Text, Text, IntWritable>{

static enum CountersEnum { INPUT\_WORDS }

private final static IntWritable one = new IntWritable(1);

private Text word = new Text();

private boolean caseSensitive;

private Set<String> patternsToSkip = new HashSet<String>();

private Configuration conf;

private BufferedReader fis;

@Override

public void setup(Context context) throws IOException,

InterruptedException {

conf = context.getConfiguration();

caseSensitive = conf.getBoolean("wordcount.case.sensitive", true);

if (conf.getBoolean("wordcount.skip.patterns", false)) {

URI[] patternsURIs = Job.getInstance(conf).getCacheFiles();

for (URI patternsURI : patternsURIs) {

Path patternsPath = new Path(patternsURI.getPath());

String patternsFileName = patternsPath.getName().toString();

parseSkipFile(patternsFileName);

}

}

}

private void parseSkipFile(String fileName) {

try {

fis = new BufferedReader(new FileReader(fileName));

String pattern = null;

while ((pattern = fis.readLine()) != null) {

patternsToSkip.add(pattern);

}

} catch (IOException ioe) {

System.err.println("Caught exception while parsing the cached file '"

+ StringUtils.stringifyException(ioe));

}

}

@Override

public void map(Object key, Text value, Context context

) throws IOException, InterruptedException {

String line = (caseSensitive) ?

value.toString() : value.toString().toLowerCase();

for (String pattern : patternsToSkip) {

line = line.replaceAll(pattern, "");

}

StringTokenizer itr = new StringTokenizer(line);

while (itr.hasMoreTokens()) {

word.set(itr.nextToken());

context.write(word, one);

Counter counter = context.getCounter(CountersEnum.class.getName(),

CountersEnum.INPUT\_WORDS.toString());

counter.increment(1);

}

}

}

public static class IntSumReducer

extends Reducer<Text,IntWritable,Text,IntWritable> {

private IntWritable result = new IntWritable();

public void reduce(Text key, Iterable<IntWritable> values,

Context context

) throws IOException, InterruptedException {

int sum = 0;

for (IntWritable val : values) {

sum += val.get();

}

result.set(sum);

context.write(key, result);

}

}

public static void main(String[] args) throws Exception {

Configuration conf = new Configuration();

GenericOptionsParser optionParser = new GenericOptionsParser(conf, args);

String[] remainingArgs = optionParser.getRemainingArgs();

if ((remainingArgs.length != 2) && (remainingArgs.length != 4)) {

System.err.println("Usage: wordcount <in> <out> [-skip skipPatternFile]");

System.exit(2);

}

Job job = Job.getInstance(conf, "word count");

job.setJarByClass(wc2.class);

job.setMapperClass(TokenizerMapper.class);

job.setCombinerClass(IntSumReducer.class);

job.setReducerClass(IntSumReducer.class);

job.setOutputKeyClass(Text.class);

job.setOutputValueClass(IntWritable.class);

List<String> otherArgs = new ArrayList<String>();

for (int i=0; i < remainingArgs.length; ++i) {

if ("-skip".equals(remainingArgs[i])) {

job.addCacheFile(new Path(remainingArgs[++i]).toUri());

job.getConfiguration().setBoolean("wordcount.skip.patterns", true);

} else {

otherArgs.add(remainingArgs[i]);

}

}

FileInputFormat.addInputPath(job, new Path(otherArgs.get(0)));

FileOutputFormat.setOutputPath(job, new Path(otherArgs.get(1)));

System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

Now what I did to get the output(top 10 words) was that I copied the output file of each output step( part-r-00000) into my local folder using the following command:

![](data:image/png;base64,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)

I then opened the file in notepad and copied the contents into an excel document. I then sorted the excel document based on the number of occurances of each word.