String StringBuffer

Immutable Mutable

String s=new String("karthik"); StringBuffer sb=new StringBuffer("karthik")

s.concat("reddy"); sb.append("reddy");

System.out.println(s); System.out.println(sb);

O/P:karthik O/P:karthikreddy

--->once we created a String object ---->once we created a StringBuffer object

we can't perform any changes in the existing we can perform any changes in the existing

object.If we are trying to perform any object.It is nothing but mutablity of

changes with those changes a new object of a StrongBuffer object

will be created.It is nothing but Immutability

of a String object

Use String--->If you require immutabilty

Use StringBuffer---->If you require mutable + threadsafety

Use StringBuilder--->If you require mutable + with out threadsafety

String s=new String("karthik");

--->here 2 objects will be created one is heap and the other is in stringconstantpool(scp) and s is always pointing to heap object

String s="karthik";

--->In this case only one object will be created in scp and s is always pointing to that object only

While I understand that this is not a major differentiating factor, I noticed today that StringBuffer(and StringBuilder) provides some interesting methods that String doesn't.

* reverse()
* setCharAt(

The differences are

1. Only in **String** class **+** operator is overloaded. We can concat two String object using **+**operator, but in the case of **StringBuffer** we can't.
2. **String** class is overriding toString(), equals(), hashCode() of **Object** class, but **StringBuffer**only overrides toString().
3. String s1 = new String("abc");
4. String s2 = new String("abc");
5. System.out.println(s1.equals(s2)); // output true
6. StringBuffer sb1 = new StringBuffer("abc");
7. StringBuffer sb2 = new StringBuffer("abc");

System.out.println(sb1.equals(sb2)); // output false

1. **String** class is both **Serializable** as well as **Comparable**, but **StringBuffer** is only **Serializable**.
2. Set<StringBuffer> set = new TreeSet<StringBuffer>();
3. set.add(sb1);
4. set.add(sb2);

System.out.println(set); // gives ClassCastException because there is no Comparison mechanism

1. We can create a String object with and without **new** operator, but StringBuffer object can only be created using **new** operator.
2. String is immutable but StringBuffer is mutable.
3. StringBuffer is synchronized, whereas String ain't.
4. StringBuffer is having an in-built **reverse()** method, but String dosen't have it.

**String Literal Vs String Object**

Both expression gives you String object, but there is subtle difference between them. When you use **new String( "Hello World!!" );** , it explicitly creates a new and referentially distinct instance of a String object. It is an individual instance of the java.lang.String class. **String s="Hello World!!";** may reuse an instance from the string constant pool if one is available (String Pool is a **pool of Strings** stored in Java heap memory ).

In this example both string literals refer the same object:
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In the following code, 2 different objects are created and they have different references:
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In terms of good coding practice: do not use == to check for String equality, use **.equals()** instead.

In general, you should use the string literal notation when possible. It is easier to read and it gives the compiler a chance to **optimize**your code.

String s1 = "abcde";

String s2 = new String("abcde");

String s3 = "abcde";

All are valid, but have a slight difference. s1 will refer to an interned String object. This means, that the character sequence "abcde" will be stored at a central place, and whenever the same literal "abcde" is used again, the JVM will not create a new String object but use the reference of the cached String.

s2 is guranteed to be a new String object, so in this case we have:

s1 == s2 // is false

s1 == s3 // is true

s1.equals(s2) // is true

|  |  |
| --- | --- |
| up vote7down vote | String is a class in Java different from other programming languages. So as for every class the object declaration and initialization is  String st1 = new String();  or  String st2 = new String("Hello");  String st3 = new String("Hello");  Here, st1, st2 and st3 are different objects.  That is:  st1 == st2 // false  st1 == st3 // false  st2 == st3 // false  Because st1, st2, st3 are referencing 3 different objects, and == checks for the equality in memory location, hence the result.  But:  st1.equals(st2) // false  st2.equals(st3) // true  Here .equals() method checks for the content, and the content of st1 = "", st2 = "hello" and st3 = "hello". Hence the result.  And in the case of the String declaration  String st = "hello";  Here, intern() method of String class is called, and checks if "hello" is in intern pool, and if not, it is added to intern pool, and if "hello" exist in intern pool, then st will point to the memory of the existing "hello".  So in case of:  String st3 = "hello";  String st4 = "hello";  Here:  st3 == st4 // true  Because st3 and st4 pointing to same memory address.  Also:  st3.equals(st4); // true as usual |

The following are some comparisons:

String s1 = "Hello";

String s2 = "Hello";

String s3 = new String("Hello");

System.out.println(s1 == s2); //true

System.out.println(s1.equals(s2)); //true

System.out.println(s1 == s3); //false

System.out.println(s1.equals(s3)); //true

s3 = s3.intern();

System.out.println(s1 == s3); //true

System.out.println(s1.equals(s3)); //true

When intern() is called the reference is changed.

Reverse a String

String string="whatever";

String reverse = new StringBuffer(string).reverse().toString();

System.out.println(reverse);

public static String reverseIt(String source) {

int i, len = source.length();

StringBuilder dest = new StringBuilder(len);

for (i = (len - 1); i >= 0; i--){

dest.append(source.charAt(i));

}

return dest.toString();

}

**Reverse string by WORDS:**

public static void reverseStringByWords(String string) {

StringBuilder stringBuilder = new StringBuilder();

String[] words = string.split(" ");

for (int j = words.length-1; j >= 0; j--) {

stringBuilder.append(words[j]).append(' ');

}

System.out.println("Reverse words: " + stringBuilder);

}

Replace all occurances of a string in list

**import** java.util.ArrayList;

**import** java.util.Collections;

**public** **class** Main {

**public** **static** **void** main(String[] args) {

ArrayList<String> arrayList = **new** ArrayList<String>();

arrayList.add("A");

arrayList.add("B");

arrayList.add("A");

arrayList.add("C");

arrayList.add("D");

System.out.println(arrayList);

Collections.replaceAll(arrayList, "A", "Replace All");

System.out.println(arrayList);

}

}

/\*

[A, B, A, C, D]

[Replace All, B, Replace All, C, D]

\*/

Out Of Memory Error :

# java.lang.OutOfMemoryError:**Java heap space**

Java applications are only allowed to use a limited amount of memory. This limit is specified during application startup. To make things more complex, Java memory is separated into two different regions. These regions are called Heap space and Permgen (for Permanent Generation):

![OutOfMemoryError: Java heap space](data:image/png;base64,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)

The size of those regions is set during the Java Virtual Machine (JVM) launch and can be customized by specifying JVM parameters -Xmx and -XX:MaxPermSize. If you do not explicitly set the sizes, platform-specific defaults will be used.

The java.lang.OutOfMemoryError: Java heap space error will be triggered when the application **attempts to add more data into the heap space area, but there is not enough room for it**.

Note that there might be plenty of physical memory available, but the java.lang.OutOfMemoryError: Java heap space error is thrown whenever the JVM reaches the heap size limit.

## What is causing it?

There most common reason for the java.lang.OutOfMemoryError: Java heap spaceerror is simple – you try to fit an XXL application into an S-sized Java heap space. That is – the application just requires more Java heap space than available to it to operate normally. Other causes for this OutOfMemoryError message are more complex and are caused by a programming error:

* **Spikes in usage/data volume**. The application was designed to handle a certain amount of users or a certain amount of data. When the number of users or the volume of data suddenly spikes and crosses that expected threshold, the operation which functioned normally before the spike ceases to operate and triggers the java.lang.OutOfMemoryError: Java heap space error.
* **Memory leaks**. A particular type of programming error will lead your application to constantly consume more memory. Every time the leaking functionality of the application is used it leaves some objects behind into the Java heap space. Over time the leaked objects consume all of the available Java heap space and trigger the already familiar java.lang.OutOfMemoryError: Java heap space error.

## Give me an example

### Trivial example

The first example is truly simple – the following Java code tries to allocate an array of 2M integers. When you compile it and launch with 12MB of Java heap space (java -Xmx12m OOM), it fails with the java.lang.OutOfMemoryError: Java heap spacemessage. With 13MB Java heap space the program runs just fine.

class OOM {

static final int SIZE=2\*1024\*1024;

public static void main(String[] a) {

int[] i = new int[SIZE];

}

}

### Memory leak example

The second and a more realistic example is of a memory leak. In Java, when developers create and use new objects e.g. new Integer(5), they don’t have to allocate memory themselves – this is being taken care of by the Java Virtual Machine (JVM). During the life of the application the JVM periodically checks which objects in memory are still being used and which are not. Unused objects can be discarded and the memory reclaimed and reused again. This process is called [Garbage Collection](https://plumbr.io/handbook/what-is-garbage-collection). The corresponding module in JVM taking care of the collection is called the [Garbage Collector (GC)](https://plumbr.io/handbook/garbage-collection-algorithms).

Java’s automatic memory management relies on [GC](https://plumbr.io/java-garbage-collection-handbook) to periodically look for unused objects and remove them. Simplifying a bit we can say that a **memory leak in Java is a situation where some objects are no longer used by the application but**[**Garbage Collection**](https://plumbr.io/handbook/garbage-collection-in-jvm)**fails to recognize it**. As a result these unused objects remain in Java heap space indefinitely. This pileup will eventually trigger the java.lang.OutOfMemoryError: Java heap space error.

It is fairly easy to construct a Java program that satisfies the definition of a memory leak:

class KeylessEntry {

static class Key {

Integer id;

Key(Integer id) {

this.id = id;

}

@Override

public int hashCode() {

return id.hashCode();

}

}

public static void main(String[] args) {

Map m = new HashMap();

while (true)

for (int i = 0; i < 10000; i++)

if (!m.containsKey(new Key(i)))

m.put(new Key(i), "Number:" + i);

}

}

When you execute the above code above you might expect it to run forever without any problems, assuming that the naive caching solution only expands the underlying Map to 10,000 elements, as beyond that all the keys will already be present in the HashMap. However, in reality the elements will keep being added as the Key class does not contain a proper equals() implementation next to its hashCode().

As a result, over time, with the leaking code constantly used, the “cached” results end up consuming a lot of Java heap space. And when the leaked memory fills all of the available memory in the heap region and [Garbage Collection](https://plumbr.io/handbook/what-is-garbage-collection) is not able to clean it, the java.lang.OutOfMemoryError:Java heap space is thrown.

The solution would be easy – add the implementation for the equals() method similar to the one below and you will be good to go. But before you manage to find the cause, you will definitely have lose some precious brain cells.

@Override

public boolean equals(Object o) {

boolean response = false;

if (o instanceof Key) {

response = (((Key)o).id).equals(this.id);

}

return response;

}

You could specify per project how much heap space your project wants

Following is for **Eclipse Helios/Juno/Kepler**:

Right mouse click on

Run As - Run Configuration - Arguments - Vm Arguments,

then add this

-Xmx2048m

Increasing the heap size is not a "fix" it is a "plaster", 100% temporary. It will crash again in somewhere else. To avoid these issues, write high performance code.

1. Use local variables wherever possible.
2. Make sure you select the correct object (EX: Selection between String, StringBuffer and StringBuilder)
3. Use a good code system for your program(EX: Using static variables VS non static variables)
4. Other stuff which could work on your code.
5. Try to move with multy THREADING

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Follow below steps:   1. Open catalina.sh from tomcat/bin. 2. Chnage JAVA\_OPTS to 3. JAVA\_OPTS="-Djava.awt.headless=true -Dfile.encoding=UTF-8 -server -Xms1536m 4. -Xmx1536m -XX:NewSize=256m -XX:MaxNewSize=256m -XX:PermSize=256m   -XX:MaxPermSize=256m -XX:+DisableExplicitGC"   1. Restart your tomcat   In Java, there are two types of exceptions – checked and unchecked exception. Here’s the summary :   1. **Checked** – Extends java.lang.Exception, for recoverable condition, try-catch the exception explicitly, compile error. 2. **Unchecked** – Extends java.lang.RuntimeException, for unrecoverable condition, like programming errors, no need try-catch, runtime error.  1. Custom Checked Exception **Note** Some popular checked exception : IOException, FileNotFoundException  1.1 If the client is able to recover from the exception, make it a checked exception. To create a custom checked exception, extends java.lang.Exception  NameNotFoundException.java  package com.mkyong.examples.exception;  public class NameNotFoundException extends Exception {  public NameNotFoundException(String message) {  super(message);  }  }  1.2 For checked exception, you need to try and catch the exception.  CustomerService.java  package com.mkyong.examples;  import com.mkyong.examples.exception.NameNotFoundException;  public class CustomerService {  public Customer findByName(String name) throws NameNotFoundException {  if ("".equals(name)) {  throw new NameNotFoundException("Name is empty!");  }  return new Customer(name);  }  public static void main(String[] args) {  CustomerService obj = new CustomerService();  try {  Customer cus = obj.findByName("");  } catch (NameNotFoundException e) {  e.printStackTrace();  }  }  }  Output  com.mkyong.examples.exception.NameNotFoundException: Name is empty!  at com.mkyong.examples.CustomerService.findByName(CustomerService.java:10)  at com.mkyong.examples.CustomerService.main(CustomerService.java:39)  at sun.reflect.NativeMethodAccessorImpl.invoke0(Native Method)  at sun.reflect.NativeMethodAccessorImpl.invoke(NativeMethodAccessorImpl.java:62)  at sun.reflect.DelegatingMethodAccessorImpl.invoke(DelegatingMethodAccessorImpl.java:43)  at java.lang.reflect.Method.invoke(Method.java:498)  at com.intellij.rt.execution.application.AppMain.main(AppMain.java:144) 2. Custom Unchecked Exception **Note** Some popular unchecked exception : NullPointerException, IndexOutOfBoundsException, IllegalArgumentException  2.1 If the client cannot do anything to recover from the exception, make it an unchecked exception. To create a custom unchecked exception, extends java.lang.RuntimeException  ListTooLargeException.java  package com.mkyong.examples.exception;  public class ListTooLargeException extends RuntimeException{  public ListTooLargeException(String message) {  super(message);  }  }  2.3 For unchecked exception, try and catch the exception is optional.  CustomerService.java  package com.mkyong.examples;  import com.mkyong.examples.exception.ListTooLargeException;  import java.util.ArrayList;  import java.util.Collections;  import java.util.List;  public class CustomerService {  public void analyze(List<String> data) {  if (data.size() > 50) {  //runtime exception  throw new ListTooLargeException("List can't exceed 50 items!");  }  //...  }  public static void main(String[] args) {  CustomerService obj = new CustomerService();  //create 100 size  List<String> data = new ArrayList<>(Collections.nCopies(100, "mkyong"));  obj.analyze(data);  }  }  Output  Exception in thread "main" com.mkyong.examples.exception.ListTooLargeException: List can't exceed 50 items!  at com.mkyong.examples.CustomerService.analyze(CustomerService.java:25)  at com.mkyong.examples.CustomerService.main(CustomerService.java:38)  at sun.reflect.NativeMethodAccessorImpl.invoke0(Native Method)  at sun.reflect.NativeMethodAccessorImpl.invoke(NativeMethodAccessorImpl.java:62)  at sun.reflect.DelegatingMethodAccessorImpl.invoke(DelegatingMethodAccessorImpl.java:43)  at java.lang.reflect.Method.invoke(Method.java:498)  at com.intellij.rt.execution.application.AppMain.main(AppMain.java:144)  Can we create CustmException by extending Thowable class ?  Throwable is a class for all the bad situations, which can arise: Errors & Exceptions.  Error is something, you **can't handle at all**: OutOfMemoryError, VirtualMachineError, etc.  Exception is for **exceptional cases**.  Exceptions come in 2 flavours:   1. RuntimeExceptions.   These ones, you are not aware of: NullPointerException, ClassCastException, etc.   1. Checked exceptions.   These are the exceptions, which your code is aware of and should be explicitely catched (... throws MyException): IOExceptions, etc.  If you want the users of your code, to explicitely handle some exceptional situations, it would be good to just extend Exception, not the RuntimeException. There's no need to extend Throwable  Throwable is the super class of Error & Exception.  Like Exception, Error too, can be thrown & handled.  But it is not advisable, according to the following doc:  You are not required to catch Error objects or Error subtypes. You can also throw an Error yourself (although other than AssertionError you probably won't ever want to), and you can catch one, but again, you probably won't. What, for example, would you actually do if you got an OutOfMemoryError?  Keeping this concept in mind, I would suggest to extend Throwable if you want to throw and/or catch Exception & Error both. Extend Exception if you want to throw and/or catch Exceptiononly.  **java.util.ConcurrentModificationException**  java.util.ConcurrentModificationException is a very common exception when working with java collection classes. Java Collection classes are fail-fast, which means if the Collection will be changed while some thread is traversing over it using iterator, the iterator.next() will throw **ConcurrentModificationException**. Concurrent modification exception can come in case of multithreaded as well as single threaded java programming environment.  Let’s see the concurrent modification exception scenario with an example.  import java.util.\*;  public class IteratorExample {  public static void main(String args[]){  List<String> myList = new ArrayList<String>();    myList.add("1");  myList.add("2");  myList.add("3");  myList.add("4");  myList.add("5");    Iterator<String> it = myList.iterator();  while(it.hasNext()){  String value = it.next();  System.out.println("List Value:"+value);  if(value.equals("3")) myList.remove(value);  }    Map<String,String> myMap = new HashMap<String,String>();  myMap.put("1", "1");  myMap.put("2", "2");  myMap.put("3", "3");  Iterator<String> it1 = myMap.keySet().iterator();  while(it1.hasNext()){  String key = it1.next();  System.out.println("Map Value:"+myMap.get(key));  if(key.equals("2")){  myMap.put("1","4");  //myMap.put("4", "4");  }  }  }  }  Above program will throw java.util.ConcurrentModificationException when executed, as shown in below console logs.  List Value:1  List Value:2  List Value:3  Exception in thread "main" java.util.ConcurrentModificationException  at java.util.AbstractList$Itr.checkForComodification(AbstractList.java:372)  at java.util.AbstractList$Itr.next(AbstractList.java:343)  at com.journaldev.java.IteratorExample.main(IteratorExample.java:27)  From the output stack trace, its clear that the concurrent modification exception is coming when we call iterator next() function. If you are wondering how Iterator checks for the modification, its implementation is present in AbstractList class where an int variable modCount is defined. modCount provides the number of times list size has been changed. modCount value is used in every next() call to check for any modifications in a function checkForComodification().  Now comment the list part and run the program again. You will see that there is no ConcurrentModificationException being thrown now.  Output will be:  Map Value:3  Map Value:2  Map Value:4  Since we are updating the existing key value in the myMap, its size has not been changed and we are not getting **ConcurrentModificationException**. Note that the output may differ in your system because HashMap keyset is not ordered like list. If you will uncomment the statement where I am adding a new key-value in the HashMap, it will cause ConcurrentModificationException. To Avoid ConcurrentModificationException in multi-threaded environment  1. You can convert the list to an array and then iterate on the array. This approach works well for small or medium size list but if the list is large then it will affect the performance a lot. 2. You can lock the list while iterating by putting it in a synchronized block. This approach is not recommended because it will cease the benefits of multithreading. 3. If you are using JDK1.5 or higher then you can use **ConcurrentHashMap** and **CopyOnWriteArrayList**classes. This is the recommended approach to avoid concurrent modification exception.  To Avoid ConcurrentModificationException in single-threaded environment You can use the iterator remove() function to remove the object from underlying collection object. But in this case you can remove the same object and not any other object from the list.  Let us run an example using Concurrent Collection classes:  package com.journaldev.java;  import java.util.Iterator;  import java.util.List;  import java.util.Map;  import java.util.concurrent.ConcurrentHashMap;  import java.util.concurrent.CopyOnWriteArrayList;  public class ThreadSafeIteratorExample {  public static void main(String[] args) {  List<String> myList = new CopyOnWriteArrayList<String>();    myList.add("1");  myList.add("2");  myList.add("3");  myList.add("4");  myList.add("5");    Iterator<String> it = myList.iterator();  while(it.hasNext()){  String value = it.next();  System.out.println("List Value:"+value);  if(value.equals("3")){  myList.remove("4");  myList.add("6");  myList.add("7");  }  }  System.out.println("List Size:"+myList.size());    Map<String,String> myMap = new ConcurrentHashMap<String,String>();  myMap.put("1", "1");  myMap.put("2", "2");  myMap.put("3", "3");    Iterator<String> it1 = myMap.keySet().iterator();  while(it1.hasNext()){  String key = it1.next();  System.out.println("Map Value:"+myMap.get(key));  if(key.equals("1")){  myMap.remove("3");  myMap.put("4", "4");  myMap.put("5", "5");  }  }    System.out.println("Map Size:"+myMap.size());  }  }  Output of above program is shown below. You can see that there is no ConcurrentModificationException being thrown by the program.  List Value:1  List Value:2  List Value:3  List Value:4  List Value:5  List Size:6  Map Value:1  Map Value:null  Map Value:4  Map Value:2  Map Size:4  From the above example its clear that:   1. Concurrent Collection classes can be modified safely, they will not throw ConcurrentModificationException. 2. In case of CopyOnWriteArrayList, iterator doesn’t accommodate the changes in the list and works on the original list. 3. In case of ConcurrentHashMap, the behaviour is not always the same.   For condition:  if(key.equals("1")){  myMap.remove("3");}  Output is:  Map Value:1  Map Value:null  Map Value:4  Map Value:2  Map Size:4  It is taking the new object added with key “4” but not the next added object with key “5”.  Now if I change the condition to below.  if(key.equals("3")){  myMap.remove("2");}  Output is:  Map Value:1  Map Value:3  Map Value:null  Map Size:4  In this case its not considering the new added objects.  So if you are using ConcurrentHashMap then avoid adding new objects as it can be processed depending on the keyset. Note that the same program can print different values in your system because HashMap keyset is not ordered. Use for loop to avoid java.util.ConcurrentModificationException If you are working on single-threaded environment and want your code to take care of the extra added objects in the list then you can do so using for loop rather than iterator.  for(int i = 0; i<myList.size(); i++){  System.out.println(myList.get(i));  if(myList.get(i).equals("3")){  myList.remove(i);  i--;  myList.add("6");  }  }  Note that I am decreasing the counter because I am removing the same object, if you have to remove the next or further far object then you don't need to decrease the counter. Try it yourself.  Difference between ArrayList and Vector  ArrayList and Vector both implements List interface and maintains insertion order.  But there are many differences between ArrayList and Vector classes that are given below.   |  |  | | --- | --- | | **ArrayList** | **Vector** | | 1) ArrayList is **not synchronized**. | Vector is **synchronized**. | | 2) ArrayList **increments 50%** of current array size if number of element exceeds from its capacity. | Vector **increments 100%** means doubles the array size if total number of element exceeds than its capacity. | | 3) ArrayList is **not a legacy**class, it is introduced in JDK 1.2. | Vector is a **legacy** class. | | 4) ArrayList is **fast** because it is non-synchronized. | Vector is **slow** because it is synchronized i.e. in multithreading environment, it will hold the other threads in runnable or non-runnable state until current thread releases the lock of object. | | 5) ArrayList uses **Iterator**interface to traverse the elements. | Vector uses **Enumeration** interface to traverse the elements. But it can use Iterator also. | |

Java Transient Keyword

**Java transient** keyword is used in serialization. If you define any data member as transient, it will not be serialized.

Let's take an example, I have declared a class as Student, it has three data members id, name and age. If you serialize the object, all the values will be serialized but I don't want to serialize one value, e.g. age then we can declare the age data member as transient.

### Example of Java Transient Keyword

In this example, we have created the two classes Student and PersistExample. The age data member of the Student class is declared as transient, its value will not be serialized.

If you deserialize the object, you will get the default value for transient variable.

Let's create a class with transient variable.

1. **import** java.io.Serializable;
2. **public** **class** Student **implements** Serializable{
3. **int** id;
4. String name;
5. **transient** **int** age;//Now it will not be serialized
6. **public** Student(**int** id, String name,**int** age) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.age=age;
10. }
11. }

Now write the code to serialize the object.

1. **import** java.io.\*;
2. **class** PersistExample{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. Student s1 =**new** Student(211,"ravi",22);//creating object
5. //writing object into file
6. FileOutputStream f=**new** FileOutputStream("f.txt");
7. ObjectOutputStream out=**new** ObjectOutputStream(f);
8. out.writeObject(s1);
9. out.flush();
11. out.close();
12. f.close();
13. System.out.println("success");
14. }
15. }

Output:

success

Now write the code for deserialization.

1. **import** java.io.\*;
2. **class** DePersist{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. ObjectInputStream in=**new** ObjectInputStream(**new** FileInputStream("f.txt"));
5. Student s=(Student)in.readObject();
6. System.out.println(s.id+" "+s.name+" "+s.age);
7. in.close();
8. }
9. }

211 ravi 0

As you can see, printing age of the student returns 0 because value of age was not serialized.