# ASSIGNMENT #2

**Alireza Mostafizi**

I coded MDP Planning Algorithm in Python 2.7. Attached to the email you can find two python codes. One is the algorithm for optimizing expected infinite-horizon discounted cumulative reward (HW2.py), and the other one is a code that you can enter certain parameters and probabilities and it builds the corresponding MDP input to feed the algorithm (Part3 - MDP Maker.py). I will go through the details of the second code in Part III of the homework. Please keep in mind that to have the code running you have to have “NumPy” installed for matrices operations. I am pretty sure that you have that, but in case, I also attached the installer to the email.

## ***Part I: Build a Planner***

Please note that as requested, the MDP description input format is the same as HW1. Besides, the discount factor should be entered in the program interface. The output consists two n-dimensional vectors, first for the optimal greedy policy, and the second one is value function associated with the mentioned policy. The is set to be 0.0000001 to acquire the desired precision, and to approximately get to the optimal policy. In addition, I implemented “value iteration” algorithm for this assignment.

## ***Part II: Run the Planner***

**MDP 1**

Algorithm is implemented on MDP 1, and the results are as following:

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Optimal Policy – Beta = 0.9 | | | | | | | | | | |
|  | States | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Actions | 4 | 4 | 3 | 1 | 1 | 1 | 2 | 3 | 2 | 4 |
| Optimal Policy – Beta = 0.1 | | | | | | | | | | |
|  | States | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Actions | 4 | 4 | 3 | 1 | 1 | 1 | 2 | 3 | 2 | 4 |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Value Function () – Beta = 0.9 | | | | | | | | | | |
|  | States | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Values | 3.3210 | 2.9234 | 2.8914 | 2.9234 | 3.6900 | 2.8407 | 3.1564 | 2.9071 | 2.9889 | 3.2482 |
| Value Function () – Beta = 0.1 | | | | | | | | | | |
|  | States | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Values | 0.1001 | 0.0090 | 0.0088 | 0.0090 | 1.0010 | 0.0068 | 0.0683 | 0.0086 | 0.0100 | 0.0896 |

**MDP 2**

Algorithm is implemented on MDP 2, and the results are as following:

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Optimal Policy – Beta = 0.9 | | | | | | | | | | |
|  | States | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Actions | 1 | 1 | 1 | 2 | 3 | 3 | 3 | 2 | 2 | 3 |
| Optimal Policy – Beta = 0.1 | | | | | | | | | | |
|  | States | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Actions | 4 | 1 | 1 | 2 | 3 | 3 | 3 | 4 | 2 | 3 |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Value Function () – Beta = 0.9 | | | | | | | | | | |
|  | States | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Values | 4.2632 | 4.2577 | 5.1885 | 3.8436 | 4.4169 | 4.7368 | 5.2632 | 3.8351 | 3.9752 | 4.7368 |
| Value Function () – Beta = 0.1 | | | | | | | | | | |
|  | States | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Values | 0.0114 | 0.0100 | 0.5733 | 0.0015 | 0.0604 | 0.1010 | 1.0101 | 0.0080 | 0.0060 | 0.1010 |

In general, since we cannot run the simulation forever, and we have to stop it at a certain point, it is impossible to reach to the exact optimal infinite-horizon policy. However, we can decrease the error to guarantee a certain precision. In this case, based on value of and (=0.0000001), and looking at class notes, we can state that:

* If then
* If then

So here are the bounds which show how suboptimal the mentioned policies are:

:

* → →

:
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## ***Part III: Parking Domain***

**States**

Let’s start this part with mapping the states in the code to the real states. If we assume n parking spots for each row, the MDP has states. Like suggested in the assignment, I considered states, plus a final state. This is the final state that you can get to only if the car is parked or had an accident, and it acts as a terminal state.

In the program we have state 1 to state . To depict how the states are mapped to the numbers, let’s assume , and then we have 41 states as following:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | State Numbers | | | | | | | | | | | | | | | | | | | |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 |
| Cell | A5 | | | | A4 | | | | A3 | | | | A2 | | | | A1 | | | |
| Occupancy | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O |
| Parked | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | State Numbers | | | | | | | | | | | | | | | | | | | |
| 21 | 22 | 23 | 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 | 32 | 33 | 34 | 35 | 36 | 37 | 38 | 39 | 40 |
| Cell | B1 | | | | B2 | | | | B3 | | | | B4 | | | | B5 | | | |
| Occupancy | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O |
| Parked | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P |

*State 41 is the final state.*

*NO = NOT OCCUPIED O = OCCUPIED NP= NOT PARKED P = PARKED*

**Occupancy Probability**

There are some simple assumptions I made to prepare the MDP.

* The probability of ADA spot being empty is entered in the program.
* The closer the spot is to the store, the lower the probability of the spot being empty.
  + Therefore, the program asks for the probability of closest spot ( and ) being empty (AKA Min probability) and probability of the farthest spot ( and ) being empty (AKA Max Probability)
  + I assumed that the probability of other spots not being occupied linearly decrease from max to min probability, based on their distance to the store.

**Rewards**

Here are assumption about the rewards. Most of them are suggested by the assignment.

* There is a big fine for parking in ADA spot, which you can enter in program
* There is a huge cost for accident, which you can enter in program
* There is a relatively small cost for driving from each cell to the next one, which you can enter in the program
* You can enter the reward of parking in the closest spot ( and ), known as Max reward, and parking in the farthest spot ( and ), known as Min reward.
  + The other rewards are drawn from linear interpolation between max reward and min reward, based on their distance to the store.

**Transition Matrices**

As suggested by the assignment, I considered three actions:

* 1. Drive to the next spot
  + ACTION 1 in the program
  + Cannot be taken when the car is parked
  + Will take you to the next cell considering the circulation pattern
    - Note that there are 4 states for each cell. This action will take you to the next cell’s state with NO PARKED condition. Ending up in OCCUPIED or NOT OCCUPIED state is based on the probability of occupancy.
* 2. Park
  + ACTION 2 in the program
  + Cannot be taken when the car is parked
  + Will take you from NOT PARKED state in each cell to the PARKED state in the same cell.
    - The probability of ending up in OCCUPIED or NOT OCCUPIED condition is based on the probability of occupancy.
* 3. Exit
  + ACTION 3 in the program
  + Cannot be taken when the car is not parked
  + And If the car is parked (or had an accident), the next action will definitely be the exit

The supplementary program I coded is to take the mentioned probabilities and rewards, and to generate a corresponding MDP input format to feed the algorithm.

In the following pages, I will discuss two different MDPs which came from two different sets of parameters that I used to generate their initial input MDP format.

As noted in the assignment, in all the runs, is set to be 0.99.

**First MDP:**

I generated an MDP input format considering the following probabilities and rewards.

![](data:image/png;base64,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)

You can find this MDP attached to the email. Or you can simply enter the above numbers into the MDP generator, and generate the file.

The results for optimal policy and value functions () are as following.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A10 | | | | A9 | | | | A8 | | | | A7 | | | | A6 | | | | A5 | | | | A4 | | | | A3 | | | | A2 | | | | A1 | | | |
| NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O |
| NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P |
| 2 | 3 | 2 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| B1 | | | | B2 | | | | B3 | | | | B4 | | | | B5 | | | | B6 | | | | B7 | | | | B8 | | | | B9 | | | | B10 | | | |
| NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O |
| NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P |
| 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 1 | 3 | 2 | 3 | 2 | 3 |

As you can see, in the all PARKED states, action 3, EXIT, should be taken.

Here are some other intuitions:

* Optimal policy to park is to find a parking sport at the end of the rows since it has a good chance to be empty.
* Also, since driving cost is high with respect to the parking rewards.
* However, it does not make sense since one of them is occupied and there is a high cost for accident.
  + There could be a bug in the code!

Value functions does not fit in this report. To take look at them, please run the program with output1.txt and check them.

**Second MDP:**

Now let’s take a look at MDP with the same probability for the parking lots to be empty and the same rewards.
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The results for optimal policy and value functions () are as following.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A10 | | | | A9 | | | | A8 | | | | A7 | | | | A6 | | | | A5 | | | | A4 | | | | A3 | | | | A2 | | | | A1 | | | |
| NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O |
| NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P |
| 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 1 | 3 | 1 | 3 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| B1 | | | | B2 | | | | B3 | | | | B4 | | | | B5 | | | | B6 | | | | B7 | | | | B8 | | | | B9 | | | | B10 | | | |
| NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O | NO | NO | O | O |
| NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P | NP | P |
| 1 | 3 | 1 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 | 2 | 3 |

As you can see, in the all PARKED states, action 3, EXIT, should be taken.

Here are some other intuitions:

* Basically, in this case, when all the probabilities and all the rewards are the same, it is like park whenever you found a place.
* However, I am pretty sure that there is a bug in my code which does not capture the high accident costs. I should dig into that more.

Value functions does not fit in this report. To take look at them, please run the program with output2.txt and check them.