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| **AIM:** | To implement Approximation algorithms (The vertex-cover problem). |
| **PROBLEM STATEMENT 1:** | Approximation algorithms (The vertex-cover problem) |
| **ALGORITHM and THEORY:** | **THEORY :**  A vertex cover of an undirected graph is a subset of its vertices such that for every edge (u, v) of the graph, either ‘u’ or ‘v’ is in the vertex cover. Although the name is Vertex Cover, the set covers all edges of the given graph. Given an undirected graph, the vertex cover problem is to find minimum size vertex cover.  [Vertex Cover Problem](http://en.wikipedia.org/wiki/Vertex_cover) is a known [NP Complete problem](https://www.geeksforgeeks.org/np-completeness-set-1/), i.e., there is no polynomial-time solution for this unless P = NP. There are approximate polynomial-time algorithms to solve the problem though. Following is a simple approximate algorithm adapted from [CLRS book](http://www.flipkart.com/introduction-algorithms-english-3rd/p/itmdwxyrafdburzg?pid=9788120340077&affid=sandeepgfg).  **ALGORITHM :**  1) Initialize the result as {}  2) Consider a set of all edges in given graph. Let the set be E.  3) Do following while E is not empty.  ...a) Pick an arbitrary edge (u, v) from set E and add 'u' and 'v' to result.  ...b) Remove all edges from E which are either incident on u or v.  4) Return result. |
| **PROGRAM:** | // Program to print Vertex Cover of a given undirected graph  #include<iostream>  #include <list>  using namespace std;  // This class represents a undirected graph using adjacency list  class Graph  {  int V; // No. of vertices  list<int> \*adj; // Pointer to an array containing adjacency lists  public:  Graph(int V); // Constructor  void addEdge(int v, int w); // function to add an edge to graph  void printVertexCover(); // prints vertex cover  };  Graph::Graph(int V)  {  this->V = V;  adj = new list<int>[V];  }  void Graph::addEdge(int v, int w)  {  adj[v].push\_back(w); // Add w to v’s list.  adj[w].push\_back(v); // Since the graph is undirected  }  // The function to print vertex cover  void Graph::printVertexCover()  {  // Initialize all vertices as not visited.  bool visited[V];  for (int i=0; i<V; i++)  visited[i] = false;  list<int>::iterator i;  // Consider all edges one by one  for (int u=0; u<V; u++)  {  // An edge is only picked when both visited[u] and visited[v]  // are false  if (visited[u] == false)  {  // Go through all adjacents of u and pick the first not  // yet visited vertex (We are basically picking an edge  // (u, v) from remaining edges.  for (i= adj[u].begin(); i != adj[u].end(); ++i)  {  int v = \*i;  if (visited[v] == false)  {  // Add the vertices (u, v) to the result set.  // We make the vertex u and v visited so that  // all edges from/to them would be ignored  visited[v] = true;  visited[u] = true;  break;  }  }  }  }  // Print the vertex cover  for (int i=0; i<V; i++)  if (visited[i])  cout << i << " ";  }  // Driver program to test methods of graph class  int main()  {  int n,m,i,a,b;  cout<<"\nEnter number of vertices : ";  cin>>n;  cout<<"\nEnter number of edges : ";  cin>>m;  Graph g(n);  for(i=0;i<m;i++)  {  cout<<"\nEnter edge "<<(i+1)<<" : ";  cin>>a;  cin>>b;  g.addEdge(a,b);  }  g.printVertexCover();  return 0;  } |
| **OUTPUT:** |  |
| **CONCLUSION:** | I have successfully understood and implemented the concept of vertex cover problem through this experiment. I was also able to understand how to find minimum size vertex cover when an undirected graph is given. |