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# Introduction

Le but de ce projet est de concevoir et de développer un logiciel fonctionnel de toute pièce, et par groupe devant être composé de 4 ou 5 personnes constitué aléatoirement. Cela permet de mieux comprendre le travail en équipe et l'importance d'avoir une bonne coopération de chaque collaborateur au sein d'un projet.

Pour la réalisation d'un tel projet, certains points ont dû être mis en place tels que:

* Une planification raisonnable du projet.
* Découpe efficace des différentes tâches.
* Transmettre et communiquer correctement les informations au sein du groupe.

## Choix de projet

A la différence avec PRO, dans le cours PDG nous n’avons pas de restriction de langage. La seul restriction imposé c’est le fait de ne pas pouvoir faire de jeux, autrement nous avons carte blanche.

A partir de cela, et après un moment de réflexion une idée nous est venue. Nous voulons créer un programme permettant à deux, puit à plusieurs personnes de pouvoir regarder un film ou écouter de la musique « comme si il était à côté ».C’est-à-dire, en ayant un système de synchronisation de média.

En poussant un peu le concept, nous sommes arrivés à une idée générale regroupant, justement, ce concept de synchronisation avec une bibliothèque de médias. Notre application proposera alors une gestion facilité de divers médias (musiques, films, séries), tout en ajoutant une fonctionnalité de synchronisation. Cette dernière va justement permettre d’envoyer les commandes qui sont effectué sur un lecteur aux autres. Par exemple, il y a deux personnes qui regarde un film ensemble, et que l’une d’entre elle appuie sur « pause », alors cela mettra pause aussi chez l’autre personne.

En termes de technologie, les différents lecteurs (sons et vidéos) seront entièrement créés par nous. Nous allons coder notre application en Java avec une interface graphique en JavaFX.

**Remarque**: Les choix des outils utilisés sont expliqués plus en détails dans les chapitres de ce document.

## Objectif de Flat 5

Proposé une interface facile à prendre en main pour gérer efficacement une collection de média audiovisuel. Tant en proposant la possibilité de partager son expérience en temps réel avec d’autres personnes.

## Utilisation de l’application

Flat 5 s’adresse à toutes les personnes voulant gérer et partager lors médias.

Pour plus d’informations concernant l’utilisation de l’application, référez-vous au manuel d’utilisation.

# Mise en place

Pour pouvoir réaliser tout projet, il est préférable de définir certains points et règles afin que le déroulement du projet se fasse de la manière la plus cadrée et optimale possible. Nous avons donc séparé les différentes tâches.

* Interface : il s’agit d’un des points central de notre application. Elle sera réalisé M. Baehler Simon.
* Lecteur audio : cela prend en compte la gestion des différents événements du lecteur (play, pause, etc…). Il sera réalisé par M. Moret Jérôme.
* Lecteur vidéo : Même chose que le lecteur audio seulement pour les films et les séries. Il sera réalisé par M. Berney Léonard.
* Synchronisation : la synchronisation fera appel à une partie réseau, et surtout la mise en place d’un protocole sommaire. Elle sera réalisée par M. Roubaty Anthony.
* Base de données : elle permettra de stocker diverses informations de configuration, et aussi de stocker les informations relatives à la bibliothèque de médias. Elle sera réalisée par M. Purro Jan
* API audio : elle permettra de récupérer diverses informations sur les morceaux de musique. Elle sera réalisée par M. Roubaty Anthony
* API vidéo : idem que pour l’API audio, mais adapté pour les films et les séries. Elle sera réalisée par M. Purro Jan.

Si deux personnes ont 2 tâches différentes à réaliser, cela vient du fait que la somme de travail varie d’une tâche à l’autre. Certaines tâches, comme la rédaction de la documentation, sont considérer comme une tâche commune, il est du devoir de la personne responsable d’une tâche de documenter son travail dans le rapport.

## Gestion des fichiers

Pour pouvoir travailler le plus efficacement possible au cours de projet, nous avons utilisé la plateforme Github. Cette dernière nous permet de garder une trace de tous les changements, autant au niveau du code que du rapport.

Le répertoire Git étant public, il est accessible à cette adresse.

<https://github.com/snup482/PDG_Project>

# Analyse

Au cours de ce chapitre, nous allons expliquer les différentes recherches qui ont été mené. Cela afin de mieux comprendre les choix finaux.

## Fonctionnement de base

## Base de données

## Lecteur vidéo

## Lecteur audio

Pour concevoir un lecteur audio, il est nécessaire d’utiliser un framework efficace permettant la lecture d’un grand nombre de formats.

Nous avons décidé d’utiliser **vlcj** qui est un framework Java offrant l’intégration d’une instance de VLC dans notre projet. L’avantage de cette approche est que nous découplons la partie visuelle de la partie fonctionnelle. Nous codons notre propre fenêtre pour le lecteur, celle-ci utilisant les services de VLC pour l’étape finale qu’est la lecture du média. Rappelons que VLC supporte, pour la musique, les formats suivants : MPEG Layer ½, **MP3 - MPEG Layer 3**, AAC - MPEG-4 part3, Vorbis, AC3 - A/52 (Dolby Digital), E-AC-3 (Dolby Digital Plus), MLP / TrueHD">3, DTS, WMA ½, WMA 3, **FLAC**, ALAC, Speex, Musepack / MPC, ATRAC 3, **Wavpack**, Mod (.s3m, .it, .mod), TrueAudio (TTA), APE (Monkey Audio), Real Audio, Alaw/µlaw, AMR (3GPP), MIDI, LPCM, ADPCM, QCELP, DV Audio, QDM2/QDMC (QuickTime), MACE.

L’instance de VLC est jointe dans les ressources de notre projet. Nous nous sommes basé sur une instance 64 bits car nous utilisons la JDK 1.8 64 bits de Java pour la compilation de notre projet.

D’une fois que nous avons notre partie fonctionnelle, nous pouvons passer à la partie visuelle. Généralement en Java il est difficile de réaliser une belle interface car on doit bien souvent s’appuyer sur la bibliothèque **Swing** ou **AWT** qui peine à sortir un design actuel.

Pour ce projet, nous nous sommes lancé le défi de réaliser un design flat et pour cela nous avons utilisé **JavaFX,** nouvelle technologie d’Oracle promettant du renouveau en termes d’interface.

Pour la conception d’un lecteur audio, il suffit d’utiliser une liste, des boutons Play / Suivant / Précédent et une barre de progression.

## API web

Les APIs web sont utilisées dans l’application pour retrouver les différentes informations sur les médias exporté. Il faudra en utilisé deux différentes, une pour les films, et une pour les musiques.

Pour les films, TODO FILM API

Et maintenant concernant l’API choisi pour les musiques, l’idée de base été de pouvoir reconnaître un fichier audio juste le lisant. Nous nous sommes donc penchés sur des algorithmes d’ « acoustic fingerprint ».

Le principe de cet algorithme est assez simple. Cela consiste à détecter, sur base d’un échantillon, les différentes caractérise d’un morceau (tempo, etc…), et ensuite de recherche dans une base de données si cela correspond à un fichier déjà connu. Le problème principal de cette méthode c’est justement la dernière partie. Car posséder une telle base de données n’est pas une chose facile.

Après plusieurs heures recherches, nous avons trouvé différents outils.

**Musicbrainz** : site mettant à disposition un large catalogue gratuit de musique. Mais attention ce catalogue ne contient que les informations textes, et la pochette. De plus, il ne propose pas un moyen de reconnaître un fichier audio.

**Echonest** : Entreprise mettant à disposition différent outils concernent les fichiers audio. Notamment un système de « fingerprint ». Malheureusement, ces dernières ne mettent pas leur base de données à disposition gratuitement (par contre la librairie est disponible gratuitement).

**Audiotag** : site permettant de faire une reconnaissance en ligne de musique. Malheureusement il n’existe pas d’API.

En d’autres termes, vous l’aurez compris, il n’existe actuellement pas d’entreprise mettant à disposition une telle base de données gratuitement.

Il faut maintenant passer au plan B, c’est-à-dire, reconnaître un fichier audio grâce à ses métadonnées.

Pour faire cela, il faut pouvoir les lire. A première vue, cela semble facile, mais elle dépende du format du fichier. Et comme nous avons dit, dans le cahier des charges, que nous supportons plusieurs types de format, il faut être capable de tout lire sans avoir une librairie par format.

Pour réussir cela, nous avons utilisé la librairie jaudiotagger qui permet de lire les métadonnées de tous les formats qui nous intéresse.

A partir de là, il nous faut encore un moyen de récupérer les informations d’une musique. Pour cela, il existe une API, qui a déjà fait ces preuves, l’API de Spotify. Il faut juste trouver un moyen de l’intégrer efficacement dans notre application.

Après un peu de recherche, nous sommes tombé sur la repertoire Github suivant : <https://github.com/thelinmichael/spotify-web-api-java>

Ce dernier met à disposition une librairie pour faciliter l’utilisateur de l’API, pas d’appel HTTP à faire.

Donc si on résume, nous allons utiliser jaudiotagger pour lire les différentes métadonnées des fichiers audio, et ensuite, nous allons utiliser l’API Spotify (à travers la librairie trouvée) pour récupérer toutes les informations qui nous intéresse (pochette album, etc…).

## Interface

# Réalisation

## Lecteur vidéo

## Lecteur audio

Le lecteur audio a été réalisé à l’aide de JavaFX en respectant le modèle de programmation MVC.

## API web

Concernant l’implémentation des API, nous avons pris le choix de créer un package « api » avec 2 sous-package « sound » et « video ». Les différentes dépendances, nécessaire pour le fonctionnement des API, sont ajoutées dans le fichier Maven.

Concernant la partie son, nous avons créé 2 classes. La première classe « GetSoundInfo » qui contient une méthode statique qui prend en paramètre le chemin vers le fichier audio. Cette dernière va lire les métadonnées, et ensuite en se basant sur le nom du morceau, on va faire une recherche sur l’API Spotify. Une fois le résultat trouvé, la méthode va nous retourner un objet de type « TrackInfos » qui contient toutes les informations trouvés sur Spotify, avec notamment l’URL de la pochette.

## Synchronisation

Pour réaliser la synchronisation de médias, il faut faire attention à 2 points principalement :

* L’exécution des commandes sur le lecteur
* Le passage des commandes via le réseau

Pour passer les commandes via le réseau, nous allons utiliser TCP, car c’est le moyen le plus rapide et le plus simple de mettre en œuvre une communication réseau.

Dans notre application, nous avons implémenté cela sous format d’une seule classe et d’une interface. La classe singleton « SyncManager » permet de créer un serveur TCP, et ensuite d’utiliser le protocole mis en œuvre dans notre application. Tandis que l’interface « SyncHandler » est utilisé pour exécuté les commandes reçus.

Voici maintenant le protocole de communication que nous avons implémenté pour la synchronisation des médias (un « #@ » sépare la commande du paramètre):

* **begin#@NomDuMedia** : permet de donner le nom du fichier afin de comparer et d’informer l’utilisateur le cas où c’est différent.
* **pause** : indique que l’utilisateur a appuyé sur pause.
* **play** : demande au lecteur de lire le média.
* **setAt#@Seconde** : demande au lecteur de se positionner à N seconde.
* **bye** : fin de la synchronisation.

A partir de ces 2 fichiers créés, il s’agit de les « lier » aux différents lecteurs (audio et vidéo), Et cela fonctionne.

Aux niveaux de la robustesse, étant donné que nous utilisons la pile TCP, on est assuré de recevoir les messages dans l’ordre.

# Points non-réalisés

# Problèmes connus

# Planification

La planification recense les différents diagrammes de Gantt que nous avons utilisé lors de la gestion du projet.

## Planification initial

## 

Nous avons structuré les différentes tâches de telle manière à avoir une partie de conception, à travers laquelle nous allons mener divers étude de faisabilité afin de pouvoir identifier les problèmes à l’avance, pour mieux les gérer.

A partir du mois de Novembre, nous rentrons dans la phase d’implémentation dans laquelle nous allons utiliser les différentes méthodes testées pendant la première phase, afin de produire l’application finale.

Au cours du projet, nous avons placé des tâches récurrentes qui doivent être exécuté chaque semaine, comme notamment la séance hebdomadaire et la rédaction de la documentation.

Nous avons aussi ajouté en rouge les différentes dates importantes du projet (état d’avancement, rendu final, et la présentation).

## Re-planification
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