**11) Write a Python function to find the roots of a quadratic equation.**

a,b,c=map(int,input(**'enter a, b & c :'**).split(**' '**))  
**def** roots(a,b,c):  
 d = (b\*\*2) - (4\*a\*c)  
 sol1 = (-b-(d\*\*0.5))/(2\*a)  
 sol2 = (-b+(d\*\*0.5))/(2\*a)  
 print(**'solutions are'**)  
 print(**'sol1 = '**,sol1)  
 print(**'sol2 = '**,sol2)  
roots(a,b,c)

**Output:**
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**12) Write a Python function to evaluate factorial function using while loop.**

a=int(input(**'Enter the number : '**))  
**def** facti(a):  
 res=1  
 **while** a>=1:  
 res\*=a  
 a=a-1  
 **return** res  
**if** a==0:  
 print(**'Factorial of 0 is 1'**)  
**elif** a<0:  
 print(**"FActorial of negative values isn't possible"**)  
**else**:  
 print(**'Factorial value of '**,a,**' is : '**,facti(a))

**Output:**  Enter the number : 9

Factorial value of 9 is : 362880

**13) Write a Python function to test whether a given number is prime or not.**

a=int(input(**'Enter a : '**))  
**def** prime(a):  
 **if** a>1:  
 **for** i **in** range(2,a//2):  
 **if** a%i==0:  
 print(a,**' is not prime'**)  
 **break  
 else**:  
 print(a,**'is prime'**)  
 **elif** a==1:  
 print(**'1 is unit number'**)  
 **else**:  
 print(**'Please Enter positive number which is greater than 1 '**)  
  
prime(a)

**Output:**
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**14) Write a Python function to generate Fibonacci series till given number.**

n=int(input(**'how many numbers you want : '**));  
a=0  
b=1  
**if** n ==1:  
 print(0)  
**elif** n==0 **or** n<0:  
 print(**'please enter right number'**)  
**else** :  
 print(a);  
 print(b);  
 **for** i **in** range(2,n):  
 c=a+b  
 a=b  
 b=c  
 print(c)

**Output:**
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**15) A python program that helps to know the effects of slicing operations on array.**

ash = input(**"Enter the list: "**).split()  
print(ash[::3])  
print(ash[::-1])  
print(ash[0:4:-1])  
print(ash[:-7])  
print(ash[:2])  
print(ash[2:])

**Output:**
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**16) A python program to sort the array elements using bubble sort technique.**

n=int(input(**'enter the total value'**))  
arr=[]  
**for** i **in** range(0,n) :  
 print(**'enter arr['**,i+1,**']'** )  
 k=int(input())  
 arr.append(k)  
  
print(**'array before sorting'**,arr)  
**for** i **in** range(0,n):  
 **for** j **in** range(i,n):  
 **if** arr[i]>arr[j]:  
 temp=arr[i]  
 arr[i]=arr[j]  
 arr[j]=temp  
print(**'array after sorting'**,arr)

**Output:**

enter the total value: 5

enter arr[ 1 ]

5

enter arr[ 2 ]

4

enter arr[ 3 ]

3

enter arr[ 4 ]

2

enter arr[ 5 ]

1

array before sorting [5, 4, 3, 2, 1]

array after sorting [1, 2, 3, 4, 5]

**17) A python program to search for the position of an element in an array using index( ) method.**

n=int(input(**'enter the total value : '**))  
arr=[]  
**for** i **in** range(0,n) :  
 print(**'enter arr['**,i+1,**']'** )  
 k=int(input())  
 arr.append(k)  
  
a=int(input(**'Enter the number of which you want to know the position :'**))  
print(**'Index of '**,a,**'is :'**,arr.index(a))

**Output:**

enter the total value : 6

enter arr[ 1 ]

5

enter arr[ 2 ]

8

enter arr[ 3 ]

1

enter arr[ 4 ]

6

enter arr[ 5 ]

3

enter arr[ 6 ]

99

Enter the number of which you want to know the position :6

Index of 6 is: 3

**18) A python program to accept two matrices and find their product.**

**def** matrix(row, column):  
 p = []  
 print(**'Enter elements row wise'**)  
 **for** i **in** range(row):  
 q = []  
 **for** j **in** range(column):  
 k = int(input())  
 q.append(k)  
 p.append(q.copy())  
 q.clear()  
 **return** p  
print(**"1st matrix:"**)  
i, j = map(int, input(**"enter row and column="**).split(**" "**))  
a = matrix(i, j)  
print(**"2st matrix:"**)  
i, j = map(int, input(**"enter row and column="**).split(**" "**))  
b = matrix(i, j)  
  
**def** product(m, n):  
 r = []  
 **if** len(m[0]) == len(n):  
 **for** i **in** range(len(m)):  
 t = []  
 **for** j **in** range(len(n[i])):  
 sum = 0  
 **for** k **in** range(len(m[i])):  
 sum += m[i][k] \* n[k][j]  
 t.append(sum)  
 r.append(t.copy())  
 t.clear()  
 **return** r  
 **else**:  
 print(**"Can't Multiply !!!!"**)  
 print(**'Column of 1st Matrix and Row od 2nd Martix should be same'**)c = product(a, b)  
print(c)

**Output:**

1st matrix:

enter row and column=2 3

Enter elements row wise: 5 6 4 0 2 1

2st matrix:

enter row and column=3 2

Enter elements row wise: 1 2 3 4 5 6

[[43, 58], [11, 14]]

**19) A python program to find the number of words in a string.**

ash=input(**'Enter the String : '**)  
  
print (**"The original string is : "** +ash)  
total = str(len(ash.split(**' '**)))  
print (**"The number of words in string are : "** +total)

**Output:**

![](data:image/png;base64,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)

**20) A python program to insert a sub string in a string in a particular position.**

mainstr=input(**'Enter main string : '**)  
sub=input(**'Enter sub string : '**)  
N=int(input(**'Enter the position where you want to insert : '**))  
print(**"The original string : "** +mainstr)  
print(**"The add string : "** +sub)  
  
finalstr = list(mainstr)  
finalstr.insert(N,sub)  
finalstr = **''**.join(finalstr)  
print(**"The final string : "** + str(finalstr))

**Output:**

![](data:image/png;base64,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)