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# Введение

Лабораторная работа направлена на практическое освоение динамической структуры данных Стек. С этой целью в лабораторной работе изучаются различные варианты структуры хранения стеков и разрабатываются методы и программы решения ряда задач с использованием стеков. В качестве области приложений выбрана тема вычисления арифметических выражений, возникающей при трансляции программ программирования высокого уровня в исполняемые программы.

При вычислении произвольных арифметических выражений возникают две основные задачи: проверка корректности введённого выражения и выполнение операций в порядке, определяемом их приоритетами и расстановкой скобок. Существует алгоритм, позволяющий реализовать вычисление произвольного арифметического выражения за один просмотр без хранения промежуточных результатов. Для реализации данного алгоритма выражение должно быть представлено в постфиксной форме. Рассматриваемые в данной лабораторной работе алгоритмы являются начальным введением в область машинных вычислений.

# Постановка задачи

Задача: реализовать программу, обеспечивающую поддержку стеков, производящую обработку арифметических выражений, включая проверку правильности записи выражения, перевод в постфиксную форму и вычисление результата.

Входные данные: арифметическое выражение инфиксной формы записи (без констант).

Выходные данные: арифметическое выражение в постфиксной форме записи и значение данного выражения. В случае некорректного ввода – вывод ошибки.

# Руководство пользователя

1. Запустить файл **02\_Stack.exe**. Ввести выражение инфиксной формы записи (см. Рис. 1).
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1. Запуск программы
2. После вывода постфиксной формы записи вашего выражения ввести значения соответствующих переменных (см. Рис. 2).
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1. Ввод значений переменных
2. После вывода результата введенного выражения нажать любую клавишу для прекращения работы программы (см. Рис. 3).
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1. Значение выражения

### Действия, приводящие к ошибке

1. Отсутствие операций во введенном выражении.
2. Выражение начинается с операции.
3. Выражение заканчивается на операцию.
4. Незакрытая скобка ‘(’.
5. Открывающаяся скобка ‘(’ в выражении идет позже, чем соответствующая ей закрывающаяся скобка ‘)’.

Пример обработки ошибок (см Рис. 4).

![](data:image/png;base64,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)

1. Пример ошибки

# Руководство программиста

## Описание структуры программы

* 02\_Stack.h – модуль с классом, содержащим описание и реализацию функций стека;
* PostfixForm.h, PostfixForm.cpp – модуль с классом, реализующим обработку арифметических выражений;
* main.cpp – модуль программы тестирования.

## Описание структур данных

### Класс TStack

template <typename ValType>

class TStack

{

private:

ValType\* elems;

size\_t size;

size\_t top;

public:

TStack(size\_t);

TStack(const TStack&);

~TStack();

void Push(ValType);

void Pop();

ValType Top() { return elems[top - 1]; }

size\_t GetTop() { return top; }

bool IsEmpty() const;

bool IsFull() const;

TStack& operator=(const TStack&);

};

Тип “ValType” описывает тип значения элементов стека.

#### Поля класса:

* **elems** – элементы стека.
* **size** – размер стека.
* **top** – индекс верхнего элемента стека.

#### Описание методов класса:

TStack(size\_t);

**Назначение:** выделение памяти в куче под массив элементов стека.

**Входные параметры:** размер стека.

**Выходные данные:** отсутствуют.

TStack(const TStack&);

**Назначение:** копирование полей элемента класса из элемента того же класса.

**Входные параметры:** константная ссылка на объект типа TStack.

**Выходные данные:** отсутствуют.

~TStack();

**Назначение:** освобождение выделенной памяти.

**Входные параметры:** отсутствуют.

**Выходные данные:** отсутствуют.

void Push(ValType);

**Назначение:** добавление элемента на вершину стека.

**Входные параметры:** элемент типа ValType.

**Выходные данные:** отсутствуют.

void Pop();

**Назначение:** изъятие верхнего элемента стека.

**Входные параметры:** отсутствуют.

**Выходные данные:** отсутствуют.

ValType Top();

**Назначение:** возвращение значения верхнего элемента стека, не изменяя стек.

**Входные параметры:** отсутствуют.

**Выходные данные:** значение верхнего элемента стека.

size\_t GetTop();

**Назначение:** возвращение индекса верхнего элемента стека.

**Входные параметры:** отсутствуют.

**Выходные данные:** индекс вершины стека.

bool IsEmpty() const;

**Назначение:** проверка стека на пустоту.

**Входные параметры:** отсутствуют.

**Выходные данные:** значение типа boolean.

bool IsFull() const;

**Назначение:** проверка стека на полноту.

**Входные параметры:** отсутствуют.

**Выходные данные:** значение типа boolean.

TStack& operator=(const TStack&);

**Назначение:** присваивание одного стека другому.

**Входные параметры:** константная ссылка на объект класса TStack.

**Выходные данные:** ссылка на объект класса TStack.

### Структура Variable

struct Variable

{

char Name;

double Value;

};

**Поля класса:**

* **Name** – имя переменной из выражения.
* **Value** – значение переменной из выражения.

### Структура Variables

struct Variables

{

Variable\* varmas;

int size;

Variables(int);

};

**Поля класса:**

* **varmas** – массив переменных из выражения.
* **size** – размер массива.

#### Описание методов класса:

Variables(int);

**Назначение:** выделение памяти в куче под массив переменных.

**Входные параметры:** размер массива.

**Выходные данные:** отсутствуют.

### Класс Postfix

class Postfix

{

private:

static int Priority(const char);

static int TypeCheck(const char);

static int OperationsCount(string);

public:

static Variables FillVariables(string);

static string CreatePostfixForm(string);

static double Calculate(string, Variables);

};

#### Описание методов класса:

static int Priority(const char);

**Назначение:** определение приоритета символа.

**Входные параметры:** символ.

**Выходные данные:** приоритет введенного символа(число).

static int TypeCheck(const char);

**Назначение:** определение типа символа(буква, операция).

**Входные параметры:** символ.

**Выходные данные:** тип введенного символа(число).

static int OperationsCount(string);

**Назначение:** подсчет количества операций в строке.

**Входные параметры:** строка, содержащая выражение.

**Выходные данные:** количество операции в строке.

static Variables FillVariables(string);

**Назначение:** заполнение значений переменных из строки.

**Входные параметры:** строка.

**Выходные данные:** заполненный объект типа Variables.

static string CreatePostfixForm(string);

**Назначение:** создание постфиксной формы выражения.

**Входные параметры:** строка, содержащая выражение.

**Выходные данные:** строка, содержащая постфиксную форму выражения.

static double Calculate(string, Variables);

**Назначение:** вычисление значение выражения.

**Входные параметры:** постфиксная форма выражения, массив значений переменных.

**Выходные данные:** значение выражения.

## Описание алгоритмов

### Работа Стека

Стек (англ. stack), магазин – схема запоминания информации, при которой каждый вновь поступающий ее элемент как бы «проталкивает» вглубь отведенного участка памяти находящиеся там элементы (подобно патрону, помещаемому в магазин винтовки) и занимает крайнее положение (так называемую вершину стека). При выдаче информации из стека выдается элемент, расположенный в вершине стека, а оставшиеся элементы продвигаются к вершине; следовательно, элемент, поступивший последним, выдается первым.

В качестве *структуры хранения* стека предлагается использовать одномерный  
(одноиндексный) массив, размещаемый в динамической области памяти. Для описания  
структуры хранения следует использовать следующие переменные:

* ***elems*** – указатель на память, выделенную для хранения стека,
* ***size***– размер выделенной памяти,
* ***top*** – индекс элемента массива, в котором хранится последнее добавленное значение стека.

Для работы со стеком предлагается реализовать следующие операции:

* Метод **Push –** добавить элемент;

При добавлении элемента в стек необходимо переместить указатель вершина стека, увеличить на 1, записать элемент в соответствующую позицию динамического массива.

* Метод **Pop** – удаление элемента;

При удалении элемента из стека необходимо переместить указатель вершины стека, уменьшить на 1.

* Метод **Top** – просматривает верхний элемент стека;

Возвращает значение из динамического массива по индексу вершины стека.

* Метод **IsEmpty** – проверить стек на пустоту;

Стек пуст, если в нем нет ни одного элемента, т.е. когда **size** = **top**.

* Метод **IsFull** – проверить стек на полноту;

Стек полон при исчерпании всей отведенной под хранение элементов памяти, т.е.когда значение *size* совпадает со значением *top*.

### Перевод в постфиксную форму

Данный алгоритм основан на использовании стека.

На вход алгоритму поступает инфиксное арифметическое выражение (строка символов), на выходе постфиксное арифметическое выражение (строка символов).

Каждой операции и скобками приписывается приоритет.

|  |  |  |  |
| --- | --- | --- | --- |
| Знак операции | ( | + - | \* / |
| Приоритет | 1 | 2 | 3 |

Предполагается, что входная строка содержит правильное выражение.

Входная строка просматривается посимвольно слева направо до достижения конца строки, содержимое строки попадает либо в Стек №1 (для операций), либо в Стек №2 (для операндов и промежуточных постфиксных форм). Операндами будем считать односимвольные переменные.

* Если пришел операнд, то кладем его в Стек №2;
* Если пришла левая открывающаяся скобка, то кладем ее в Стек №1.
* Если пришла правая открывающая скобка, то изымаем операции из Стека №1 и перекладываем их в Стек №2, пока не встретим левую открывающую скобку. После удаляем ее.
* Если пришла операция, то смотрим приоритет операции, которая хранится на верхушке Стека №1. Если ее приоритет больше либо равен, чем приоритет операции, пришедшей нам, тогда перекладываем все операции, приоритет которых больше либо равен приоритету текущей операции, из Стека №1 в Стек №2. Иначе записываем пришедшую операцию в Стек №1.
* Если дошли до конца выражения, то необходимо переложить все операции из Стека №1 в Стек №2.

Пример: A+B\*(C-A)/(B+E)+D

1. Операнд кладем его в Стек №2.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |
| ↑ |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | | | | | | | | | | | | | | |
| Стек №2 | **A** |  |  |  |  |  |  |  |  |  |  |  |  |  |

1. Операция, кладем в Стек №1.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** |  |  |  |  |  |  |  |  |  |  |  |  |  |

1. Операнд кладем его в Стек №2.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** |  |  |  |  |  |  |  |  |  |  |  |  |

1. Операция кладем в Стек №1 (перед этим проверив приоритет).

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **\*** |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** |  |  |  |  |  |  |  |  |  |  |  |  |

1. Левая открывающая скобка, кладем ее в Стек №1.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **\*** | **(** |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** |  |  |  |  |  |  |  |  |  |  |  |  |

1. Операнд кладем его в Стек №2.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **\*** | **(** |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **С** |  |  |  |  |  |  |  |  |  |  |  |

1. Операция кладем в Стек №1, проверяя приоритет.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **\*** | **(** | **-** |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **С** |  |  |  |  |  |  |  |  |  |  |  |

1. Операнд кладем его в Стек №2.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **\*** | **(** | **-** |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **С** | **A** |  |  |  |  |  |  |  |  |  |  |

1. Закрывающаяся скобка, перекладываем операции в Стек №2, пока не встретим открывающую скобку, затем изымаем ее из Стека №1.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **\*** |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **С** | **A** | **-** |  |  |  |  |  |  |  |  |  |

1. Операция, проверяем приоритет операции, кладем в Стек №1

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **/** |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** |  |  |  |  |  |  |  |  |

1. Левая открывающая скобка, кладем ее в Стек №1.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **/** | **(** |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** |  |  |  |  |  |  |  |  |

1. Операнд кладем его в Стек №2.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **/** | **(** |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** | **B** |  |  |  |  |  |  |  |

1. Операция, кладем в Стек №1, проверяя приоритет.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **/** | **(** | **+** |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** | **B** |  |  |  |  |  |  |  |

1. Операнд кладем его в Стек №2.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **/** | **(** | **+** |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** |  |  |  |  |  |  |

1. Закрывающаяся скобка, перекладываем операции в Стек №2, пока не встретим открывающую скобку, затем изымаем ее из Стека №1.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** | **/** |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** |  |  |  |  |  |

1. Операция, приоритет операции меньше, поэтому перекладываем операции из Стека №1 в Стек №2, затем кладем операцию в Стек №1.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** |  |  |  |

1. Операнд, кладем его в Стек №2.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 | **+** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** |  |  |

1. Закончили просмотр, извлекаем все операции из Стека №1 и кладем их в Стек №2.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **+** | **B** | **\*** | **(** | **C** | **-** | **A** | **)** | **/** | **(** | **B** | **+** | **E** | **)** | **+** | **D** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек № 1 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Стек №2 | **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |  |

### Вычисление Арифметического выражения

Выражение просматривается посимвольно слева направо. При обнаружении операнда производится перевод в числовую форму и помещение в стек. При обнаружении операции происходит извлечение из стека двух значений(1 и 2 в порядке извлечения). Выполнение операции происходит в порядке «2 операция 1». Результат операции помещается в стек. В конце на вершине стека будет лежать результат всего выражения.

Пример: ABCA-\*BE+/+D+ (без значений)

1. Операнд, кладем значение в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** |  |  |  |  |  |  |  |  |  |  |  |  |  |

1. Операнд, кладем значение в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **B** |  |  |  |  |  |  |  |  |  |  |  |  |

1. Операнд, кладем значение в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **B** | **C** |  |  |  |  |  |  |  |  |  |  |  |

1. Операнд, кладем значение в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **B** | **C** | **A** |  |  |  |  |  |  |  |  |  |  |

1. Операция, изымаем 2 операнда из стека и кладем в стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **B** | **C-A** |  |  |  |  |  |  |  |  |  |  |  |

1. Операция, изымаем 2 операнда из стека и кладем в стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **B\*(C-A)** |  |  |  |  |  |  |  |  |  |  |

1. Операнд, кладем значение в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **B\*(C-A)** | **B** |  |  |  |  |  |  |  |  |  |

1. Операнд, кладем значение в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **B\*(C-A)** | **B** | **E** |  |  |  |  |  |  |  |  |  |

1. Операция, изымаем 2 операнда из Стека и записываем в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **B\*(C-A)** | **B+E** |  |  |  |  |  |  |  |

1. Операция, изымаем 2 операнда из Стека и записываем в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A** | **(B\*(C-A))/(B+E)** |  |  |  |  |  |  |  |  |

1. Операция, изымаем 2 операнда из Стека и записываем в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A+B\*(C-A)/(B+E)** |  |  |  |  |  |  |  |  |

1. Операнд кладем в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A+B\*(C-A)/(B+E)** | **D** |  |  |  |  |  |  |  |

1. Операция, изымаем 2 операнда из Стека и записываем в Стек.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **A** | **B** | **C** | **A** | **-** | **\*** | **B** | **E** | **+** | **/** | **+** | **D** | **+** |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Стек | **A+B\*(C-A)/(B+E)+D** |  |  |  |  |  |  |  |

# Заключение

В лабораторной работе была изучена структура данных «Стек» посредством написания алгоритма, переводящего выражение из инфиксной формы записи в постфиксную и подсчитывающего значение этого выражения по его постфиксной форме.
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# Приложения

## Приложение 1. Исходный код основной функции(main)

#include "PostfixForm.h"

int main()

{

string line, line1;

double res;

cout << "Enter the expression" << endl;

getline(cin, line);

try

{

line1 = Postfix::CreatePostfixForm(line);

cout << "Postfix form:" << endl;

cout << line1 << endl;

res = Postfix::Calculate(line1, Postfix::FillVariables(line1));

cout << "The value of this expression is " << res << endl;

}

catch (const char\* k)

{

cout << k << endl;

}

system("pause");

}

## Приложение 2. Класс TStack

#pragma once

#include <iostream>

#include <string>

using namespace std;

template <typename ValType>

class TStack

{

private:

ValType\* elems;

size\_t size;

size\_t top;

public:

TStack(size\_t);

TStack(const TStack&);

~TStack();

void Push(ValType);

void Pop();

ValType Top() { return elems[top - 1]; }

size\_t GetTop() { return top; }

bool IsEmpty() const;

bool IsFull() const;

TStack& operator=(const TStack&);

};

////////////////////////////////////////////////////////////////////////////////////

template<typename ValType>

TStack<ValType>::TStack(size\_t \_size)

{

size = \_size;

top = 0;

elems = new ValType[size];

}

template<typename ValType>

TStack<ValType>::TStack(const TStack& tmp)

{

if (tmp.top >= tmp.size) throw "Stack overflow";

size = tmp.size;

top = tmp.top;

elems = new ValType[size];

for (size\_t i = 0; i < top; i++)

elems[i] = tmp.elems[i];

}

template<typename ValType>

TStack<ValType>::~TStack()

{

delete[] elems;

}

template<typename ValType>

void TStack<ValType>::Push(ValType tmp)

{

if (IsFull()) throw "Stack is full";

elems[top++] = tmp;

}

template<typename ValType>

void TStack<ValType>::Pop()

{

if (IsEmpty()) throw "Stack is empty";

top--;

}

template<typename ValType>

bool TStack<ValType>::IsEmpty() const

{

return (top == 0);

}

template<typename ValType>

bool TStack<ValType>::IsFull() const

{

return (top == size);

}

template<typename ValType>

TStack<ValType>& TStack<ValType>::operator=(const TStack& tmp)

{

if (size != tmp.size)

{

size = tmp.size;

delete[] elems;

elems = new ValType[size];

}

for (size\_t i = 0; i < size; i++)

elems[i] = tmp.elems[i];

return \*this;

}

## Приложение 3. Класс PostfixForm

#### PostfixForm.h

### #pragma once

### #include "02\_Stack.h"

### using namespace std;

### struct Variable

### {

### char Name;

### double Value;

### };

### struct Variables

### {

### Variable\* varmas;

### int size;

### Variables(int);

### };

### class Postfix

### {

### private:

### static int Priority(const char);

### static int TypeCheck(const char);

### static int OperationsCount(string);

### public:

### static Variables FillVariables(string);

### static string CreatePostfixForm(string);

### static double Calculate(string, Variables);

### };

### PostfixForm.cpp

#include "PostfixForm.h"

Variables::Variables(int \_size)

{

size = \_size;

varmas = new Variable[size];

}

int Postfix::Priority(const char s)

{

if ((s == '\*') || (s == '/')) return 3;

if ((s == '+') || (s == '-')) return 2;

if (s == '(') return 1;

return 0;

}

int Postfix::TypeCheck(const char s)

{

if ( ( (s >= 'a') && (s <= 'z') ) || ( (s >= 'A') && (s <= 'Z') ) ) return 1;

if (Priority(s) > 0) return 2;

if (s == ')') return 3;

return 0;

}

int Postfix::OperationsCount(string line)

{

int res = 0;

for (size\_t i = 0; i < line.length(); i++)

if (TypeCheck(line[i]) == 2) res++;

return res;

}

string Postfix::CreatePostfixForm(string line)

{

size\_t CountLeft = 0, CountRight = 0;

if (OperationsCount(line) == 0) throw "There is no operations";

TStack<char> Stack1(OperationsCount(line)), Stack2(line.length());

size\_t i = 0;

size\_t count = 0;

if ((TypeCheck(line[0]) == 2) && (line[0] != '(')) throw "Expression can't start with this symbol";

if (TypeCheck(line[line.length() - 1]) == 2) throw "Expression can't end with this symbol";

while (line[i] != '\0')

{

if (line[i] == ' ')

{

i++;

continue;

}

if (TypeCheck(line[i]) == 1)

{

Stack2.Push(line[i]);

}

else if (TypeCheck(line[i]) == 2)

{

if ((line[i] != '(') && (!Stack1.IsEmpty()))

{

while (Priority(Stack1.Top()) >= Priority(line[i]))

{

Stack2.Push(Stack1.Top());

Stack1.Pop();

}

Stack1.Push(line[i]);

}

else Stack1.Push(line[i]);

if (line[i] == '(') CountLeft++;

}

else if (TypeCheck(line[i]) == 3)

{

CountRight++;

if (CountRight > CountLeft) throw "Wrong order of '(' and ')' or ')' without '(' ";

while (Stack1.Top() != '(')

{

Stack2.Push(Stack1.Top());

Stack1.Pop();

}

Stack1.Pop();

}

else throw "Unacceptable symbol";

i++;

}

if (CountRight < CountLeft) throw "There is a non-closed '(' ";

while (!(Stack1.IsEmpty()))

{

Stack2.Push(Stack1.Top());

Stack1.Pop();

}

string res;

res.resize(Stack2.GetTop(), 0);

for (string::reverse\_iterator j = res.rbegin(); !Stack2.IsEmpty(); j++)

{

\*j = Stack2.Top();

Stack2.Pop();

}

return res;

}

Variables Postfix::FillVariables(string line)

{

Variables mas(line.length() - OperationsCount(line));

size\_t i = 0, j = 0;

while (line[i] != '\0')

{

if (TypeCheck(line[i]) == 1)

{

if (line.find\_first\_of(line[i]) == i)

mas.varmas[j++].Name = line[i];

}

i++;

}

for (size\_t l = 0; l < j; l++)

{

cout << "Enter the value of " << mas.varmas[l].Name << endl;

cin >> mas.varmas[l].Value;

}

return mas;

}

double Postfix::Calculate(string line, Variables mas)

{

size\_t Variables = line.length() - OperationsCount(line);

TStack<double> Stack(Variables);

size\_t i = 0, j = 0;

double a = 0, b = 0;

while (line[i] != '\0')

{

if (TypeCheck(line[i]) == 1)

{

for (size\_t m = 0; m < mas.size; m++)

if (mas.varmas[m].Name == line[i]) Stack.Push(mas.varmas[m].Value);

}

else if (TypeCheck(line[i]) == 2)

{

b = Stack.Top();

Stack.Pop();

a = Stack.Top();

Stack.Pop();

if (line[i] == '+') Stack.Push(a + b);

else if (line[i] == '-') Stack.Push(a - b);

else if (line[i] == '\*') Stack.Push(a \* b);

else if (line[i] == '/') Stack.Push(a / b);

}

i++;

}

return Stack.Top();

}