1. **Принципы объектно-ориентированного программирования SOLID и STUPID.**

SOLID —

• S (Single Responsibility Principle) — Принцип единственной ответственности: класс должен отвечать за одну задачу.

• O (Open/Closed Principle) — Принцип открытости/закрытости: программные сущности должны быть открыты для расширения, но закрыты для модификации.

• L (Liskov Substitution Principle) — Принцип подстановки Лисков: объекты программы должны быть заменяемы на объекты их подтипов

• I (Interface Segregation Principle) — Принцип разделения интерфейса: Вместо общего интерфейса лучше делить его на более конкретные. Стараться чтобы клиент использовал все методы интерфейса.

• D (Dependency Inversion Principle) — Принцип инверсии зависимостей: объекты должны зависеть от абстракции, а не от других модулей. Абсракции не должны зависеть от реализаций. Например есть программа с модулями X Y Z. Каждый модуль должен зависеть от абстракции. А не X-Y Z или как то так.

STUPID:

• S (Simple) – поддерживаем простоту кода.

• T (Testable)

• U (Ubiquitous) — повсеместный. Каждый объект в коде должен минимизировать неоднозначность у читающего, чётко именовать объекты в коде.

• P (Proper) — нужно писать чистый код с хороши форматировагнием. Это позволит быстро его менять впоследствии.

• I (Incremental) — инкрементный. Постепенно совершенствовать код и собирать кодовую базу.

• D (Decoupled) — несвязный. Стараться убрать внешние зависимости от системы.

1. **Класс Object. Реализация его методов по умолчанию. Для чего нужны эти методы.**

Класс Object является корневым классом в Java и предоставляет базовые методы, доступные для всех объектов. Основные методы:

• equals(Object obj) — сравнивает два объекта на равенство.

• hashCode() — возвращает хэш-код объекта. По умолчанию номер ячейки паяти где хранится объект.

• toString() — возвращает строковое представление объекта.

• getClass() — возвращает класс объекта.

• clone() — создает и возвращает копию объекта.

• finalize() — вызывается перед сборкой мусора.

Если **x.equals(y) == true**, то обязательно **hashcode(x) == hashcode(y)**

2) Если **hashcode(x) == hashcode(y)**, то не обязательно **x.equals(y) == true**

1. **Простое и множественное наследование. Особенности реализации наследования в Java.**

В Java поддерживается простое наследование, что означает, что класс может наследовать только один класс. Это предотвращает проблемы, связанные с "ромбовидным" наследованием. Однако Java поддерживает множественное наследование интерфейсов, что позволяет классу реализовывать несколько интерфейсов.

1. **Понятие абстрактного класса. Модификатор abstract.**

Абстрактный класс — это класс, который не может быть инстанцирован и может содержать абстрактные методы (но реализацию сделать можно все равно). Модификатор abstract используется для определения таких классов и методов. Абстрактные классы служат основой для других классов и могут содержать как абстрактные, так и обычные методы.

1. **Понятие интерфейса. Реализация интерфейсов в Java. Отличие интерфейсов от абстрактных классов.**

Интерфейс в Java — это контракт, который определяет набор методов, которые класс должен реализовать. Интерфейсы могут содержать методы с реализацией (default и static).

Отличия:

• Класс может наследоваться только от одного класса, но реализовать множество интерфейсов.

• Интерфейсы не могут иметь состояния (поля), кроме static final полей.

• Абстрактный класс может содержать как абстрактные, так и конкретные методы, тогда как интерфейс в основном определяет только абстрактные методы (до Java 8).

1. **Модификаторы default, static и private для методов интерфейса.**

default: позволяет добавить реализацию метода в интерфейс. Классы, реализующие интерфейс, могут использовать этот метод без необходимости его переопределять.

• static: позволяет определить статические методы в интерфейсе, которые могут быть вызваны без создания экземпляра класса.

• private: можно определять private методы внутри интерфейсов для использования в других методах интерфейса.

1. **Перечисляемый тип данных (enum) в Java. Особенности реализации и использования.**

Перечисляемый тип (enum) в Java используется для определения фиксированного набора констант. Он позволяет создавать типы с ограниченным набором значений, что улучшает читаемость и безопасность кода. Перечисления могут иметь поля, методы и конструкторы. Наследоваться нельзя

**values()**: возвращает массив из всех хранящихся в Enum значений:

**ordinal()**: возвращает индекс константы.

**valueOf()**: возвращает объект Enum, соответствующий переданному имени:

1. **Тип запись (record) в Java. Особенности использования.**

Записи (record) были введены в Java 14 как способ создания простых классов с неизменяемыми свойствами. Они автоматически предоставляют реализацию методов equals(), hashCode(), и toString().

Пример:

public record Point(int x, int y) {}

* Записи не могут расширять любой класс, хотя они могут реализовывать интерфейсы.
* Записи не могут быть абстрактными.
* Записи неявно являются final; они не могут быть унаследованы
* Вы можете объявить дополнительные поля в теле записи, но только если они статичны

1. **Методы и поля с модификаторами static и final.**

static: статические поля и методы принадлежат классу, а не экземпляру класса. Они могут быть вызваны без создания объекта класса.

• final: финальные поля не могут быть изменены после их инициализации, а финальные методы не могут быть переопределены в подклассах.

1. **Перегрузка и переопределение методов.**
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1. **Обработка исключительных ситуаций, три типа исключений.**

Java поддерживает обработку исключений через конструкции try-catch-finally. Три типа исключений:

1. Checked Exceptions: Исключения, которые должны быть обработаны или объявлены в сигнатуре метода (например, IOException).

2. Unchecked Exceptions: Исключения во время выполнения, которые не требуют обязательной обработки (например, NullPointerException).

3. Errors: Серьезные проблемы, которые обычно невозможно обработать (например, OutOfMemoryError).

1. **Стандартный массив и динамический массив (ArrayList). Основные различия. Как реализован ArrayList. Сложности временные и по памяти у массива и ArrayList**

Стандартный массив имеет фиксированный размер, который устанавливается при создании массива. Динамический массив (ArrayList) может изменять свой размер автоматически при добавлении или удалении элементов

Основные различия:

• Массивы имеют фиксированный размер; ArrayList может изменяться.

• Массивы могут хранить примитивные типы; ArrayList хранит только объекты.

Временные сложности:

• Добавление элемента в массив: O(n) (при необходимости копирования).

• Добавление элемента в ArrayList: O(1) амортизированное время (в случае увеличения размера O(n)).

1. **Вложенные, локальные и анонимные классы.**

Вложенные классы: классы, определенные внутри другого класса. Они имеют доступ к членам внешнего класса.

• Локальные классы: классы, определенные внутри метода. Они могут использовать переменные метода только если они являются финальными или эффективными финальными.

• Анонимные классы: классы без имени, создаваемые на месте при создании экземпляра класса или интерфейса.

1. **- Лямбда в Java; Во что в байткоде превращаются лябмды? Как написать?**

Лямбда-выражения позволяют записывать анонимные функции более компактно и читаемо. Они представляют собой реализацию функционального интерфейса.

Пример лямбда-выражения:

Runnable r = () -> System.out.println("Hello");

В байткоде лямбда-преобразования обычно преобразуются в вызовы методов статического класса (методы фабрики), реализующего функциональный интерфейс.

1. **паттерн билдер, синглтон**

не обязательно

1. **- Effective final переменные**

Переменная считается "эффективно финальной", если она не изменяется после своей инициализации, даже если она не объявлена с модификатором final. Это позволяет использовать такие переменные внутри лямбда-выражений и анонимных классов без необходимости явного указания final.

**Для чего нужны блоки инициализации?**

блоки инициализации используются для инициализации переменных внутри класса. Статические блоки инициализация используются для выполнения кода, который должен выполняться один раз при инициализации класса загрузчиком классов, в момент, предшествующий созданию объектов этого класса при помощи конструктора.

**где нарушается SOLID в Object**
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**методы Object**

[protected Object clone()](https://www.examclouds.com/ru/java/java-core-russian/cloning) - создает новый объект, не отличающийся от клонируемого.

[public boolean equals(Object obj)](https://www.examclouds.com/ru/java/java-core-russian/method-equals) - определяет, равен ли один объект другому.

[protected void finalize()](https://www.examclouds.com/ru/java/java-core-russian/metod-finalize) - вызывается перед удалением неиспользуемого объекта.

[public final Class<?> getClass()](https://www.examclouds.com/ru/java/java-core-russian/class) - получает класс объекта во время выполнения.

public int hashCode() - возвращает хэш-код, связанный с вызывающим объектом.

[public final void notify()](https://www.examclouds.com/ru/java/java-core-russian/threads-communication)- возобновляет исполнение потока, ожидающего вызывающего объекта.

public final void notifyAll() - возобновляет исполнение всех потоков, ожидающих вызывающего объекта.

[public String toString()](https://www.examclouds.com/ru/java/java-core-russian/method-tostring) - возвращает символьную строку, описывающую объект.

public final void wait() - ожидает другого потока исполнения.

public final void wait(long timeout) - ожидает другого потока исполнения.

public final void wait(long timeout, int nanos) - ожидает другого потока исполнения

**контракт между equals & hashCode, коллизии хэшей**

Для реализации хэш-функции в спецификации языка определены следующие правила:

вызов метода hashCode один и более раз над одним и тем же объектом должен возвращать одно и то же хэш-значение, при условии что поля объекта, участвующие в вычислении значения, не изменялись.

вызов метода hashCode над двумя объектами должен всегда возвращать одно и то же число, если эти объекты равны (вызов метода equals для этих объектов возвращает true).

вызов метода hashCode над двумя неравными между собой объектами должен возвращать разные хэш-значения. Хотя это требование и не является обязательным, следует учитывать, что его выполнение положительно повлияет на производительность работы хэш-таблиц.

Коллизия возникает, когда два объекта, которые не равны с точки зрения equals(), имеют одинаковый хэш-код. Такое может быть, когда вы создаете объекты и не переопределяете их equals и hashcode корректно. Именно поэтому важно не полагаться на хэш-код как на уникальный идентификатор, а всегда совмещать его с equals().

**стандартные реализации hashCode, toString, equals**

По умолчанию, метод hashCode() для объекта возвращает номер ячейки памяти, где объект сохраняется. Метод equals() , как и следует из его названия, используется для простой проверки равенства двух объектов. Реализация этого метода по умолчанию просто проверяет по ссылкам два объекта на предмет их эквивалентности.

return getClass().getName() + "@" + Integer.toHexString(hashCode());

**checked / unchecked, примеры из каждого**

checked исключения проверяются на этапе компиляции, а наличие и обработка unchecked исключения происходит на этапе выполнения.

Примеры checked exception:

IOException

ClassNotFoundExceptio

SQLException

Примеры unchecked exception:

NullPointerException

ArrayIndexOutOfBoundsException

IllegalArgumentException

**try-catch (можно ли обернуть unchecked исключение),**

Разработчики языка Java решили так: исключения, которые наследуются от RuntimeException, — непроверяемые, а все остальные — проверяемые. Раз ArithmeticException — непроверяемое исключение, то его можно обрабатывать, а можно и не обрабатывать.

**try-with-resources (для чего нам надо, что мы можем пихнуть в эти resources)**

Это еще одна разновидность оператора try. После ключевого слова try нужно добавить круглые скобки, а внутри них — создать объекты с внешними ресурсами. Для объекта, указанного в круглых скобках, компилятор сам добавит секцию finally и вызов метода close().

Ниже написано два эквивалентных примера:
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**try catch final (что может произойти что мы не дойдем до finally блока)**

блок finally может не выполниться , если JVM выйдет из работы во время выполнения кода try или catch .

**что такое record? отличие от class, во что компилируется**.

Это неизменяемый (в обычном низкоуровневом понимании Java) носитель фиксированного набора значений, известных как компоненты записи (records components). Каждый компонент порождает неизменяемое (final) поле, которое содержит предоставленное значение и метод доступа для извлечения значения.

**- как работает ArrayList под копотом, что такое load factor, асимптотика по методам**

лень

**-почему finalize deprecated, аннотация Deprecated**

Че бля