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Введение

Цель лабораторной работы — на практике изучить алгоритмы сортировок.

Задачи – изучить алгоритмы сортировок, реализовать их, посчитать асимптотику и используемую оперативную память алгоритмов, протестировать и наглядно изобразить результаты.

**Теоретическая подготовка:**

Для реализации этой лабораторной работы потребовалось:

* Базовые знания языка C++
* Умение оптимизировать работу алгоритма и расход памяти

**Реализация:**

* Реализация Pancake sort
* Реализация Odd-even sort
* Реализация Timsort
* Реализация тестирующей системы

Экспериментальная часть

**Testing**

Для тестирования и построения графиков работы всех алгоритмов сортировки была разработана программа (приложение 1). В ней представлены функции для генерации лучшего, среднего и худшего случая для всех сортировок, запуска тестов необходимое количество раз и необходимого объёма, а также с определённым шагом.

#include <iostream>

#include <vector>

#include <string>

#include <random>

#include <fstream>

#include <chrono>

#include <algorithm>

#include <windows.h>

#include "lab\_5\_sort\_1.cpp"

#include "lab\_5\_sort\_2.cpp"

#include "lab\_5\_sort\_3.cpp"

using namespace std;

string buffer;

void generate\_middle\_test(int& massive\_size, int& number){

random\_device rd;

mt19937 gen(rd());

uniform\_int\_distribution<int> dist(numeric\_limits<int>::min(), numeric\_limits<int>::max());

ofstream test;

string file\_way = buffer + "/tests/test\_" + to\_string(number) + ".txt";

test.open(file\_way);

test << massive\_size << endl;

for (int i = 0; i < massive\_size; i++) {

test << dist(gen) << endl;

}

test.close();

}

void generate\_best\_test(int& massive\_size, int& number){

random\_device rd;

mt19937 gen(rd());

uniform\_int\_distribution<int> dist(numeric\_limits<int>::min(), numeric\_limits<int>::max());

ofstream test;

string file\_way = buffer + "/tests/test\_" + to\_string(number) + ".txt";

test.open(file\_way);

test << massive\_size << endl;

vector<int> vec(massive\_size);

for (int i = 0; i < massive\_size; i++) {

vec[i] = dist(gen);

}

sort(vec.begin(), vec.end());

for (int i = 0; i < massive\_size; i++) {

test << vec[i] << endl;

}

test.close();

}

void generate\_worst\_test(int& massive\_size, int& number){

random\_device rd;

mt19937 gen(rd());

uniform\_int\_distribution<int> dist(numeric\_limits<int>::min(), numeric\_limits<int>::max());

ofstream test;

string file\_way = buffer + "/tests/test\_" + to\_string(number) + ".txt";

test.open(file\_way);

test << massive\_size << endl;

vector<int> vec(massive\_size);

for (int i = 0; i < massive\_size; i++) {

vec[i] = dist(gen);

}

sort(vec.rbegin(), vec.rend());

for (int i = 0; i < massive\_size; i++) {

test << vec[i] << endl;

}

test.close();

}

void run\_test(int& number) {

string file\_way = buffer + "/tests/test\_" + to\_string(number) + ".txt";

ifstream test;

test.open(file\_way);

int vec\_size;

test >> vec\_size;

vector<int> vec(vec\_size);

for (int j = 0; j < vec\_size; j++) {

test >> vec[j];

}

test.close();

auto start = chrono::high\_resolution\_clock::now();

odd\_even\_sort(vec);

auto finish = chrono::high\_resolution\_clock::now();

auto duration = chrono::duration\_cast<chrono::microseconds>(finish - start);

double final\_time = duration.count() / 1e6;

vector<int> check\_vec(vec.size());

check\_vec = vec;

sort(vec.begin(), vec.end());

if (check\_vec != vec) {

cout << "Wrong answer" << endl;

return;

}

cout << final\_time << endl;

}

void testing\_with\_step() {

for (int massive\_size = 1e4, number = 1; massive\_size < 1e6; massive\_size += 1e4, number++) {

generate\_middle\_test(massive\_size, number);

run\_test(number);

}

}

void testing() {

cout << "Quantity of tests: ";

int quantity;

cin >> quantity;

cout << endl << "Massive size: ";

int massive\_size;

cin >> massive\_size;

cout << endl;

for (int number = 1; number <= quantity; number++) {

generate\_middle\_test(massive\_size, number);

run\_test(number);

}

}

int main() {

char temp\_buffer[MAX\_PATH];

GetCurrentDirectory(MAX\_PATH, temp\_buffer);

buffer = string(temp\_buffer);

testing();

}

(приложение 1: Тестирующая программа)

**Pancake sort**

**Реализация, подсчёт асимптотики:**

#include <iostream>

#include <vector>

#include <algorithm> //для reverse

using namespace std;

int find\_max(const vector<int>& input\_vec, const int& finish) { //O(N)

int ind\_max = 0;

for (int i = 1; i <= finish; i++){

if (input\_vec[i] > input\_vec[ind\_max]){

ind\_max = i;

}

}

return ind\_max;

}

void pancake\_sort(vector<int>& input\_vec) { //O(N) в среднем

for (int i = input\_vec.size() - 1; i > 0; i--){

int ind\_max = find\_max(input\_vec, i);

if (ind\_max != i){

reverse(input\_vec.begin(), input\_vec.begin() + ind\_max + 1);

reverse(input\_vec.begin(), input\_vec.begin() + i + 1);

}

}

}

//Итого: O(N^2) в худшем, среднем и лучшем т.к. на каждом шаге алгоритм ищет максимальный элемент. Но стоит заметить, что алгоритм будет работать быстрее при уже отсортированном массиве, т.к. не потребуется производить перевороты.

(приложение 2: реализация Pancake sort)

**Подсчёт памяти:**

Алгоритм использует лишь незначительные переменные, занимающие очень малое количество памяти. Общая пространственная сложность O(1).

**Odd-even sort**

**Реализация, подсчёт асимптотики:**

#include <iostream>

#include <vector>

#include <utility> //для swap

using namespace std;

void odd\_even\_sort(vector<int>& input\_vec) {

bool sort\_flag = false;

while (!sort\_flag) { //O(N) в среднем

sort\_flag = true;

for (int i = 0; i < input\_vec.size() - 1; i += 2) { //O(N / 2)

if (input\_vec[i] > input\_vec[i + 1]) {

swap(input\_vec[i], input\_vec[i + 1]);

sort\_flag = false;

}

}

for (int i = 1; i < input\_vec.size() - 1; i += 2) { //O(N / 2)

if (input\_vec[i] > input\_vec[i + 1]) {

swap(input\_vec[i], input\_vec[i + 1]);

sort\_flag = false;

}

}

//Итого: O(N^2) в худшем (массив отсортирован в обратном порядке) и среднем (массив случайно распределён), O(N) в лучшем (массив уже отсортирован)

(приложение 3: реализация Odd-even sort)

**Подсчёт памяти:**  
Алгоритм использует лишь незначительные переменные, занимающие очень малое количество памяти. Общая пространственная сложность O(1).

**Timsort**

**Реализация:**

#include <iostream>

#include <vector>

#include <algorithm>

#include <cmath>

using namespace std;

const int RUN = 32;

void insertion\_sort(vector<int>& arr, int left, int right) {

for (int i = left + 1; i <= right; i++) {

int key = arr[i];

int j = i - 1;

while (j >= left && arr[j] > key) {

arr[j + 1] = arr[j];

j--;

}

arr[j + 1] = key;

}

}

void merge(vector<int>& arr, int left, int mid, int right) {

int len1 = mid - left + 1, len2 = right - mid;

vector<int> left\_arr(len1);

vector<int> right\_arr(len2);

for (int i = 0; i < len1; i++) {

left\_arr[i] = arr[left + i];

}

for (int i = 0; i < len2; i++) {

right\_arr[i] = arr[mid + 1 + i];

}

int i = 0, j = 0, k = left;

while (i < len1 && j < len2) {

if (left\_arr[i] <= right\_arr[j]) {

arr[k] = left\_arr[i];

i++;

} else {

arr[k] = right\_arr[j];

j++;

}

k++;

}

while (i < len1) {

arr[k] = left\_arr[i];

i++;

k++;

}

while (j < len2) {

arr[k] = right\_arr[j];

j++;

k++;

}

}

void timsort(vector<int>& arr) {

int n = arr.size();

for (int i = 0; i < n; i += RUN) {

insertion\_sort(arr, i, min((i + RUN - 1), (n - 1)));

}

for (int size = RUN; size < n; size = 2 \* size) {

for (int left = 0; left < n; left += 2 \* size) {

int mid = min((left + size - 1), (n - 1));

int right = min((left + 2 \* size - 1), (n - 1));

if (mid < right) {

merge(arr, left, mid, right);

}

}

}

}

(приложение 4: реализация Timsort)

**Подсчёт асимптотики:**

В лучшем случае, если массив уже отсортирован, алгоритм будет иметь сложность O(N). В среднем и худшем случае каждый рун сортируется за O(RUN^2) а общее время сортировки рун будет O(N), так как длина всех рун в сумме равна. Поскольку руны сливаются попарно, каждая итерация требует O(N). Число итераций (высота дерева слияния) — O(log\_(N/RUN))=O(log\_N).

**Подсчёт пространственной сложности:**

Временные массивы для слияния требуют O(N) памяти, так как каждый элемент массива копируется в буфер. Также алгоритм отслеживает руны и их размер, что требует O(log\_N) памяти для хранения информации о слиянии. Таким образом пространственная сложность O(N + log\_N).

**Графики алгоритмов**

(приложение 5: Линейный график с 1000 до 100000 с шагом 1000)

\*В требованиях к отчёту были указаны ограничения с 1000 до 1000000 с шагом 1000, при этом должна быть реализована как минимум одна сортировка со сложностью O(N^2). Эти ограничения невыполнимы т.к. итоговая сложность >O(332833500000000), что будет выполняться крайне долго. В следствии этого было принято решение опустить нижнею границу до 100000, что вполне достаточно для формирования выводов.
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(приложение 6: box plot 1e4)

![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANoAAAI7CAMAAAC9RHXnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABvUExURdnZ2QAAAP///8PDw1lZWXx8fOrq6qampo2Njc7OzoSEhJ+fn7CwsGpqamFhYZaWlrm5uXJyctra2hFNaLpaKBVggulxMuHh4evr69ysk9bg5WyRohNYd9FlLdtrL9JmLdJnLYels7nL04imtBBMaMzHQTYAAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAACg5JREFUeF7t3Q17mzYUhuEGCZcEcGySfXbrunT//zfuHEnHYIItJTKEQ97n6mLZcbzc5cMJLvKXzXb35UuxzUDTGGgaA01joGkMNI2B9paM9ZXh+kc1A21nzFdbGXO/ezDhpg9pnhXS2Jo+3tuv/mq82obBDZuT9oa00dxHWzetbe/vS7t/pNvq1tqHHa21j3u7r2hQloe2dtum+8obNj/t+GAObds2prL3RWO/GtM+FMXDvjHN/ki09lh39Dlz8+1yARqNalK5Ta+xXtC5zfBA10pLi07pCsnPAf47p6u7yh4fSWcccUe3lO5TG6ARp6lstU0a9WhphWxo4FdIvmkDtHp/6O7LPe09aDdycLuRQDso3I2cLzW386d9Sr/zd5/alVp2/qsINI2BpjHQNAaaxkDL637PP231hWNe4dpcLUFr9u4HyT76lYYL1+ZqAZq1j+U57TD3AnMtQPvaFSNafX51ppbZjXga/yLT8m879bGytqRfbWZtSdrD8UC/fj7yr9kP5nDkQ0FztiCtc8dDavoVu+HDWTtb8afma0GavMzhb5JFOV+L0s539xui+aNYnaEB70s6ywfKZ2wB2s6Y49GYnTsYfmhJWdpH0xz3XbjDTC1AC9uY6Y9i7eS41qwts0J+SKBpDDSNgaYx0DQGmsZA0xhoGgNNY6BpDDSNgaaxN9Ke+sItV3vuC7cs2Ftpv0ieVvGx7ss9/yqNaXXrLhr/ag1dhJEr8qiJ3Z7WDo53X6aFpmmePZlJfw1kjbSGX+240JI0a/nvuLTuX6xa27XD84TGtJLubip+iY0l/EWnC7mB7tV2DKj4AYuOHpMGbW0NfW3Jrx+krq25NPouq8otvLLzi/DaUivboqFvjb5rktDXFe3pgm9wj1IYvoH+lDzi1+Tahu9ATmrZFbJrC1pU9Lfpz0+4SjN8b2bQH75jf8Ej9yhFRY9SNaamvyvjJOFO9PeyOK08cUrbvYFGN/QX4funnKCqTN20XkLbnvtUR6v6gjT6P5W1W6n89Ya//VNXafR1vKKFC7rBP4rfidDq2PFrqW6FNKKmbY/hab2V1ueuV/wPQOiS1yXa8HhcD3cjfe76GY33Orwb8Rd8g3sU/72XfJVXCbeOOloYzbUbmT8m3qbV0W4XaBoDTWOgaQw0jYGmMdA0BprGQNMYaBr7JLRKDjrLgD/yIaXB4TdFDWhNSY7BoLIl0eqiMOnH/tbUgMbHRhkzGLhlx0c2NTagMaDmQ7enQaANjtj+FqYUXnO/h+81hdb229ppu1RQnNbZwesTSmm8cNxrEacB0873IUppdRW2qtOAaeVgmaml8eut/jVJN+AbiBZezwtppbnqfp8xkWpa/+LYVKpp1wNtFYEmgbaKQJNAW0WgSaCtItAk0FYRaBJoqwg0CbRVBJoE2ioCTQJtFYEmgbaKQJNAW0WgSaCtItAk0FYRaBJoqwg0CbRVBJoE2ioCTZqV9keYdYX7I9yW0fqWmp9P5gaBJoGWE2jxQJNAywm0eKBJoOWkjvbnt6dvf4bx9dTRvv31y1/fwvh66mg8Z6afUjLWnLQ2nE4pAzM4xVf3UuPpbd2ph2HQ8gSr0rtpq9jW+Kxsh+kHN6ClNx/NTVHLZ2WfBme0+XsOl+9uYqIAX4QWLmfsw5ZauJyx+WhuyhH+7zTYDI1PofcT9J4Gm6EVbq53njPaT/q+JZqr6jnDtkDjfchEW6BdCLScQIsHmgRaTqDFA00CLSfQ4oEmgZYTaPFAk0DLCbR4oEmg5QRaPNAk0HICLR5oEmg5gRYPNAm0nECLB5oEWk6gxQNNAi0n0OKBJoGWE2jxQJNAywm0eKBJoOUEWjzQJNByAi0eaBJoOYEW75PQKnmLZT/o/AmVpbV8mq9PKa0p/Vm9MmhNmCvAuFtdSml8Dja/Q3YY8HnZpnXv5N6eThxVSuNlM3hv+jAk4eA93MO5+HM2x0QB07Siljk6uE0tNdrc9K+QtNvwcx74Ac81Qmsjs5zSpZRWV0XntqowoPWwaoqSl9qSb7s/B42fwbrCVGFA+3zLUyBYa08LTS3NVfMqeTHVtAszBIRU064HWk6gxQNNAi0n0OKBJoGWE2jxQJNAywm0eKBJoOUEWjzQJNByAi0eaBJoOYEWDzQJtJxAiweaBNrr8O5ClDraOt5d6FpYaq/b8LaWHmjxQJNAywm0eKBJoOUEWjzQJNByAi0eaBJoOYEWDzQJtJxAiweaBFpOoMUb0qYnCuAzKt2tnFLa9EQBxWAGBLW06YkC+I2z+5TSpk85L2t/oq8vnIs/Z8tNFFDSwlN/XvYFGq2dbuhSSpueKKCiJaaeNj1RQEMjtvqU0i5MFHB6tuO00lyYKGC+5qNdD7ScQIsHmgRaTqDFA00CLSfQ4oEmgZYTaPFAk0DLCbR4oEmg5aSOhvPXKHU0nL9GYVuLtxQtPdDigSa9m4bnNUodDc9rFLa1eEvR0sNSi4dtTXo3DXtICttavKVo6YEWDzTpxrTn1ML939QH035NC7TzQJNASw20ddOmf9DaBG36x+NN0KZ/qcFSw7Y2ainadKCBNgo0CbTUQANt1JB2YaIA977SIaW0CxMFFGa+N5VeijY9UQAR+3OXtdKmTzkv6mZIu23JtHD/pJInCqCFN6SFyxv1sUuNl5t62uREAbXlTlNXKKVNTxTA19UvtQsTBWyC5lp0ooBlaYtOFLAs7XqgpQYaaKNAk0BLDTTQRoEmgZYaaKCNAk0CLTXQQBsFmgRaaqCBNgo0CbTUQANtFGgSaKmBBtoo0CTQUgMNtFGgSaClBhpoo0CTQEvtE9H+/u4uvv/jLvo2QPv+zDb/cdgWVkhWvZZtY1v7/vzjtWwju5Efzz/CaBCW2nnY1qSZaV712rYB2j/etMXntUuBdh5oEmipgQbaqE9Cm5wogD4O3nhfKW16ooA6nFPvU0q7NFGAP1Hbp5TmzzQ/DU7DcEqzK5yLf6uSaeH+SSVPFED179++saXW8TnaklLa5EQBw30IpZQ2PVFAOVhmamnTEwW0PL2Df7qjtNJcmCjgNi1Lux5oqYEG2ijQpHfTMO/xhVZNw7zHF8K2dt5StOlAA20UaBJoqYEG2ijQJNBSAw20UaBJoI3798VdvPx0F30boL08sc1/HLaFFZJVr2Xb2NZenn6+lm1kN/LzabyhUVhq2NZGLUPzqte2DdB+vrjjkFt8XsMx/4thqZ23FA3H/C8E2nmgSaCltgka/gXChVZNw08jF8K2dt5StOlAA20UaBJoqYEG2ijQJND+e0pLIY1/zk8JNNBGgSZti9YM3i57W7QwZUBoUzQ+Pbs+LbZN0fhMbZ4OwfdbOBk/UvJTdmrhcZOamChgunOapj4zreJtjadDUFeUxnMgtGeTBWgpSivqwTwBqorT1AaaxkDTGGgaA01jTNtqd1/uNtrd3f9XTlrtqgXK0wAAAABJRU5ErkJggg==)

(приложение 7: box plot 1e5)

**Вывод**

Ожидаемая асимптотика примерно сошлась с реальным временем. Выбросы на графиках незначительны и объяснимы не идеальностью оборудования, на котором производилось тестирование.

Pancake sort предсказуемо оказалась самой неэффективной. Заключается это в сложности алгоритма, поиск максимального элемента и переворачивание подмассива крайне неэффективен. На реальных задачах сортировка не имеет применения.

Odd-even sort долгий алгоритм который, но с малой пространственной сложностью. Может быть применим при малом и/или почти отсортированном массиве и необходимостью экономии памяти.

Timsort значительно быстрее других алгоритмов, но с большей пространственной сложностью. Является самым универсальным из представленных алгоритмов, подходит для больших массивов когда нет надобности экономить память.