npm install –g rxjs

import { Component, OnInit } from '@angular/core';

import {Observable} from 'rxjs';

@Component({

    selector: 'app-root’,

    templateUrl: './app.component.html',

    styleUrls: ['./app.component.css']

})

export class AppComponent implements OnInit {

    constructor() { }

    ngOnInit() {

        // Create a new Observable

        const sqnc = new Observable(countOnetoTen);

        // Execute the Observable and print the

        // result of each notification

        // next() is a call to countOnetoTen method

        // to get the next value from the observable

        sqnc.subscribe({

            next(num) { console.log(num); }

        });

        // This function runs when subscribe()

        // is called

        function countOnetoTen(observer) {

            for(var i = 1; i <= 10; i++) {

                // Calls the next observable

                // notification

                observer.next(i);

            }

            // Unsubscribe after completing

            // the sequence

            return {unsubscribe(){}};

        }

    }

}

Observer : Any object that wishes to be notified when the state of another object changes.

Observable : **Any object whose state may be of interest, and in whom another object may register an interest**.

**What is RxJS**

The [RxJS](https://rxjs.dev/guide/overview) (Reactive Extensions Library for JavaScript) is a javascript library, that allows us to work with asynchronous data streams

The Angular uses the RxJS library heavily in its framework to implement Reactive Programming. Some of the examples where reactive programming used are

* Reacting to an [HTTP request in Angular](https://www.tektutorialshub.com/angular/angular-httpclient/)
* [Value changes](https://www.tektutorialshub.com/angular/valuechanges-in-angular-forms/) / [Status Changes](https://www.tektutorialshub.com/angular/statuschanges-in-angular-forms/) in Angular Forms
* The Router and Forms modules use observables to listen for and respond to user-input events.
* You can define custom events that send observable output data from a child to a parent component.
* The HTTP module uses observables to handle AJAX requests and responses.

The RxJs has two main players

1. Observable
2. Observers ( Subscribers)

**What is an Observable in Angular**

Observable is a function that converts the **ordinary stream of data** into an **observable stream of data**. You can think of Observable as a wrapper around the **ordinary stream of data**.

**Observable stream** or simple Observable emits the **value from the stream** asynchronously. It emits the **complete** signals when the stream completes or an **error** signal if the stream errors out.

Observables are declarative. You define an observable function just like any other variable. The observable starts to emit values only when **someone subscribes to it**.

**Who are observers (subscribers)**

The Observable on its own is useless unless someone consumes the value emitted by the observable. We call them observers or subscribers.

The observers communicate with the Observable using callbacks

The observer must subscribe with the observable to receive the value from the observer. While subscribing it optionally passes the three callbacks. next(), error() & complete()
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The observable starts emitting the value as soon as observer or consumer subscribes to it.

The observable invokes the next() callback whenever the value arrives in the stream. It passes the value as the argument to the next callback. If the error occurs, then the error() callback is invoked. It invokes the complete() callback when the stream completes.

* Observers/subscribers subscribe to Observables
* Observer registers three callbacks with the observable at the time of subscribing. i .e next(), error() & complete()
* All three callbacks are optional
* The observer receives the data from the observer via the next() callback
* They also receive the errors and completion events from the Observable via the error() & complete() callbacks

**Angular Observable tutorial**

Now, we have learned the basics of the RxJs Observable, let us now see how it works using an example.

Create a new project in angular. Remove the contents from app.component.html. Open the app.component.ts

**Import the required libraries**

RxJs library is installed automatically when you create the Angular project. Hence there is no need to install it.

Import the Observable from the rxjs library

|  |  |
| --- | --- |
| 1  2  3 | import { Observable } from 'rxjs'; |

**Observable Creation**

There are few ways in which you can create observable in angular. Simplest is to use the Observable constructor. The observable constructor takes observer (or subscriber) as its argument. The subscriber will run when this observable’s subscribe() method executes.

The following example creates an observable of a stream of numbers 1, 2, 3, 4, 5

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | obs = new Observable((observer) => {       console.log(“Observable starts”)       observer.next("1")       observer.next("2")       observer.next("3")       observer.next("4")       observer.next("5")     }) |

The variable obs is now of the type of observable.

The above example declares the obs as the observable but does not instantiate it. To make the observable to emit values, we need to subscribe to it.

![Creating observable in Angular Observable Tutorial app](data:image/jpeg;base64,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)Creating observable in Angular Observable Tutorial app

In the above example, we used the Observable Constructor to create the Observable. There are many operators available with the RxJS library, which makes the task of creating the observable easy. These operators help us to create observable from an array, string, promise, any iterable, etc. Here are list some of the commonly used operators

* [create](https://www.tektutorialshub.com/angular/rxjs-observable-using-create-of-from-in-angular/)
* defer
* empty
* [from](https://www.tektutorialshub.com/angular/rxjs-observable-using-create-of-from-in-angular/)
* [fromEvent](https://www.tektutorialshub.com/angular/create-observable-from-event-using-fromevent-in-angular/)
* interval
* [of](https://www.tektutorialshub.com/angular/rxjs-observable-using-create-of-from-in-angular/)
* range
* [throwError](https://www.tektutorialshub.com/angular/using-throwerror-in-angular-observable/)
* timer

**Subscribing to the observable**

We subscribe to the observable, by invoking the subscribe method on it. We can optionally, include the three callbacks next(), error() & complete() as shown below

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | ngOnInit() {        this.obs.subscribe(        val => { console.log(val) }, //next callback        error => { console.log("error") }, //error callback        () => { console.log("Completed") } //complete callback      )  } |

The complete app.component.ts code is as shown below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | import { Component, OnInit } from '@angular/core';  import { Observable } from 'rxjs';    @Component({    selector: 'app-root',    templateUrl: './app.component.html',    styleUrls: ['./app.component.css']  })  export class AppComponent implements OnInit {    title = 'Angular Observable using RxJs - Getting Started';      obs = new Observable((observer) => {      console.log("Observable starts")        observer.next("1")        observer.next("2")        observer.next("3")        observer.next("4")        observer.next("5")    })      data=[];      ngOnInit() {        this.obs.subscribe(        val=> { console.log(val) },        error => { console.log("error")},        () => {console.log("Completed")}      )    }  } |

Now, run the code and watch the debug window.

**Adding interval**

We can add a timeout to insert a delay in each next() callback

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | obs = new Observable((observer) => {      console.log("Observable starts")        setTimeout(() => { observer.next("1") }, 1000);      setTimeout(() => { observer.next("2") }, 2000);      setTimeout(() => { observer.next("3") }, 3000);      setTimeout(() => { observer.next("4") }, 4000);      setTimeout(() => { observer.next("5") }, 5000);      }) |

1

import { Component, OnInit } from '@angular/core';

import { Observable } from 'rxjs';

@Component({

selector: 'app-root',

templateUrl: './app.component.html',

styleUrls: ['./app.component.css']

})

export class AppComponent implements OnInit {

title = 'Angular Observable using RxJs - Getting Started';

obs = new Observable((observer) => {

console.log("Observable starts")

observer.next("1")

observer.next("2")

observer.next("3")

observer.next("4")

observer.next("5")

})

data=[];

ngOnInit() {

this.obs.subscribe(

val=> { console.log(val) },

error => { console.log("error")},

() => {console.log("Completed")}

)

}

}

2.

import { Component, OnInit } from '@angular/core';

import { Observable, of} from 'rxjs';

import { map, filter, tap } from 'rxjs/operators'

@Component({

selector: 'app-root',

templateUrl: './app.component.html',

styleUrls: ['./app.component.css']

})

export class AppComponent implements OnInit {

obs = new Observable((observer) => {

observer.next(1)

observer.next(2)

observer.next(3)

observer.next(4)

observer.next(5)

observer.complete()

}).pipe(

filter(data => data > 2), //filter Operator

map((val) => {return val as number \* 2}), //map operator

)

data = [];

ngOnInit() {

this.obs1.subscribe(

val => {

console.log(this.data)

}

)

}

}

3.

import { Component } from "@angular/core";

import { filter } from "rxjs/operators";

import { interval, of, timer } from "rxjs";

@Component({

  selector: "my-app",

  template: `

    <h1>Filter Example</h1>

  `,

  styleUrls: ["./app.component.css"]

})

export class AppComponent {

  ngOnInit() {

    of(1,2,3,4,5,6,7,8,9,10)

      .pipe(

        filter(val => {

          return val %2==0;

        }),

      )

      .subscribe(val => console.log(val));

  }

}

4.

import { Component } from "@angular/core";

import { filter } from "rxjs/operators";

import { interval, of, timer } from "rxjs";

import { Subject } from "rxjs";

@Component({

selector: "app-root",

template: `<h1>Filter Example</h1>`,

styleUrls: ["./app.component.css"]

})

export class AppComponent {

ngOnInit() {

of(1,2,3,4,5,6,7,8,9,10)

.pipe(

filter(val => {

return val %2==0;

}),

)

.subscribe(val => console.log(val));

//2

const subject = new Subject();

//First Observer

subject.subscribe({

next: (data) => console.log('First observer prints '+ data)

});

subject.next(1);

//Second Observer

subject.subscribe({

next: (data) => console.log('Second observer prints '+ data)

});

subject.next(34);

subject.next(14);

}

}