[Spring RESTful Web Service - GET](javascript:void(0);)[Scores](javascript:void(0))

**Objectives**

* Explain in detail about HTTP Request and Response
  + HTTP Request and Response, HTTP Request Format, HTTP Response Format, Request URL, Request Method, Content-Type, User-Agent
    - Ref - https://en.wikipedia.org/wiki/Hypertext\_Transfer\_Protocol

* Explain the need and benefits of RESTful Web Services
  + REST stands for REpresentational State Transfer, lightweight, maintainable, scalable, underlying protocol is HTTP; composed of resources, verbs, header, body, response status code, client-server technology
    - Ref - https://www.chakray.com/advantages-of-rest-api/

* Demonstrate implementation of RESTful Web Service using GET method
  + @RestController, @GetMapping, invoking get request from browser, invoking get request from postman, bean transformation to JSON, get method with parameter, return array, @PathVariable
    - Dispatcher Servlet - https://docs.spring.io/spring/docs/5.1.9.RELEASE/spring-framework-reference/web.html#mvc-servlet
    - Spring REST (Getting Started) - https://spring.io/guides/gs/rest-service/
    - Request Mapping - https://docs.spring.io/spring/docs/5.1.9.RELEASE/spring-framework-reference/web.html#mvc-ann-requestmapping

* Demonstrate implementation of end to end testing of RESTful Web Service using MockMVC
  + @AutoConfigureMockMvc, MockMvc, @Test, get(), perform(), andExpect(), status().isOk(), jsonPath().exists, jsonPath().value(), status().isBadRequest(), status().reason test execution in Eclipse, test execution in command line using maven
    - Server Side Testing - https://docs.spring.io/spring/docs/5.1.9.RELEASE/spring-framework-reference/testing.html#spring-mvc-test-server
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[Consuming Spring RESTful Web Service in Angular](javascript:void(0);)[Scores](javascript:void(0))

**Objectives**

* Demonstrate integration of RESTful Web Service of type GET with Angular front end
  + REST Web Service architecture with Controller, Service and Dao, service methods, invoking service using http client in angular service, cross origin
    - Cross Origin reference - https://docs.spring.io/spring-boot/docs/current/reference/html/production-ready-endpoints.html

NOTE: There is no Quiz for this session
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[1 Spring RESTful Web Service - POST, PUT](javascript:void(0);)[Scores](javascript:void(0))

**Objectives**

* Demonstrate implementation of RESTful Web Service using POST/PUT/DELETE method with input validation
  + HTTP method types (GET, POST, PUT, DELETE), REST service URL naming guidelines, @RequestMapping, @GetMapping, @PostMapping, @PutMapping, @DeleteMapping, setting POST request payload and invoking the REST service in Postman and curl, JSON to bean mapping, @RequestBody, validating input request using javax.validation and hibernate validators, @Size, @NotNull, @NotBlank, @Min, @Max, @JsonFormat, @Valid, global exception handling, handle number formatting errors
    - HTTP Request Methods - https://developer.mozilla.org/en-US/docs/Web/HTTP/Methods
    - RESTful API naming guide - https://restfulapi.net/resource-naming/
    - Request Mapping - https://docs.spring.io/spring/docs/5.2.0.RELEASE/spring-framework-reference/web.html#mvc-ann-requestmapping
    - Validation - https://www.mkyong.com/spring-boot/spring-rest-validation-example/
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**Objectives defined in the previous session is applicable for this session as well.**  
  
NOTE: There is no Quiz for this session

[![https://cognizant.e-box.co.in/componentType/showLogo/21](data:image/jpeg;base64,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)](https://cognizant.e-box.co.in/projectComponent/show/15728)
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**Objectives**

* Demonstrate executing performance testing of a restful web service using JMeter
  + Test Plan, Thread Groups, HTTP Request, Configuring Listeners, configuring thread groups with loading of user
    - JMeter User Manual - https://jmeter.apache.org/usermanual/index.html

**HTTP Request Response**  
  
To get a granular level of details about HTTP Request and Response, follow the steps below:

* Open the link https://tools.ietf.org/html/rfc7230 in browser. This document contains the standard definition for HTTP request response.
* Refer sample HTTP request and response in page number 7. This is the actual bytes of data that is transferred between the browser and server.
* Specific details about the request and response:
  + Request

GET /hello.txt HTTP/1.1

User-Agent: curl/7.16.3 libcurl/7.16.3 OpenSSL/0.9.7l zlib/1.2.3

Host: www.example.com

Accept-Language: en, mi

* Line 1 contains:
  + Method type - GET
  + Resource - /hello.txt
  + HTTP Version - HTTP/1.1
* Line 2 contains the details about the client
* Line 3 contains the server that will respond to this request
* The URL given in the browser is broken into Resource and Host in the HTTP Request

* Response

HTTP/1.1 200 OK

Date: Mon, 27 Jul 2009 12:28:53 GMT

Server: Apache

Last-Modified: Wed, 22 Jul 2009 19:15:56 GMT

ETag: "34aa387-d-1568eb00"

Accept-Ranges: bytes

Content-Length: 51

Vary: Accept-Encoding

Content-Type: text/plain

Hello World! My payload includes a trailing CRLF.

* Line 1
  + HTTP Version - HTTP/1.1
  + Response Status - 200 (this is means the request is responded successfully)
  + Response Message - Contains the response message
* Line 2 - Date of request
* Line 9 - Type of content returned. There is a list of predefined Content-Types. Based on Content-Type browser decides how the conent has to be visually displayed. Few examples below:
  + text/plain - Text content
  + text/html - HTML Document
  + application/json - JSON content
  + image/png - Image content of type PNG
* Last line contains the content of the resource.
  + ​​​​​​​In case of text/html, this will contain the HTML tags
  + In case of application/json, this will contain the JSON response
  + In case of image/png, this will contain the bytes to render the image

* To view the request and response details in browser, follow the steps below:
  + Open Chrome Browser
  + Press F12 to open the Developer Tools
  + Go to 'Network' table in Developer Tools
  + Open google search website in this browser window
  + Click on the first link available in the 'Network' tab
  + A new window will open in the right hands side. Observe the following details:
    - It will contain 3 sections. The data displayed will be similar to the HTTP request, response given above.
      * General
      * Response Headers
      * Request Headers

**Hello World RESTful Web Service**  
  
Write a REST service in the spring learn application created earlier, that returns the text "Hello World!!" using Spring Web Framework. Refer details below:  
  
**Method:** GET  
**URL:** /hello  
**Controller:** com.cognizant.spring-learn.controller.HelloController  
**Method Signature:** public String sayHello()  
**Method Implementation:** return hard coded string "Hello World!!"  
**Sample Request**: http://localhost:8083/hello  
**Sample Response:** Hello World!!  
  
**IMPORTANT NOTE**: Don't forget to include start and end log in the sayHello() method.  
  
Try the URL http://localhost:8083/hello in both chrome browser and postman.  
  
SME to explain the following aspects:

* In network tab of developer tools show the HTTP header details received
* In postman click on "Headers" tab to view the HTTP header details received

**Hello World RESTful Web Service**  
  
Write a REST service in the spring learn application created earlier, that returns the text "Hello World!!" using Spring Web Framework. Refer details below:  
  
**Method:** GET  
**URL:** /hello  
**Controller:** com.cognizant.spring-learn.controller.HelloController  
**Method Signature:** public String sayHello()  
**Method Implementation:** return hard coded string "Hello World!!"  
**Sample Request**: http://localhost:8083/hello  
**Sample Response:** Hello World!!  
  
**IMPORTANT NOTE**: Don't forget to include start and end log in the sayHello() method.  
  
Try the URL http://localhost:8083/hello in both chrome browser and postman.  
  
SME to explain the following aspects:

* In network tab of developer tools show the HTTP header details received
* In postman click on "Headers" tab to view the HTTP header details received

**REST - Country Web Service**  
  
Write a REST service that returns India country details in the earlier created spring learn application.  
  
**URL**: /country  
**Controller**: com.cognizant.spring-learn.controller.CountryController  
**Method Annotation**: @RequestMapping  
**Method Name**: getCountryIndia()  
**Method Implemetation**: Load India bean from spring xml configuration and return  
**Sample Request**: http://localhost:8083/country  
**Sample Response**:

{

  "code": "IN",

  "name": "India"

}

SME to explain the following aspects:

* What happens in the controller method?
* How the bean is converted into JSON reponse?
* In network tab of developer tools show the HTTP header details received
* In postman click on "Headers" tab to view the HTTP header details received
* **REST - Get all countries**  
    
  Write a REST service that returns all the countries.  
    
  **Controller**: com.cognizant.spring-learn.controller.CountryController  
  **Method Annotation**: @GetMapping("/countries")  
  **Method Name**: getAllCountries()  
  **Method Implementation**: Load country list from country.xml and return  
    
  **Sample Request**: http://localhost:8083/countries  
  **Sample Response**:
* [
* { "code": "IN", "name": "India"},
* { "code": "US", "name": "United States"},
* { "code": "JP", "name": "Japan"},
* { "code": "DE", "name": "Germany"}
* ]

**REST - Get country based on country code**  
  
Write a REST service that returns a specific country based on country code. The country code should be case insensitive.  
  
**Controller**: com.cognizant.spring-learn.controller.CountryController  
**Method Annotation:** @GetMapping("/countries/{code}")  
**Method Name**: getCountry(String code)  
**Method Implemetation**: Invoke countryService.getCountry(code)  
**Service Method:**com.cognizant.spring-learn.service.CountryService.getCountry(String code)  
  
**Service Method Implemetation**:

* Get the country code using @PathVariable
* Get country list from country.xml
* Iterate through the country list
* Make a case insensitive matching of country code and return the country.
* Lambda expression can also be used instead of iterating the country list

**Sample Request**: http://localhost:8083/country/in  
  
**Sample Response**:

{

  "code": "IN",

  "name": "India"

}

**REST - Get country exceptional scenario**  
  
In the previous hands on where we implemented getting country based on country code, what happens if the country code provided in the URL is not present.  
  
**Refer steps below to implement**

* Create a new exception class com.cognizant.springlearn.service.exception.CountryNotFoundException
* Include below specified annotation at the class level in CountryNotFoundException class

@ResponseStatus(value = HttpStatus.NOT\_FOUND, reason = "Country not found")

* In CountryService.getCountry() method include the logic to throw CountryNotFoundException if the country code does not exists in the list.
* In CountryController.getCountry() method include throws clause in method signature. This will respond to the caller of the web service with appropriate error message in JSON format.
* Test the service in postman and using curl command. Refer below for executing curl command.

**Steps to invoke RESTful Web Service using curl command**

* Open Git Bash
* Execute the below command

curl -i http://localhost:8090/country/az

**Sample Request**: http://localhost:8083/country/az  
  
**Sample Response**:

{

"timestamp": "2019-10-02T03:27:54.521+0000",

"status": 404,

"error": "Not Found",

"message": "Country not found",

"path": "/country/az"

}

**MockMVC - Test get country service**  
  
Using MockMVC test the get country service.  
  
Create a test cases to test the following aspects:

* Test is the CountryController is loaded
* Invoke the service to get country and check in the response if it contains code as "IN" and name as "India"

Refer steps below to implement

* **Test loading CountryController**
  + Include CountryController instance variable in SpringLearnApplicationTests.java and autowire the instance variable using annotation.

   @Autowired

    private CountryController countryController;

* Include assertion in contextLoads() method to check if controller is loaded.

   @Test

    public void contextLoads() {

        assertNotNull(countryController);

    }

* Run the JUnit testing by right clicking on SpringLearnApplicationTests.java > Run As > JUnit Test
* This test can also be executed in command line using the following maven command in the root folder of the project. (Note: don't forget to include proxy details in the below command)

mvn clean test

* Check if the log in the constructor of CountryController is called.

* **Test service to get the country**
  + Include below imports

import static org.junit.Assert.assertNotNull;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.status;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.jsonPath;

import org.springframework.boot.test.autoconfigure.web.servlet.AutoConfigureMockMvc;

import org.springframework.test.web.servlet.MockMvc;

import org.springframework.test.web.servlet.ResultActions;

* Include @AutoConfigureMockMvc annotation for SpringLearnApplicationTests.java
* Autowire mock mvc in SpringLearnApplicationTests.java

  @Autowired

    private MockMvc mvc;

* Include a new test method in SpringLearnApplicationTests.java

   @Test

    public void testGetCountry() throws Exception {

}

* Include the following line in the new method that calls the service method. Execute the JUnit test and check if the test case is successful.

   @Test

    public void testGetCountry() throws Exception {

        ResultActions actions = mvc.perform(get("/country"));

}

* Include the following line to check if the HTTP Status is 200, which means the call is successful. Execute JUnit test and check if the test case is successful.

   @Test

    public void testGetCountry() throws Exception {

        ResultActions actions = mvc.perform(get("/country"));

        actions.andExpect(status().isOk());

}

* Include the following line to check if the code is available in the reponse

   @Test

    public void getCountry() throws Exception {

        ResultActions actions = mvc.perform(get("/country"));

        actions.andExpect(status().isOk());

        actions.andExpect(jsonPath("$.code").exists());

}

* Include the following line to check if the value of code is "IN"

   @Test

    public void getCountry() throws Exception {

        ResultActions actions = mvc.perform(get("/country"));

        actions.andExpect(status().isOk());

        actions.andExpect(jsonPath("$.code").exists());

        actions.andExpect(jsonPath("$.code").value("IN"));

}

* Using above two steps include checks for "name" attribute and check if it's value is "India"

**MockMVC - Test get country service for exceptional scenario**  
  
Include MockMVC test that checks if correct response is received when there is an error.  
  
Refer steps below to implement

* Include a new test method testGetCountryException() in SpringLearnApplicationTests.java
* Validate the error response using status(). Refer code below.

       actions.andExpect(status().isBadRequest());

        actions.andExpect(status().reason("Country Not found"));

**Significance of HTTP Method Types in RESTful Web Services**  
  
SME to explain the importance of HTTP Method Types for RESTful Web Services.

|  |  |
| --- | --- |
| **HTTP Method** | **Usage Scenario** |
| GET | Used to get data about a resource |
| POST | Used to create a resource |
| PUT | Used to update a resource |
| DELETE | Used to delete a resource |

The method type is just a classification and does not actually have the persistence implemented. The respective application is expected to take responsibility in implementing the persistence.

**RESTful Web Service resource naming guidelines**  
  
Find below the guidelines to define a RESTful Web Service URL:

* Each resource should have a unique and specific URL
* To get all resources provide the resource name in plural
* To get a specific resource provide resource name in plural followed with slash and parameter
* To create a resource the URL should be the resource name in plural and the data to create the resource should be defined in the payload
* To update a resource the URL should be the resource name in plural with data in payload
* To delete a resource the URL should be the resource name in plural followed by slash and the specific resource to delete
* Resource name with multiple words should be separated by hyphen and not with underscore. For example, if the resource it menu item implement the URL as "menu-item".

Refer table below with example for resource as country.

|  |  |  |  |
| --- | --- | --- | --- |
| **Method Type** | **URL** | **Description** | **Annotation** |
| GET | http://sample.api.com/app-name/countries | Get all countries | @GetMapping |
| GET | http://sample.api.com/app-name/countries/{code} | Get a specific country | @GetMapping("/{id}") |
| POST | http://sample.api.com/app-name/countries | Create country based on data in post | @PostMapping |
| PUT | http://sample.api.com/app-name/countries | Update country based on data in post | @PutMapping |
| DELETE | http://sample.api.com/app-name/countries/{code} | Delete a specific country | @DeleteMapping("/{id}") |

For a particular resource, the URL should be the same for all the methods. Hence in CountryController, the URL can be defined at the class level:

@RequestMapping("/countries")

Find below the method specific annotation definitions:  
  
Get All

@GetMapping

Get specific resource

@GetMapping("/{id}")

Create resource

@PostMapping

NOTE: Payload data should be sent in the body of the request  
  
Update resource

@PutMapping

NOTE: Payload data should be sent in the body of the request  
  
Delete resource

@DeleteMapping("/{id}")

Going forward ensure that this convention is followed when defining a new service.  
  
Modify CountryController to adhere to the above mentioned standards.

**Create  RESTful Web Service to handle POST request of Country**  
  
A new RESTful Web Service method to handle POST request of Country. Follow steps below to incorporate the same:

* Create new method in CountryController based on the following details:
  + Annotation - @PostMapping()
  + Method Signature - public void addCountry()
* Within this method  include "Start" logger.
* Start the web application
* Open Git Bash
* Execute the following curl command, to invoke the web service:
  + -i to display the headers
  + -X to define the HTTP method type
  + -s silent mode, so that performance details are not displayed

curl -i -X POST -s http://localhost:8090/countries

* Check if "Start" is displayed in the console output
* Following is the expected output:

HTTP/1.1 200

Content-Length: 0

Date: Tue, 01 Oct 2019 06:41:49 GMT

* The invocation of web service can also be done using Postman.
* Check the logger if "Start" is logged

**Read country data as a bean in RESTful Web Service**  
  
The country data should be included in the request payload, which should be read by the controller method.  
  
Follow steps below to incorporate the same:

* Include country as parameter to addCountry() method with @RequestBody annotation and country as parameter. Refer method signature below.

public Country addCountry(@RequestBody Country country)

* Include log to display country details
* Return the country. This is to check if country details are populated correctly
* Invoke the service using the following curl command. This can also be tried for execution from Postman.
  + -H denotes inclusion of header. This denotes that we are sending content type in the request header and it mentions that the request payload is of type JSON
  + -d denotes the data payload sent in the request. This represents the country to be added

curl -i -H 'Content-Type: application/json' -X POST -s -d '{"code":"IN","name":"India"}' http://localhost:8090/countries

* Refer the expected HTTP response below:

HTTP/1.1 200

Content-Type: application/json;charset=UTF-8

Transfer-Encoding: chunked

Date: Tue, 01 Oct 2019 17:23:47 GMT

{"code":"IN","name":"India"}

* Try running the request with minor change and let us see the response. Sample response below. The attribute name is intentionally provided with a spelling mistake.

curl -i -H 'Content-Type: application/json' -X POST -s -d '{"code":"IN","nae":"India"}' http://localhost:8090/countries

* Refer the expected HTTP response below:

HTTP/1.1 200

Content-Type: application/json;charset=UTF-8

Transfer-Encoding: chunked

Date: Tue, 01 Oct 2019 17:23:47 GMT

{"code":"IN","name":null}

**SME to provide explanation about the following aspects:**

* Explain how spring framework takes care of converting the request payload into country bean
* Spring parses the JSON request payload data using Jackson parser
* For each attribute in JSON, respective method name is constructed by applying initcaps and get prefix. For example, the name attribute is changed with initcaps as Name, then get is prefixed to it which results in getName, based on this the respective method is invoked using Reflection API.
* Spring creates country object and invokes the respective setter method based on JSON data.
* The it invokes the controller method passing the country object created
* Provide explanation regarding bean naming conventions

**Validating country code**  
  
As the POST request is a plain text, there are good possibilities to key in incorrect data. Moreover, hackers might try to pass inconsistent data which might affect the integrity of the application. Hence it becomes important that necessary check are in place for all the fields. In this hands on we will take a simple validation criteria and will see how it can be implemented.  
  
The country code needs to be validated and ensured that it does not exceed more than 2 characters. Refer the steps below to incorporate the same:

* Open Country.java and include below annotations for the code property. @NotNull ensure that code is not null. @Size ensure that the width is exactly 2 characters.

    @NotNull

    @Size(min=2, max=2, message="Country code should be 2 characters")

    private String code;

* In CountryController.addCountry() method add below lines after the logger. This uses the javax.validation specification to check if the bean has errors based on the annotations defined in the earlier step. All new class references in this code snippet needs to be imported from javax.validation.

// Create validator factory

       ValidatorFactory factory = Validation.buildDefaultValidatorFactory();

        Validator validator = factory.getValidator();

  // Validation is done against the annotations defined in country bean

        Set<ConstraintViolation<Country>> violations = validator.validate(country);

        List<String> errors = new ArrayList<String>();

  // Accumulate all errors in an ArrayList of type String

        for (ConstraintViolation<Country> violation : violations) {

            errors.add(violation.getMessage());

        }

  // Throw exception so that the user of this web service receives appropriate error message

        if (violations.size() > 0) {

            throw new ResponseStatusException(HttpStatus.BAD\_REQUEST, errors.toString());

        }

* Invoke the service using curl and check the response. Refer sample response below:

HTTP/1.1 400

Content-Type: application/json;charset=UTF-8

Transfer-Encoding: chunked

Date: Wed, 02 Oct 2019 10:28:56 GMT

Connection: close

{"timestamp":"2019-10-02T10:28:56.506+0000","status":400,"error":"Bad Request","message":"[Country code should be 2 characters]","path":"/countries"}

**Question for all Learners -**What needs to be done if there is another controller EmployeeController and similar validation needs to be done for Employee payload data?  
  
SME to explain the disadvantage of the above solution.  
  
This disadvantage will be overcome in the next hands on.

**Include global exception handler for validation errors**  
  
Following steps create a global validation error handler. This will validate all errors that may happen in any controller.  
  
**Create global exception handler**

* Create class com.cognizant.springlearn.GlobalExceptionHandler that extends ResponseEntityExceptionHandler with annotation @ControllerAdvice
* Include method handler for handling the validation error and include a start logger within the method implementation.

    @Override

    protected ResponseEntity<Object> handleMethodArgumentNotValid(MethodArgumentNotValidException ex,

            HttpHeaders headers, HttpStatus status, WebRequest request) {

        LOGGER.("Start");

    }

* Refer imports below:

import org.springframework.http.HttpHeaders;

import org.springframework.http.HttpStatus;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.MethodArgumentNotValidException;

import org.springframework.web.bind.annotation.ControllerAdvice;

import org.springframework.web.context.request.WebRequest;

import org.springframework.web.servlet.mvc.method.annotation.ResponseEntityExceptionHandler;

* Include @Valid annotation in the addCountry() method. This initimates spring framework to validate the country bean based on the validation annotations added in the Country class. Refer code below:

public Country addCountry(@RequestBody @Valid Country country)

* Remove all the validation code included in the previous hands on.
* Run the application and invoke the curl request with single character for country code.

curl -i -H 'Content-Type: application/json' -X POST -s -d '{"code":"I","name":"India"}' http://localhost:8090/countries

* Check the logs and see if the start logger is present. Also notice that the logs of CountryController is not present, which means that the global exception handler method is called if there are validation errors and the controller method is not invoked.

**Response with bad request in global exception handler**

* Include the below code in the handleMethodArgumentNotValid() method:

        // Map that contains the error details

        Map<String, Object> body = new LinkedHashMap<>();

        body.put("timestamp", new Date());

        body.put("status", status.value());

        // Get all validation errors

        List<String> errors = ex.getBindingResult().getFieldErrors().stream().map(x -> x.getDefaultMessage())

                .collect(Collectors.toList());

// Add errors to the response map

        body.put("errors", errors);

  LOGGER.info("End");

        return new ResponseEntity<>(body, headers, status);

* Execute the updated web application and execute the curl command with single character for country code
* See expected response below.

HTTP/1.1 400

Content-Type: application/json;charset=UTF-8

Transfer-Encoding: chunked

Date: Thu, 03 Oct 2019 04:10:17 GMT

Connection: close

{"timestamp":"2019-10-03T04:10:17.277+0000","status":400,"errors":["Country code should be 2 characters"]}

**Implement REST service for updating an employee**  
  
Based on the learning done with REST service for country, implement a service to update employee details.  
  
Follow steps below to incorporate the same:

* Include below validations in Employee, Department and Skill beans
  + Employee
    - id - should not be null, should be a number
    - name - should not be null, should not be blank, minimum 1 character and maximum 30 characters
    - salary - should not be null, should zero or above
    - permanent - should not be null
    - dateOfBirth - should match the date pattern. Use below annotation

@JsonFormat(shape=JsonFormat.Shape.STRING, pattern="dd/MM/yyyy")

* Department
  + id - should not be null, should be a number
  + name - should not be null, should not be blank, minimum 1 character and maximum 30 characters
* Skill
  + id - should not be null, should be a number
  + name - should not be null, should not be blank, minimum 1 character and maximum 30 characters

* Implement the Employee service with below aspects incorporated:
  + Define EmployeeNotFoundException with HttpStatus annotation
  + Include updateEmployee() method in EmployeeDao that modifies employee list. If the employee is not found throw EmployeeNotFoundException.
  + Include updateEmployee() method in EmployeeService that invokes the dao update employee method
  + Include updateEmployee() method in EmployeeController with below signature with @PutMapping annotation. Refer method signature below:
  + public void updateEmployee(@RequestBody @Valid Employee employee) throws EmployeeNotFoundException
  + Follow necessary URL guidelines for the above method signature.
  + If string value is included in a numeric field (for example: id), the failure happens even before validation, include a new method in global exception handler which handles this scenario. Refer code below:

 protected ResponseEntity<Object> handleHttpMessageNotReadable(

            HttpMessageNotReadableException ex, HttpHeaders headers, HttpStatus status,

            WebRequest request) {

        Map<String, Object> body = new LinkedHashMap<>();

        body.put("timestamp", new Date());

        body.put("status", status.value());

  body.put("error", "Bad Request");

        List<String> errors = new ArrayList<String>();

        if (ex.getCause() instanceof InvalidFormatException) {

            final Throwable cause = ex.getCause() == null ? ex : ex.getCause();

            for (InvalidFormatException.Reference reference : ((InvalidFormatException) cause).getPath()) {

                body.put("message", "Incorrect format for field '" + reference.getFieldName() + "'");

            }

        }

        return new ResponseEntity<>(body, headers, status);

    }

* Test the service using Postman passing the employee data as JSON, which should include department and skills.
* Using Postman invoke get all employees service to verify if the update is reflected

* Include MockMvc test for the exceptional scenario

**Consume PUT Employee service in Angular component**  
  
Perform steps below to implement consumption of service to update employee details.  
  
**employee.ts**

* Modify the dateOfBirth data type as string, as we have included @JsonFormat which accepts date of birth as string.
* Update the changes in all the places where dateOfBirth value is defined in 'dd/mm/yyyy' format.

**employee.service.ts**

* Include constant for setting the content type of the request as JSON type. Include below code above @Injectable decorator defintion.

const httpOptions = {

  headers: new HttpHeaders({

    'Content-Type': 'application/json',

  })

};

* Include a new method updateEmployee which makes the PUT method call:

  updateEmployee(employee: Employee): Observable<void> {

    return this.httpClient.put<void>(this.employeeApiUrl, employee, httpOptions);

  }

**edit-employee.template.component.css**

* Include a new style for displaying success message

.success {

  color:green;

}

**edit-employee.template.component.ts**

* Include a new property error of type string for displaying the error message if the form submission returns error.
* Incorporate the below code in the onSubmit() event that is triggered when save button is clicked. The error section gets the message from the error response and sets the error property value.

  onSubmit() {

    this.employeeService.updateEmployee(this.employee).subscribe(

      data => {

        console.log('Employee update successful.');

        this.error = '';

      },

      error => {

        console.log(error);

        this.error = error.error.message;

        if (error.error.errors != null) {

          this.error = error.error.errors[0];

        }

      });

  }

**edit-employee.template.component.html**

* Include the below div above the Save button to display the error message.

    <div \*ngIf="error == ''" class="success">Employee details saved successfully.</div>

    <div \*ngIf="error != ''" class="text-error">{{error}}</div>

Test various scenarios as specified below by changing test date:

* Define dateOfBIrth value in incorrect date format
* Negative value for salary
* Success scenario where all field values are correct

**Consume PUT Employee service in reactive form component**  
  
Incorporate edit employee form in the edit employee reactive component.  
  
Consider below aspects when implementing:

* Reuse the updateEmployee() service method earlier
* On submission of Save button, get the employee form data from FormGroup object
* Refer previous hands on for rest of the implementation.

**Implement REST DELETE Service**  
  
Implement steps below to complete this:

* Implement a new delete service for employee by incorporating relevant code in EmployeeController, EmployeeService and EmployeeDao.
* The EmployeeDao should have the code to remove the respective item from the list or throw EmployeeNotFoundException if the id not found.
* Test the service and check if deletion happens correctly
* In employee-list component include a delete icon for each employee in the list
* On click of this icon include necessary coding in the component to invoke a new service that calls the new delete service created in the earlier steps.

**Setup and Run JMeter**  
  
Follow steps below to execute JMeter:

* Extract the apache-jmeter-5.1.1zip file to D:
* Go to D:\apache-jmeter-5.1.1\bin in windows file explorer and execute the file jmeter.bat
* Check if this opens JMeter application

NOTE: If OneIT team did not install JMeter, SME can download apache-jmeter-5.1.1 from SharePoint

**Test your favorite internet web site using JMeter**  
  
Follow steps below to configure testing of your favorite website:  
  
**Configuring the HTTP Request**

* JMeter launch opens up new test plan creation option
* Key in the test plan name as 'favorite-site-test'
* Right click on the 'Test Plan' in the left hands side and choose the below option:
  + Add > Thread (User) > Thread Group
* Leave the 'Thread Group' with default values
* Right click on 'Thread Group and select below option:
  + Add > Sampler > HttpRequest
* Set protocol as http or https based on the prefix of your favorite website url (for example, if the URL is https://www.google.com, then enter https)
* Click Advanced tab and set the proxy details:
  + Server Name: proxy.cognizant.com
  + Port Number: 6050
  + User Name: Employee ID
  + Password: Network Password
* Enter host name (Example: www.google.com or www.cognizant.com)
* Right click on 'Thread Group' and select the below specified options separately:
  + Add > Listener > View Results Tree
  + Add > Listener > View Results in Table
* Now all configuration is set. Save the test plan, using the menu 'File > Save' option

**Executing the test and analysing the results**

* To execute the test using the green play icon or using menu 'Run > Start'
* Click on View Results Tree and View Result in Table to see the results
* View Results Tree
  + Click on 'HTTP Request' in the left hand side
  + Click below tabs and view the details
    - Sampler Result
    - Request > Request Body
    - Request > Request Header
    - Response Data
* View Results in Table
  + Sample Time (ms) - denotes the total time taken to receive the response. This data is represented in milliseconds (1 Second = 1000 milliseconds)
  + Status - HTTP Response Status
  + Bytes - Number of bytes received in response
  + Sent Bytes - Number of bytes sent as request
  + Connect Time (ms) - Number of milliseconds it took to connect to the server

**Executing with multiple requests**

* Clear the existing results by right clicking on "View Results Tree' and 'View Results in Table', then selecting the 'Clear' option in the menu.
* Click on 'Thread Group'
* Change 'Number of Threads' to 2
* Run the test using play button.
* Now there will be two requests present in 'View Results in Table'

**Execute Performance Testing of RESTful Web Service with JMeter**  
  
The RESTful Service for getting all countries needs to performance tested. Identify the maximum threshold of your service.  
  
Follow steps below to complete the performance testing activity:

* Create a new Test Plan using menu File > New
* Name the test plan as 'get-countries-perf-test'
* Follow all configuration done in the previous hands on, but following configuration values needs to be changed:
  + Thread Group > Number of Threads = 10
  + HTTP Request > Basic
    - Protocol: http
    - Server Name: localhost
    - Port Number: 8090
    - Method: GET
    - Path: /countries
* Execute the test and see the results
* Save the test plan
* Change the Number of Threads gradually by increasing to 20, 30, etc. and observe the gradual increase in response time.
* In Thread Group modify the Loop Count value to 2 and the result. This will execute the threads in groups one after the other rather than in a single execution.

**Solving a business problem**  
  
The REST Service that returns all countries has to be deployed in production.  
  
It is expected that at any given point of time maximum 30 requests can be received for this service when it is in production.  
  
Also the business expects that the service should respond within 3 seconds.  
  
Given the above scenario verify if the service will be able to accomplish the above requirements or not.  
  
**NOTE:** This problem needs to be done by the learners independently with guidance from the SME.