**Objects**

As we know from the chapter [Data types](https://javascript.info/types), there are seven language types in JavaScript. Six of them are called “primitive”, because their values contain only a single thing (be it a string or a number or whatever).

In contrast, objects are used to store keyed collections of various data and more complex entities. In JavaScript, objects penetrate almost every aspect of the language. So we must understand them first before going in-depth anywhere else.

An object can be created with figure brackets {…} with an optional list of *properties*. A property is a “key: value” pair, where keyis a string (also called a “property name”), and value can be anything.

We can imagine an object as a cabinet with signed files. Every piece of data is stored in its file by the key. It’s easy to find a file by its name or add/remove a file.
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An empty object (“empty cabinet”) can be created using one of two syntaxes:

let user = new Object(); // "object constructor" syntax

let user = {}; // "object literal" syntax
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Usually, the figure brackets {...} are used. That declaration is called an *object literal*.

**[Literals and properties](https://javascript.info/object" \l "literals-and-properties)**

We can immediately put some properties into {...} as “key: value” pairs:

let user = { // an object

name: "John", // by key "name" store value "John"

age: 30 // by key "age" store value 30

};

A property has a key (also known as “name” or “identifier”) before the colon ":" and a value to the right of it.

In the user object, there are two properties:

1. The first property has the name "name" and the value "John".
2. The second one has the name "age" and the value 30.

The resulting user object can be imagined as a cabinet with two signed files labeled “name” and “age”.
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We can add, remove and read files from it any time.

Property values are accessible using the dot notation:

// get fields of the object:

alert( user.name ); // John

alert( user.age ); // 30

The value can be of any type. Let’s add a boolean one:

user.isAdmin = true;
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To remove a property, we can use delete operator:

delete user.age;
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We can also use multiword property names, but then they must be quoted:

let user = {

name: "John",

age: 30,

"likes birds": true // multiword property name must be quoted

};
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The last property in the list may end with a comma:

let user = {

name: "John",

age: 30,

}

That is called a “trailing” or “hanging” comma. Makes it easier to add/remove/move around properties, because all lines become alike.

**[Square brackets](https://javascript.info/object" \l "square-brackets)**

For multiword properties, the dot access doesn’t work:

// this would give a syntax error

user.likes birds = true

That’s because the dot requires the key to be a valid variable identifier. That is: no spaces and other limitations.

There’s an alternative “square bracket notation” that works with any string:

let user = {};

// set

user["likes birds"] = true;

// get

alert(user["likes birds"]); // true

// delete

delete user["likes birds"];

Now everything is fine. Please note that the string inside the brackets is properly quoted (any type of quotes will do).

Square brackets also provide a way to obtain the property name as the result of any expression – as opposed to a literal string – like from a variable as follows:

let key = "likes birds";

// same as user["likes birds"] = true;

user[key] = true;

Here, the variable key may be calculated at run-time or depend on the user input. And then we use it to access the property. That gives us a great deal of flexibility. The dot notation cannot be used in a similar way.

For instance:

let user = {

name: "John",

age: 30

};

let key = prompt("What do you want to know about the user?", "name");

// access by variable

alert( user[key] ); // John (if enter "name")

**[Computed properties](https://javascript.info/object" \l "computed-properties)**

We can use square brackets in an object literal. That’s called *computed properties*.

For instance:

let fruit = prompt("Which fruit to buy?", "apple");

let bag = {

[fruit]: 5, // the name of the property is taken from the variable fruit

};

alert( bag.apple ); // 5 if fruit="apple"

The meaning of a computed property is simple: [fruit] means that the property name should be taken from fruit.

So, if a visitor enters "apple", bag will become {apple: 5}.

Essentially, that works the same as:

let fruit = prompt("Which fruit to buy?", "apple");

let bag = {};

// take property name from the fruit variable

bag[fruit] = 5;

…But looks nicer.

We can use more complex expressions inside square brackets:

let fruit = 'apple';

let bag = {

[fruit + 'Computers']: 5 // bag.appleComputers = 5

};

Square brackets are much more powerful than the dot notation. They allow any property names and variables. But they are also more cumbersome to write.

So most of the time, when property names are known and simple, the dot is used. And if we need something more complex, then we switch to square brackets.

**Reserved words are allowed as property names**

A variable cannot have a name equal to one of language-reserved words like “for”, “let”, “return” etc.

But for an object property, there’s no such restriction. Any name is fine:

let obj = {

for: 1,

let: 2,

return: 3

}

alert( obj.for + obj.let + obj.return ); // 6

Basically, any name is allowed, but there’s a special one: "\_\_proto\_\_" that gets special treatment for historical reasons. For instance, we can’t set it to a non-object value:

let obj = {};

obj.\_\_proto\_\_ = 5;

alert(obj.\_\_proto\_\_); // [object Object], didn't work as intended

As we see from the code, the assignment to a primitive 5 is ignored.

That can become a source of bugs and even vulnerabilies if we intent to store arbitrary key-value pairs in an object, and allow a visitor to specify the keys.

In that case the visitor may choose “**proto**” as the key, and the assignment logic will be ruined (as shown above).

There is a way to make objects treat \_\_proto\_\_ as a regular property, which we’ll cover later, but first we need to know more about objects. There’s also another data structure [Map](https://javascript.info/map-set-weakmap-weakset), that we’ll learn in the chapter [Map, Set, WeakMap and WeakSet](https://javascript.info/map-set-weakmap-weakset), which supports arbitrary keys.

**[Property value shorthand](https://javascript.info/object" \l "property-value-shorthand)**

In real code we often use existing variables as values for property names.

For instance:

function makeUser(name, age) {

return {

name: name,

age: age

// ...other properties

};

}

let user = makeUser("John", 30);

alert(user.name); // John

In the example above, properties have the same names as variables. The use-case of making a property from a variable is so common, that there’s a special *property value shorthand* to make it shorter.

Instead of name:name we can just write name, like this:

function makeUser(name, age) {

return {

name, // same as name: name

age // same as age: age

// ...

};

}

We can use both normal properties and shorthands in the same object:

let user = {

name, // same as name:name

age: 30

};

**[Existence check](https://javascript.info/object" \l "existence-check)**

A notable objects feature is that it’s possible to access any property. There will be no error if the property doesn’t exist! Accessing a non-existing property just returns undefined. It provides a very common way to test whether the property exists – to get it and compare vs undefined:

let user = {};

alert( user.noSuchProperty === undefined ); // true means "no such property"

There also exists a special operator "in" to check for the existence of a property.

The syntax is:

"key" in object

For instance:

let user = { name: "John", age: 30 };

alert( "age" in user ); // true, user.age exists

alert( "blabla" in user ); // false, user.blabla doesn't exist

Please note that on the left side of in there must be a *property name*. That’s usually a quoted string.

If we omit quotes, that would mean a variable containing the actual name to be tested. For instance:

let user = { age: 30 };

let key = "age";

alert( key in user ); // true, takes the name from key and checks for such property

**Using “in” for properties that store undefined**

Usually, the strict comparison "=== undefined" check works fine. But there’s a special case when it fails, but "in"works correctly.

It’s when an object property exists, but stores undefined:

let obj = {

test: undefined

};

alert( obj.test ); // it's undefined, so - no such property?

alert( "test" in obj ); // true, the property does exist!

In the code above, the property obj.test technically exists. So the in operator works right.

Situations like this happen very rarely, because undefined is usually not assigned. We mostly use null for “unknown” or “empty” values. So the in operator is an exotic guest in the code.

**[The “for…in” loop](https://javascript.info/object" \l "the-for-in-loop)**

To walk over all keys of an object, there exists a special form of the loop: for..in. This is a completely different thing from the for(;;) construct that we studied before.

The syntax:

for(key in object) {

// executes the body for each key among object properties

}

For instance, let’s output all properties of user:

let user = {

name: "John",

age: 30,

isAdmin: true

};

for(let key in user) {

// keys

alert( key ); // name, age, isAdmin

// values for the keys

alert( user[key] ); // John, 30, true

}

Note that all “for” constructs allow us to declare the looping variable inside the loop, like let key here.

Also, we could use another variable name here instead of key. For instance, "for(let prop in obj)" is also widely used.

**[Ordered like an object](https://javascript.info/object" \l "ordered-like-an-object)**

Are objects ordered? In other words, if we loop over an object, do we get all properties in the same order they were added? Can we rely on this?

The short answer is: “ordered in a special fashion”: integer properties are sorted, others appear in creation order. The details follow.

As an example, let’s consider an object with the phone codes:

let codes = {

"49": "Germany",

"41": "Switzerland",

"44": "Great Britain",

// ..,

"1": "USA"

};

for(let code in codes) {

alert(code); // 1, 41, 44, 49

}

The object may be used to suggest a list of options to the user. If we’re making a site mainly for German audience then we probably want 49 to be the first.

But if we run the code, we see a totally different picture:

* USA (1) goes first
* then Switzerland (41) and so on.

The phone codes go in the ascending sorted order, because they are integers. So we see 1, 41, 44, 49.

**Integer properties? What’s that?**

The “integer property” term here means a string that can be converted to-and-from an integer without a change.

So, “49” is an integer property name, because when it’s transformed to an integer number and back, it’s still the same. But “+49” and “1.2” are not:

// Math.trunc is a built-in function that removes the decimal part

alert( String(Math.trunc(Number("49"))) ); // "49", same, integer property

alert( String(Math.trunc(Number("+49"))) ); // "49", not same "+49" ⇒ not integer property

alert( String(Math.trunc(Number("1.2"))) ); // "1", not same "1.2" ⇒ not integer property

…On the other hand, if the keys are non-integer, then they are listed in the creation order, for instance:

let user = {

name: "John",

surname: "Smith"

};

user.age = 25; // add one more

// non-integer properties are listed in the creation order

for (let prop in user) {

alert( prop ); // name, surname, age

}

So, to fix the issue with the phone codes, we can “cheat” by making the codes non-integer. Adding a plus "+" sign before each code is enough.

Like this:

let codes = {

"+49": "Germany",

"+41": "Switzerland",

"+44": "Great Britain",

// ..,

"+1": "USA"

};

for(let code in codes) {

alert( +code ); // 49, 41, 44, 1

}

Now it works as intended.

**[Copying by reference](https://javascript.info/object" \l "copying-by-reference)**

One of the fundamental differences of objects vs primitives is that they are stored and copied “by reference”.

Primitive values: strings, numbers, booleans – are assigned/copied “as a whole value”.

For instance:

let message = "Hello!";

let phrase = message;

As a result we have two independent variables, each one is storing the string "Hello!".
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Objects are not like that.

**A variable stores not the object itself, but its “address in memory”, in other words “a reference” to it.**

Here’s the picture for the object:

let user = {

name: "John"

};

![https://javascript.info/article/object/variable-contains-reference.png](data:image/png;base64,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)

Here, the object is stored somewhere in memory. And the variable user has a “reference” to it.

**When an object variable is copied – the reference is copied, the object is not duplicated.**

If we imagine an object as a cabinet, then a variable is a key to it. Copying a variable duplicates the key, but not the cabinet itself.

For instance:

let user = { name: "John" };

let admin = user; // copy the reference

Now we have two variables, each one with the reference to the same object:

![https://javascript.info/article/object/variable-copy-reference.png](data:image/png;base64,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)

We can use any variable to access the cabinet and modify its contents:

let user = { name: 'John' };

let admin = user;

admin.name = 'Pete'; // changed by the "admin" reference

alert(user.name); // 'Pete', changes are seen from the "user" reference

The example above demonstrates that there is only one object. As if we had a cabinet with two keys and used one of them (admin) to get into it. Then, if we later use the other key (user) we would see changes.

**[Comparison by reference](https://javascript.info/object" \l "comparison-by-reference)**

The equality == and strict equality === operators for objects work exactly the same.

**Two objects are equal only if they are the same object.**

For instance, two variables reference the same object, they are equal:

let a = {};

let b = a; // copy the reference

alert( a == b ); // true, both variables reference the same object

alert( a === b ); // true

And here two independent objects are not equal, even though both are empty:

let a = {};

let b = {}; // two independent objects

alert( a == b ); // false

For comparisons like obj1 > obj2 or for a comparison against a primitive obj == 5, objects are converted to primitives. We’ll study how object conversions work very soon, but to tell the truth, such comparisons are necessary very rarely and usually are a result of a coding mistake.

**[Const object](https://javascript.info/object" \l "const-object)**

An object declared as const *can* be changed.

For instance:

const user = {

name: "John"

};

user.age = 25; // (\*)

alert(user.age); // 25

It might seem that the line (\*) would cause an error, but no, there’s totally no problem. That’s because const fixes the value of user itself. And here user stores the reference to the same object all the time. The line (\*) goes *inside* the object, it doesn’t reassign user.

The const would give an error if we try to set user to something else, for instance:

const user = {

name: "John"

};

// Error (can't reassign user)

user = {

name: "Pete"

};

…But what if we want to make constant object properties? So that user.age = 25 would give an error. That’s possible too. We’ll cover it in the chapter [Property flags and descriptors](https://javascript.info/property-descriptors).

**[Cloning and merging, Object.assign](https://javascript.info/object" \l "cloning-and-merging-object-assign)**

So, copying an object variable creates one more reference to the same object.

But what if we need to duplicate an object? Create an independent copy, a clone?

That’s also doable, but a little bit more difficult, because there’s no built-in method for that in JavaScript. Actually, that’s rarely needed. Copying by reference is good most of the time.

But if we really want that, then we need to create a new object and replicate the structure of the existing one by iterating over its properties and copying them on the primitive level.

Like this:

let user = {

name: "John",

age: 30

};

let clone = {}; // the new empty object

// let's copy all user properties into it

for (let key in user) {

clone[key] = user[key];

}

// now clone is a fully independant clone

clone.name = "Pete"; // changed the data in it

alert( user.name ); // still John in the original object

Also we can use the method [Object.assign](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/assign) for that.

The syntax is:

Object.assign(dest[, src1, src2, src3...])

* Arguments dest, and src1, ..., srcN (can be as many as needed) are objects.
* It copies the properties of all objects src1, ..., srcN into dest. In other words, properties of all arguments starting from the 2nd are copied into the 1st. Then it returns dest.

For instance, we can use it to merge several objects into one:

let user = { name: "John" };

let permissions1 = { canView: true };

let permissions2 = { canEdit: true };

// copies all properties from permissions1 and permissions2 into user

Object.assign(user, permissions1, permissions2);

// now user = { name: "John", canView: true, canEdit: true }

If the receiving object (user) already has the same named property, it will be overwritten:

let user = { name: "John" };

// overwrite name, add isAdmin

Object.assign(user, { name: "Pete", isAdmin: true });

// now user = { name: "Pete", isAdmin: true }

We also can use Object.assign to replace the loop for simple cloning:

let user = {

name: "John",

age: 30

};

let clone = Object.assign({}, user);

It copies all properties of user into the empty object and returns it. Actually, the same as the loop, but shorter.

Until now we assumed that all properties of user are primitive. But properties can be references to other objects. What to do with them?

Like this:

let user = {

name: "John",

sizes: {

height: 182,

width: 50

}

};

alert( user.sizes.height ); // 182

Now it’s not enough to copy clone.sizes = user.sizes, because the user.sizes is an object, it will be copied by reference. So clone and user will share the same sizes:

Like this:

let user = {

name: "John",

sizes: {

height: 182,

width: 50

}

};

let clone = Object.assign({}, user);

alert( user.sizes === clone.sizes ); // true, same object

// user and clone share sizes

user.sizes.width++; // change a property from one place

alert(clone.sizes.width); // 51, see the result from the other one

To fix that, we should use the cloning loop that examines each value of user[key] and, if it’s an object, then replicate its structure as well. That is called a “deep cloning”.

There’s a standard algorithm for deep cloning that handles the case above and more complex cases, called the [Structured cloning algorithm](https://w3c.github.io/html/infrastructure.html#internal-structured-cloning-algorithm). In order not to reinvent the wheel, we can use a working implementation of it from the JavaScript library [lodash](https://lodash.com/), the method is called [\_.cloneDeep(obj)](https://lodash.com/docs#cloneDeep).

**[Summary](https://javascript.info/object" \l "summary)**

Objects are associative arrays with several special features.

They store properties (key-value pairs), where:

* Property keys must be strings or symbols (usually strings).
* Values can be of any type.

To access a property, we can use:

* The dot notation: obj.property.
* Square brackets notation obj["property"]. Square brackets allow to take the key from a variable, like obj[varWithKey].

Additional operators:

* To delete a property: delete obj.prop.
* To check if a property with the given key exists: "key" in obj.
* To iterate over an object: for(let key in obj) loop.

Objects are assigned and copied by reference. In other words, a variable stores not the “object value”, but a “reference” (address in memory) for the value. So copying such a variable or passing it as a function argument copies that reference, not the object. All operations via copied references (like adding/removing properties) are performed on the same single object.

To make a “real copy” (a clone) we can use Object.assign or [\_.cloneDeep(obj)](https://lodash.com/docs#cloneDeep).

What we’ve studied in this chapter is called a “plain object”, or just Object.

There are many other kinds of objects in JavaScript:

* Array to store ordered data collections,
* Date to store the information about the date and time,
* Error to store the information about an error.
* …And so on.

They have their special features that we’ll study later. Sometimes people say something like “Array type” or “Date type”, but formally they are not types of their own, but belong to a single “object” data type. And they extend it in various ways.

Objects in JavaScript are very powerful. Here we’ve just scratched the surface of a topic that is really huge. We’ll be closely working with objects and learning more about them in further parts of the tutorial.

[**Tasks**](https://javascript.info/object#tasks)

**[Hello, object](https://javascript.info/object" \l "hello-object)**

importance: 5

Write the code, one line for each action:

1. Create an empty object user.
2. Add the property name with the value John.
3. Add the property surname with the value Smith.
4. Change the value of the name to Pete.
5. Remove the property name from the object.

solution

**[Check for emptiness](https://javascript.info/object" \l "check-for-emptiness)**

importance: 5

Write the function isEmpty(obj) which returns true if the object has no properties, false otherwise.

Should work like that:

let schedule = {};

alert( isEmpty(schedule) ); // true

schedule["8:30"] = "get up";

alert( isEmpty(schedule) ); // false

[Open the sandbox with tests.](http://plnkr.co/edit/5O2A59knPcjvDZVmYNzO?p=preview)

solution

**[Constant objects?](https://javascript.info/object" \l "constant-objects)**

importance: 5

Is it possible to change an object declared with const, how do you think?

const user = {

name: "John"

};

// does it work?

user.name = "Pete";

solution

**[Sum object properties](https://javascript.info/object" \l "sum-object-properties)**

importance: 5

We have an object storing salaries of our team:

let salaries = {

John: 100,

Ann: 160,

Pete: 130

}

Write the code to sum all salaries and store in the variable sum. Should be 390 in the example above.

If salaries is empty, then the result must be 0.

solution

**[Multiply numeric properties by 2](https://javascript.info/object" \l "multiply-numeric-properties-by-2)**

importance: 3

Create a function multiplyNumeric(obj) that multiplies all numeric properties of obj by 2.

For instance:

// before the call

let menu = {

width: 200,

height: 300,

title: "My menu"

};

multiplyNumeric(menu);

// after the call

menu = {

width: 400,

height: 600,

title: "My menu"

};

Please note that multiplyNumeric does not need to return anything. It should modify the object in-place.

s