While building Angular applications, we might need the application to communicate with back-end services to fetch or persist data. This is done using **HttpClientModule.**

When we make calls to an external server, we want users to continue to be able to interact with the page. That is, we don’t want our page to freeze until the HTTP request returns from the external server. So, all HTTP requests are asynchronous.

HttpClient from @angular/common/http is used to communicate with backend services.

Additional benefits of HttpClient include testability features, typed request and response objects, request and response interception, Observable APIs, and streamlined error handling.

We need to import **HttpClientModule** from @angular/common/http in the module class to make HTTP service available to the entire module. Import HttpClient service class into a component’s constructor. We can make use of HTTP methods like get, post, put and delete.

The HTTP get, post, put and delete methods will automatically convert the received JSON data from the back-end server, to any desired type.

**Note**: The JSON object array data in the file should have the same key names of object literals as mentioned in the CustomModel class imported from './custom-model'.

JSON is the default response type for  HttpClient.

The following statement is used to fetch data from a server.

1. this.http.get(url)

http.get by default returns an observable.

Let us learn about observables and how to use them for service creation.

**What is an Observable?**

An Observable is a 'collection that arrives over time'.

Observable produces data which a subscriber can subscribe to and then use it. It is like a getting a newsletter where a publishing house produces letters and customers subscribe to it and then read it. In code, we can get data from an observable using subscribe() method.

An observable object can be used to represent asynchronous requests.

The newsletter publisher decides when the customers will get their next newsletter. All the newsletters may not be delivered at same time gap. Customers need to wait till the next newsletter arrives.

The **performance**of an Angular application increases if the requests and responses are sent asynchronously. The *asynchronous* communication is facilitated in Angular with the help of observables.

In Angular, observables are handled using a **third party library**called **RxJs.**

**RxJS**

RxJS is a reactive streams library used to work with asynchronous streams of data.

**Why RxJS Observables?**

Angular team has recommended Observables for asynchronous calls because of the following reasons:

1. Promises emit a single value whereas observables (streams) emit many values
2. Observables can be cancellable where Promises are not cancellable. If any HTTP response is not required, observables allow us to cancel the subscription whereas promises execute either success or failure callback even if we don’t need the result
3. Observables support functional operators such as map, filter, reduce, etc.,

Let us see how to create and use an observable in Angular.

Highlights:

* Importing observables
* Handling asynchronous calls using observables

**Demo Steps:**

1. Modify **app.component.ts**file as shown.

1. import { Component } from '@angular/core';
2. import { Observable } from 'rxjs';
3. @Component({
4. selector: 'app-root',
5. styleUrls: ['./app.component.css'],
6. templateUrl: './app.component.html'
7. })
8. export class AppComponent {
9. data!: Observable<number>;
10. myArray: number[] = [];
11. errors!: boolean;
12. finished!: boolean;
13. fetchData() {
14. this.data = new Observable(observer => {
15. setTimeout(() => { observer.next(11); }, 1000),
16. setTimeout(() => { observer.next(12); }, 2000),
17. setTimeout(() => { observer.complete(); }, 3000)
18. });
19. let sub = this.data.subscribe((value) => this.myArray.push(value),
20. error => this.errors = true,
21. () => this.finished = true);
22. }
23. }

**Line 2:** imports Observable class from rxjs

**Line 11:** data is of type Observable which holds numeric values

**Line 16:** fetchData() is invoked on click of a button

**Line 17:** A new Observable is created and stored in the variable data

**Line 18-20:** next() method of Observable sends the given data through the stream. With a delay of 1, 2 and 3 seconds, a stream of numeric values will be sent. The complete() method completes the Observable stream i.e., closes the stream.

**Line 23:** Observable has another method called subscribe which listens to the data coming through the stream. The subscribe() method has three parameters.

* First parameter is a success callback which will be invoked upon receiving successful data from the stream.
* Second parameter is a error callback which will be invoked when observable returns an error
* Third parameter is a complete callback which will be invoked upon successful streaming of values from Observable i.e., once complete() is invoked.

Here, upon successful response, the data is pushed to the local array called myArray, if any error occurs, a Boolean value true is stored in errors variable and upon complete() will assign a Boolean value true in finished variable.

2. Add the below code in **app.component.html**file

1. <b> Using Observables!</b>
2. <h6 style="margin-bottom: 0">VALUES:</h6>
3. <div \*ngFor="let value of myArray"> {{ value }}</div>
4. <div style="margin-bottom: 0">ERRORS: {{ errors }}</div>
5. <div style="margin-bottom: 0">FINISHED: {{ finished }}</div>
6. <button style="margin-top: 2rem;" (click)="fetchData()">Fetch Data</button>

**Line 4:** ngFor loop is iterated on myArray which will display the values on the page

**Line 6:** {{ errors }} will render the value of errors property if any

**Line 8:** Displays finished property value when complete() method of Observable is executed

**Line 10:** Button click event is bound with fetchData() method which is invoked and creates an observable with a stream of numeric values

**Output**:

![https://academy.onwingspan.com/common-content-store/Shared/Shared/Public/lex_27731273994611937000_shared/web-hosted/assets/observables_demo_img1_11.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAAC3CAYAAAArSg1TAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA9NSURBVHhe7Z1Nb902FobnP/k/1ekA8Z/o5KMro8gqu6RN2q0DDJpFJ4MARYDsCgMeeD4y2QQOUiAfuy6yudUhecjDw0OKoq/t+Op9gANJFEVS5KtXssV7718+f/68QSBGAuJBDEcmnqdPn25evnyJJZZdy0w8vAOB6InCeQDowXQeAHqA84Bh4DxgGDgPGKbiPMebO3t7m729u9Oa5P3mx68pfX9z9HtIalIr5wL4/Wiz7+oS8e2LsDPAeW48ns7kmtDR5hff+vM9/C0knIv+Mas4z7bEc0n8dujFYoY4hx0Vz/F3/lwvWzyLnefoJqUL8eiBy05SlSM64iicMMXBk7xb+Ery9YQyqp3HdehyjHSu/+ZRo/50nA99oaj90t1i+YebQ9dPU9n3bvulrIP7jI8txG8IvtFmy3lSH1KocWyOGRvEvHiqznNoVRoLDh3KJ6Yjdih3tBJPEWmA3j85yPfdPPDH1MSjB0IS65urnzuez08H94MWlo9CnDFs8WeDPdeHs22eWqWcJxdOCK5/rr4plzOISaxmfwtmnOcwdBqjnIcbYg2coyYeFksaLH/iaXC4I6KYKifD+3P3YNRVVNQvynfnMHPVBaGmuubLJ/xgcprqEw2Xwec722btPOHCF2Ll/G4/l1cds6kEEmPtYhWcz3mmbS+mFPkgcjlBhNzwuRPLGl5euZI58fj2pfoPqKzvxFlxnWGw4sBwGG0tI/SH2f4JKbpCgEy6cFxwGa02hzyZ8/A+I3yd6YLN0xNOjLK+CoPOc5BdWdUTj+npynQdIVzEFE/mMqGMivMM3bbk4FppE7n1e3HUxdNqPxHOYarj2S3Kn1ykqF+X0WpzyKPF4/rYiqyPamMWzrNDPBXnSY6SqZIHqma503Fe1SyuivOIzs3EE/PzthiwmnhEJ+RXUCordkTs2CT+WH6ls3i/K7vqGgEuXwmR4AF2YZx/LJP7WIun0eb8mScJtdJKhR6zfirOIxpoBXd0FJOK2Dk8sJ3OI7ZTWTMPzEStHS6E0ONAlJF1fBHsFJX93DYu3xK6qFuKr9rPosyak3Cf5eJJ23mEc1g6Zg0qzhMwKiquuiKPrHThM08gnTyVFcqwBkRiCUO7CQ/EVH//n+p528r9uTj1xZHQz4tM/gxCdfnzD04g+qzWZi0eQv/FlZ3DzJj1iqfqPFdD6sjYOdx5c+IBl07bea4A23INxwNXzhfmPERu4y4a/5MAV8cX5zzg+vAFOg+4LsB5wDBwHjAMnAcMA+cBw8B5wDBwHjAMnAcMA+cBw8B5wDBwHjAMnAcMYzqPm6AlJmwxOt1NOCry+clE+QSqgJuboydD+XJ4ykV1Zp14s67zYLrG1WA7jznIfqqEnKR14D7cpue+bkE8hnAZL5xy5hsEdPlUnnmUUAg18DSItN8NpjErf4l4aAJYr3ic26n5PfKYsj3goqg+8+hBzAeFPl3BjkNzjOVHdLbgPK0ppzz/tiEwcDlUnGeCbktRFN6JoiBonxhgGvwkFj9h/VzOQ+JQkZenZhtCSFdC1XkywbirPT1nmAMcXantPAfG54OW3LYs3Lxn3KounbrzTPCgyMG1xXG8ub13Q9zGKuLJ8jH581X7tiVvlwISNz5dcek0nGcifr5HDJhyIY//hKkXQMN5Qr7MJVx5+YN4y3nK/eEWVvnEJ7g4ms7DQpBXtXMjY6D8rYxExR/0yyOJKX2U2Uf+DOTLkftDCMEUeUR73D7cwi6FtvMA0GDGeQCoA+cBw8B5wDBwHjAMnAcMA+cBw8B5wDAdzqNeimZYrxvAWphxnvT2uhRP+O+z8ZYcrIOq88RXAHfvFO+q3ISsKY2+Gt+aYgHWQdV53j85mryFKN+SH0/73HumyhQLsA46nnna83PgPOtl5pmHWD4zEKwDOA8Y5tzOg2ee9QLnAcPgmQcM0+E8ANh0OA8ANnAeMAycBwwD5wHDwHnAMHAeMAycBwwD5wHDwHnAMB3OU5nD7F5N+BmFblZh/AoWsBZmnKcyhzkIJ6U1Xp6CnaXqPK05zG6f+g4dfLXJ+qg6T2sOs4WbFI8vWFoVHc88HbckTM1YJTPPPMSM84TnHzwwr4/zOQ+Es2q6nMcUT/iyy7lnIbC7dDlPcdsq/lQHa2TIefjjxkUs/PJtcL3pcB4AbDqcBwAbOA8YBs4DhoHzgGHgPGAYOA8YBs4DhoHzgGHgPGCYivOk6adW8KuKONuwCDW3J/5iYBnm+7EivzFXaEmZ4V1cMw9YTMV5Wl/cnahNPfWiEj8lSQNtvfdyAsiF4d+bKbFYUz96y3THdpQHFlN1Hvopxy7xmFNP1cvU2kAHkcZBdAOvf780oEXQWaZro5EvT1ftAF1ciPOY4jF/fTgfNOc6jUn0tD8TWkeZXpDz5wKW03Qe+YyQQv2+evPHagM1l3ADy24ifyHZJhNrV5ke3x5xDqZjgaWc33nkoMRQt55w9ZchB3n+1pGJtavMEjkXqVUXmOf8zzzyNlN7EKWBzm4x/ramb1HuZ7eHb1uhzN6P/zjxVZ6vQBfndx49WMERsmMpTd8qan9B7R3aA9rzwFyU2XAzXR5YzHadJ1D8uU0DbTzc8m1P1lMcS9SE1lOmE2R5Lq6eXpcCJk3noU43IwjGdB4HHx9uC5WBJkyxhAFPYTjEkjKD+GSZuRvNP2+BkorzADBPxXkAmAfOA4aB84Bh4DxgGDgPGAbOA4aB84Bh4DxgGDgPGKbiPK3XE+KVg56zM+0v34epf/3r4wjj9UFezvHm9t6N8hXFhHtFEl+Qtl+rcJn8/quIxhv9El9Xeb7roeI8HR1TEU8hjDnxWG+3ixehy8QzN6DumEIoQXjdAoJ4qs4z+1bdEs/Nw80hzUDMBkDNEFTH5YOfyNNnxBNfkC6YDWC+0M2nz9baRvU4oQXH8udG36B2uDmiYyidjjMuDPfSVvZPvOh8XCcxbtd5pg778OFX5xrpWF9W1XlC57U7jQbG/v32fID73MAdU3EYmpCWHK+FFqoxwc0Qj5vwxsLVfWG58BdM03nkFeFDnJg7cTFxK4iHut0NTuwUy3nyCV8+v6inuNrDwNRCOY+ZR7tdZS5PS1g5Wqi5azlq4nHl20Lvr//q2a7ziEGk42UnVZ1H4efi+EgOcBnPPJ6WsHJs59HiOVCOmSahNS6IrvqvnnM+89jO43BXHZVhOU9dPJEs38xta2vPPH5we29buVBr3xpbu20ZYrtmXJDzeNwgTZ13UIiHRadcSZJ1/AU4jymeJQM65jzytpVdVNeQ7TqPEg+XQ1ZcdR63XdaV7J24AOcpblteeP3PGx3OEwQVzz24cTwvd+7SmRoX0xfIdp2neNCdCB2Wiyd/YI6dKiLvwO38k5CF4Y4x9utBy8suieW4ciuuFS4OF1NZJ798kwlUt+W6CIeoOA8A81ScB4B54DxgGDgPGAbOA4aB84Bh4DxgGDgPGAbOA4aB84Bh4DxgGDgPGAbOA4aB84Bh4DxgGDgPGAbOA4aB84Bh4DxgGDgPGAbOA4aB84Bh4DxgGDgPGAbOA4YxnYfi/v37m8ePH28ePXqE9XOs77KTm85DJ018/PjRLQmse5auc1/uIqbz0JVDUCf88ccfsTNoifVl69yXu0jVeWQnsIBkGtb71lfpPNwBlvPobazX1+nZZ1fpch4ZVhrCDrrwVu083Alym4Pg9dqtbc3pFKt1HsT5goS0OufhE7Y6xMerxjdw3d28+PTJOCaPVz997b4hy9qng7/42tpXRr1t9OWa9jFlfPr0wn0b2Y//nT+XVuyyeArnYfFYHZHCD9Dt5/2DoeOixVO07T+P3VfX9bZ5G+JZnfP03bb6xPP++e3syuf8TjicfuPx5n8fPrh0J5KYPznYs1vT9t077jv/eH+97nrbfHvubn4N9bGgUp37Tiz0LfZWXfp8elwWzlPEq82Dr9risQdqf/Po30JAt57F/G5bCMltf/XAbXtR+YGN+2TZWdTbxm7i2lA4UbjdhTpJQDHvtN+fT2o/leUEJs7BitU7z+vXr+P6u3fvpqUfoPwqpNh3zxXUsdYAnv5wI3a2XKeBOpiOr4nROY8YpLPjB5kQ3707DcvUNi7rdEqjdB+nTdG7Ngnx0Hcof39CZZZ5KXS7yn5aufNwh/AA0GCQOOgqpa99TQPjgwbv7OzEiaEU1xSGeFgMD47Psjp5yYPE25yfhMr1UrvcvqluFohsFwW7S2r36ebt23/mbQ3ioXRyHhIPi5Pq93WL/KJdnEcuV+s83AF6EPIr+FWxnzqeLP2bX85cXkqTDkDrLB7aZjHwQHE+H6dV52GxyfwsHlk3hxSEfK7Zf3ji9rPzUPty8Uxx8n0UDZVNeWS7/PlJB/Rpq3Qe7nDXqW4pByKJR+bjoAF8OO2/8YMWAkUQkxAPi02X5+tNg8TtyMXm0/iYlvP455YD96zkvjw7CMXvP92cPNwvxMPuJtvL9XG7fFoK2V+rdh7dMT7Ni4evbtlZPk7jA6bvfNrnj2FBuYFyHS+2p4H719u3btt/M/rdzbOzs2KQpPNwmo9Uj781pTbx7YZvWfxAT+XT9tt//M25ihYP18GuxO1z25RfCUrHvXv3QlfvHlXnScLxnSIFws4in3n8/nw9dnAIFg6VzYPJA0hpTiQxf3qmSeIJ9SvxcFu5jdQ2Wa8uj/Nm9U1/6f3/p7+KfOF2Oe2j2xo7Wsw/tccJfnIyFmA8b7f0bV2l88jOSEJKzuO3kxjevHkT81l5qKx8v1/KjuZ1rjdP1+3JHY/WuVxOS3llWlrqcnkpy+R12VbrONov+4DWabk656ETphOnjpKdwesyrRWUj4LX5bG8tMqz03xbKHjQeB/npSWn8YByut7mfFyuLzMJxVqmY1IZvNTBx+yyeKrOQydPHcodwZ3B6ZzG++XSCtqnB4rWffqy8mRemaaXXEdtsOW6TOPz4+1W+6yyZfpKncd3vO4UGXMdyEHbch+vtwZl6VKn1fbrdJ3G6zKPDJm3lsZL6sPVOQ/ftnTnyHWZJsPKuyRqx7fKtfa18i9Jt8rT+6xtXl+l83AnbDusQbjMuMz66fa3SueRzzWI8Vid8zx//nxzePPAnTjifPHz338OXb17mM6joUlNS5etdbldW+r1ke250PnlNq8vXeq0XcZ0HgB66HIeACzgPGAYOA8YBs4DhoHzgGHgPGAY03koUS7lOv0DcVe26R94296mdQpO3/XIxINA9MfnzZ/ciTKYHfOw/gAAAABJRU5ErkJggg==)

**Note:**We can convert any data into an observable using the **of()** method. For example,

1. import {Observable, of} from 'rxjs';
3. myObservable:Observable<number> = of(1, 2, 3);
4. myObservable2:Observable<number[]>=of([1,2,3],[4,5,6],[7,8,9]);
5. display(){
6. this.myObservable.subscribe(
7. data=>console.log(data)
8. )
9. this.myObservable2.subscribe(
10. data=>console.log(data)
11. )
12. }

Let us use the same example used for custom services.

Add HttpClientModule to the **app.module.ts** to make use of HttpClient class.

1. ...
2. import { HttpClientModule } from '@angular/common/http';
3. ...
4. @NgModule({
5. imports: [BrowserModule, HttpClientModule],
6. ...
7. })
8. export class AppModule { }

**Line 2:** imports HttpClientModule from @angular/common/http module

**Line 6:**Includes HttpClientModule class to make use of Http calls

# Services and HttpClient

We will be using HttpClient inside our services. Since our services will now have their own dependency, we need to add ***@Injectable()*** annotation on top of the service class.

We can also use Angular cli instead to create a service for us, using the command:

1. ng generate service Book

This will generate a class which looks like below:

1. @Injectable({
2. providedIn: 'root',
3. })
4. export class BookService {
5. constructor() { }
6. }

Here, @Injectable indicates that the service may have its own dependencies. The **providedIn: 'root'** indicates that this should be available to all the components of the module. This is optional if we included it in **providers** array of app.module.ts

# Error handling

What happens if the request fails on the server side, or if a poor network connection prevents it from even reaching the server?

There are two types of errors that can occur. The server might reject the request, returning an HTTP response with a status code such as 404 or 500. These are error responses.

Or something could go wrong on the client-side such as network error that prevents the request from completing successfully or an exception thrown in an RxJS operator. These errors produce JavaScript ErrorEvent objects.

HttpClient captures both kinds of errors in its HttpErrorResponse and we can inspect that response to find out what really happened.

We need to do error inspection, interpretation, and resolution in service, not in the component.

Let us learn how to implement this with the help of a demo.