RxJS Observables

In RxJS, an observable is a function that is used to create an observer and attach it to the source where values are expected from. For example, clicks, mouse events from a DOM element or an Http request, etc. are the example of observable.

In other words, you can say that observer is an object with callback functions, which is called when there is interaction to the Observable. For example, the source has interacted for an example, button click, [Http](https://www.javatpoint.com/computer-network-http) request, etc.

Observables can also be defined as lazy Push collections of multiple values. Let's see a simple example to understand how observables are used to push the values.

See the following example:

1. **import** { Observable } from 'rxjs';
2. **const** observable = **new** Observable(subscriber => {
3. subscriber.next(10);
4. subscriber.next(20);
5. subscriber.next(30);
6. setTimeout(() => {
7. subscriber.next(40);
8. subscriber.complete();
9. }, 1000);
10. });

In the above example, there is an observable that pushes the values 10, 20, 30 immediately and synchronously when subscribed, but the value 40 will be pushed after one second since the subscribe method has called.

If you want to invoke the observable and see the above values, you have to subscribe to it. See the following example:

1. **import** { Observable } from 'rxjs';
2. **const** observable = **new** Observable(subscriber => {
3. subscriber.next(10);
4. subscriber.next(20);
5. subscriber.next(30);
6. setTimeout(() => {
7. subscriber.next(40);
8. subscriber.complete();
9. }, 1000);
10. });
12. console.log('These are the values just before subscribe');
13. observable.subscribe({
14. next(x) { console.log('We have got value ' + x); },
15. error(err) { console.error('something wrong occurred: ' + err); },
16. complete() { console.log('Done successfully'); }
17. });
18. console.log('This value is just after subscribe');

**Output:**

When we execute the above program, we shall the following result on the console:
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Observables are generalizations of functions

We know that observables are functions that act as clicks, mouse events from a DOM element or an Http request, etc. but observables are not like EventEmitters, nor are they like Promises for multiple values. In some cases, observables may act like EventEmitters, namely when they are multicasted using [RxJS](https://www.javatpoint.com/rxjs) Subjects, but usually, they don't act like EventEmitters.

Observables are like functions with zero arguments, but generalize those to allow multiple values.

Let's see an example to understand this clearly.

**A simple example of a function:**

1. function foo() {
2. console.log('Hello World!');
3. **return** 123;
4. }
5. **const** x = foo.call(); // same as foo()
6. console.log(x);
7. **const** y = foo.call(); // same as foo()
8. console.log(y);

**Output:**

You will see the following output:

"Hello World!"

123

"Hello World!"

123

**Let's write the same example, but with Observables:**

1. **import** { Observable } from 'rxjs';
2. **const** foo = **new** Observable(subscriber => {
3. console.log('Hello World!');
4. subscriber.next(123);
5. });
6. foo.subscribe(x => {
7. console.log(x);
8. });
9. foo.subscribe(y => {
10. console.log(y);
11. });

**Output:**

You will see the same output as above:
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You can see this because both functions and Observables are lazy computations. If you don't call the function, the console.log('Hello World!') won't happen. Also, with Observables, if you don't "call" it with subscribe, the console.log('Hello World!') won't happen.

Working of an Observable

There are three phases in an observable:

* Creating Observables
* Subscribing to Observables
* Executing Observables

Creating Observables

There are two ways to create observables:

* Using the Observable constructor method
* Using Observable create() method

**Using the Observable constructor method**

Let's create an observable using the observable constructor method and add a message, "This is my first Observable" using subscriber.next method available inside Observable.

**testrx.js file:**

1. **import** { Observable } from 'rxjs';
2. var observable = **new** Observable(
3. function subscribe(subscriber) {
4. subscriber.next("This is my first Observable")
5. }
6. );

You can also create Observable using, Observable.create() method as follows:

1. **import** { Observable } from 'rxjs';
2. var observer = Observable.create(
3. function subscribe(subscriber) {
4. subscriber.next("This is my first Observable")
5. }
6. );

Subscribing to Observables

Subscribing to an observable is like calling a function. It provides callbacks where the data will be delivered to.

You can subscribe to an observable by using the following syntax:

**Syntax:**

1. observable.subscribe(x => console.log(x));

See the above example with subscribe:

**testrx.js file:**

1. **import** { Observable } from 'rxjs';
2. var observer = **new** Observable(
3. function subscribe(subscriber) {
4. subscriber.next("This is my first Observable")
5. }
6. );
7. observer.subscribe(x => console.log(x));

**Output:**

![RxJS Observables](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAloAAAEOCAMAAABmckmkAAAA2FBMVEUAAAD////w8PAYg9fAwMDAiUwrbKXa2tpspcAAACsrAADApWxMicBMAAAAK2ylbCtsKwD//7aQ2/+JTABmADoATIkAAEylwImJwKXAwImPkpfMzM3AwKX/25Bmtv+lwMCJwMC2//+lwKVmAABgYGA6kNs6AAD/tmYFBwg6AGalpW7b///T2eAAADq2ZgDbkDr//9sAZraKSj+QOgAAOpCPuI8AAGY6ADo6OpA6kJArbImJpcBoeZHApYlsTGxmZjpqMDDAiWxmtrZMiaUrTImQkGZmAGY6OgAmxVXHAAAJ4klEQVR42uya3UrDQBCFZ/BeqHhlaCCUNYq2TaxWBUER1Pd/IzM9u7WJK9XoUkPPpyb7MzM3fmSHtHJASBLkQAlJANUigGqRoUC1CKBaZChQLQKoFhkKVIuAlGqddFBC/kity8CD/VCtvUTWfCs6wz2LRG+qlbWAWqNJbdfjI/V0ZuNbjHuBUuQ/Ia3BNrKzLNw6tNWSFl6t47c8rlZ/epSihCnprRakipr1HbVu7i6o1v7wQ7VMq6hZXbVw1GpLraOZs6uOT0Vytds9ZssC+9XCNhowQFyj5KnkcxG3OdSZSN0svNgklFJEWODjsoinu9HEMkkvEqplbkXN6qilppV21fK/k9waK7vNp7agpcN+WSO/WtjCOu76ohSn5bLYGPqCk9omKGVqWcQqx8XSscmnVm9kzU7VMlRbamlZN9fxeaE6y8c4Hu3ZIrUqxk6NVYT6OMvzf/6GUiLTsOBLoYjPiaVjk2qlI/2BGJ5a0lGrWjx31MIs7Otcct2uFtKqq7ha1eILtbBJtZKSvo1XFcPKfqhlTdEUB+I5TjGbOWziPz53Gg5EHxdXq8TZhsnmgeh8Tiwdm1QrIbt5+QB1pqvG3TwoJbTxUsObUtDRq7XauY+LqIWO//ApLIRSav27ZdpaJB2bOmMbn4rEr0yjam1n9Frob4FTcfjWYbD89jPE5oijWuQrtfqCJkypFvkMv1RDAlSLDAWqRd7ZsWMVhGEogKKpo1acHNzz/99ow9PFJUJTmgfnQDK9BAJ3SpAWWUiLIC2ykBZBWmSxpVVgv+XyQ1pIi6lJiyAtspAWQVpk8U2rSotD0qq1SosD0qqNtBhp+ZTVlrQYn9a2SYvxaUVU0qIUnw9MT1oEaZGFtAjSIgtpEc5Ja32Uju78+rr/P98/N+r+vuftWibQ3pfMm32ra3EbBoIt2CaX+OKCcdrCQcM93mOgLy0tLe3//03VZrQeMlXsOqkhynkhJ996NPrwZC3Lm7S0uqIoGoK2L+tj8T4Mb/fh3TAj8eNTUzfEzyEt8t+GtKhx9b8WaVVPQT5fKKGHVTtBWsBPmGrg5zDyj8nn1qWVob0tTs2ktdu3vUY2a59fSiu4A9IwdVHYmaqpLMpFv+Nx/uMj3KF0vJdVYVYSH3m2n5rj1zTWc95QHPaFqZ7tpfkRdZXfeVgfOI8J5A845wMheNXIA3Oct9P9XBWHvRHCvD+Co1/G7/V0HjKxlLRMQifSQqiitKoyzmSJTxUmavtMP/DB34bzgQF1geUH31biyRM+Vng940Vv7Dps1o57WDXhXIK/w+VUfvCwHeDggaKejmNwXnChtI8YedyA69vpirZ++oGIyf4ojn4dP43zkJGlpNXpfT0OitIyAA7NaZeBfuJ5QwHM8V5iSol3nnDw7WvDKQUv7mtoBzjvj/KTVvjBw3Zw2mUA/tBf5zWI/d/zqjkPjO2jHatalaZTkZbg4E+OX6WV1YJrXFocGS9lZfE7BG6rgW+6GfzEA0BpOd5LTCnx4GG05AnwUlqlqxZO4fellfKDh+0QZ13drF1azhsqQWreX4Jxg5IoQhzaSUtLcfTr+GEyD/kEroG1liw0KS0MvvRDTgn8Pd5mVaOWGUqgyA8eJ6xLTmnkhRSCw3GpqAVsk+YHj9ELDjdEjVqIFIhaKVNpAcd2zklLce7X8cN0HrLRVkpab2o8IfLbA4Xs9liD9NNQlzLFOCa+DR9KK+JZgszx5Alh0+p6PUCjtGqRRi38vPEpP/tXEcdHe0oLvCi7Amutf5HWCa4SabE/iqNfxx9mDz3s5yGn9VZKWniWafrAzHXO3u5veFDpn3B4qaKf+C6E/e/cE3O8lzgoiefyF39Qz3lZDbi+P8rv/Rd+52F94KLuKC3ntTvX5jcbHpUWcN6OSov9EZz7dfwiLeBvYwf3Ymldv79DPP+dgFc35T1QPYtd9ZvYuR23+aV1vXFJcX29tLRyW4IM2j2Nb15p8cmpvKqeSktxOT04Ddo9jU+ltWQ+LLZIa7HbtkVai4nNLS2ubdK7w/RPXjY0U+qxH1PxuW1e352lpMUXJv9bWtgIZL2R5BJkIFwmrdw2GO/PzkStupkhjUre8Q5Kiy9lNutFWlnasLQOq5O3qJovlPZ7nhISQ5gdIm+Jme8keUvkQY5S6/04lyfGdpAf5nhKq85pF/teLJVlSmkVLS4O/4ol/MxTQt4Tz0E6phd4Jc8LzQq5+awfpjPNE9O8Lc8PczwoHL/Erwk2r7T4Tk3ynWhpP9+ddXIzk5esmuel0qp7abUjeWJsB21GvLVDfE65Tvdgk6Slj1zqV2lZYsrL+qy0JM9rIGq1w3liu8+PxowTf0mL+MUus/mlpS+z1K/SMprKiMakpXlL5Dk+VEIqQ3lidduVSLJJR61FVdfZ/NISOYg/Ia3t88vjuLQ0b4lbFcib8jyt83liXfkrqAf5YcRHxLLOutDml5YtiyW/CKZ+lRZijEqL9TTPC0eswfwwwDVPTBN+PT/sBB8Pls3TaXbzP8x/WGXz06Y/7N0hDsAwDARBUuX/Ty44VhWkoODimQcYLYrkmK60ltekuf5Ma11Vy030pMVo0iKkRQtpEdKihbQIadFCWoS0aCEtQlq0kBYhLVpIi5AWLaRFSIsW0iKkRQv3EHnjHuLufItF37iHuD//tE/ZCzzTmnwP8Wbvjo0bAIIYBsr9N+2AUgkfYG63BmQMyNO0Lv8h8jSty3+IPE3r8h/ih5dpXf5D5Glal/8QmUdpXf5D/Pv68CKty3+I0vopbYiJP0Rp5dKq/CFKK5cWJ0mLkRYV0mKkRYW0GGlRIS1GWlRIi5EWFdJipEWFtBhpUSEtRlpUSIuRFhXSYqRFhbQYaVEhLUZaVEiLkRYV0mKkRYW0GGlRIS1GWlRIi5EWFdJipEWFtBhpUSEtRlpUSIuRFhXSYqRFhbQYaVEhLUZaVEiLkRYV0mKkRYW0GGlRIS1GWlRIi5EWFdJipEWFtBhpUSEtRlpUSIuRFhXSYqRFhbQYaVEhLUZaVEiLkRYV0mKkRYW0GGlRIS1GWlRIi5EWFdJipEWFtBhpUSEtRlpUSIuRFhXS4r8dO7ZhGAaCIEhH6r9jw164AwnwATPBV7DBkZEWK6RFpMUKaRFpsUJaRFqskBaRFiukRaTFCmkRabFCWkRarJAWkRYrpEWkxQppEWmxQlpEWqyQFpEWK6RFpMUKaRFpsUJaRFqskBaRFiukRaTFCmkRabFCWkRarJAWkRYrpEWkxQppEWmxQlpEWqyQFpEWK6TFQ15XfqSFtPhv0iLSYoW0iLRY8U3rXN8rLW5P63yOtHggrXMdaZFbt9b5sLW4O63aMuO5Oa0cL0TO8fnAAGkRabFCWiQPpwWPeANQtn1iSMn7LAAAAABJRU5ErkJggg==)

Executing Observables

An observable is executed when it is subscribed. There are generally three methods in an observer that are notified:

**next():** This method is used to send values like a number, string, object etc.

**complete():** This method doesn't send any value. It indicates that the observable is completed.

**error():** This method is used to notify the error if any.

Let's see an example where we have created the observable with all three notifications and execute that example:

**testrx.js file:**

1. **import** { Observable } from 'rxjs';
2. var observer = **new** Observable(
3. function subscribe(subscriber) {
4. **try** {
5. subscriber.next("This is my first Observable");
6. subscriber.next("Testing Observable");
7. subscriber.complete();
8. } **catch**(e){
9. subscriber.error(e);
10. }
11. }
12. );
13. observer.subscribe(x => console.log(x), (e)=>console.log(e),
14. ()=>console.log("Observable is completed now."));

The error method is invoked only if there is an error. When you run the above code, you will see the following output in the console.

**Output:**

![RxJS Observables](data:image/png;base64,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)