RxJS Subjects

An RxJS Subject is like an Observable. It is a special type of Observable that allows values to be multicasted to many Observers. In simple words, we can say that an RxJS subject is an Observable can multicast or talk to many observers.

According to its official definition, "A Subject is like an Observable, but can multicast to many Observers. Subjects are like EventEmitters: they maintain a registry of many listeners."

An [RxJS](https://www.javatpoint.com/rxjs) subject can be subscribed to, just like we usually do with Observables. It also has methods such as next(), error() and complete(), which we have already seen and used in our Observable creation function.

Difference between RxJS Observable and RxJS Subject

Every Subject is an Observable. We can subscribe to a given Subject just like an observable, and it will start receiving values usually. From the perspective of the Observer, it cannot be decided whether the Observable execution is coming from a plain unicast Observable or a Subject.

The main difference between an Observable and a Subject is that a plain Observable by default is unicast. It means that each subscribed Observer owns an independent execution of the Observable. On the other hand, Subjects are multicast. A Subject is like an Observable, but it can multicast to many Observers. The main reason behind using Subjects is to multicast.

See an example of Observable:

**Example 1**

1. **import** \* as Rx from "rxjs";
2. **const** observable = Rx.Observable.create((observer) => {
3. observer.next(Math.random());
4. });
5. // subscription 1
6. observable.subscribe((data) => {
7. console.log(data);
8. });
9. // subscription 2
10. observable.subscribe((data) => {
11. console.log(data);
12. });

After executing the above example, we will see the following result. Here, you will see that Observables are unicast by design so, they will produce different random results every time you execute the above example. See the following output:

**Output:**
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Here, you can see that result is different for both subscriptions every time we execute the program. This isn't very pleasant if you expect that each subscriber receives the same values. Subjects are used to overcome this issue because subjects can multicast. It means that one Observable execution is shared among multiple subscribers.

Subjects are like EventEmitters. They are used to maintain a registry of many listeners, so when we call subscribe on a Subject, it does not invoke a new execution. It simply registers the given Observer in a list of Observers.

Using RxJS Subjects

Let's see how to use Subjects to multicast and to overcome the above issue.

**Example 2**

1. **import** \* as Rx from "rxjs";
2. **const** subject = **new** Rx.Subject();
3. // subscriber 1
4. subject.subscribe((data) => {
5. console.log(data);
6. });
7. // subscriber 2
8. subject.subscribe((data) => {
9. console.log(data);
10. });
11. subject.next(Math.random());

**Output:**

After executing the above example, we will see the following result.
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Here, you can see that every time we execute the program, it shows the different random numbers, but the values for both subscriptions are the same. It means the two subscriptions are getting the same data.

How to Convert Observables from Unicast to Multicast

The RxJS Observables are solely data producers, but the RxJS Subjects can be used as a data producer as well as a data consumer. By using Subjects as a data consumer, we can use them to convert Observables from unicast to multicast. See the following example:

**Example 3**

1. **import** \* as Rx from "rxjs";
2. **const** observable = Rx.Observable.create((observer) => {
3. observer.next(Math.random());
4. });
5. **const** subject = **new** Rx.Subject();
6. // subscriber 1
7. subject.subscribe((data) => {
8. console.log(data);
9. });
10. // subscriber 2
11. subject.subscribe((data) => {
12. console.log(data);
13. });
14. observable.subscribe(subject);

**Output:**

After executing the above example, we will see the following result.
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Here, we have passed our Subject to the subscribe function. It took the Observable's values, and then all the subscribers to that Subject immediately receive that value.

How to create an RxJS Subject?

Let's see how to work with RxJS subjects. To work with an RxJS subject, we need to import Subject in the following manner:

1. **import** { Subject } from 'rxjs';

Now, use the following method to create a subject object:

1. **const** subject\_test = **new** Subject();

Same as the RxJS Observables, an RxJS Subject also has the following three methods:

* next(v)
* error(e)
* complete()

How to subscribe to the RxJS Subject?

After creating the RxJS subject, we have to subscribe to it. A Subscription is an object that is used to represent a disposable resource, usually the execution of the Subject. We can easily create multiple subscriptions on the Subject by using the following method:

1. subject\_test.subscribe({
2. next: (v) => console.log(`From Subject : ${v}`)
3. });
4. subject\_test.subscribe({
5. next: (v) => console.log(`From Subject: ${v}`)
6. });

How to pass data to Subject?

After subscription, we need to pass data to the subject we have created. We can do this by using the next() method.

1. subject\_test.next("A");

This data will be passed to all the subscription added on the subject.

Let's see a complete example of RxJS Subject. Here, we will use above three methods: next(v), error(e), and complete()

**Example using next(v) method:**

1. **import** { Subject } from 'rxjs';
2. **const** subject\_test = **new** Subject();
3. subject\_test.subscribe({
4. next: (v) => console.log(`From Subject : ${v}`)
5. });
6. subject\_test.subscribe({
7. next: (v) => console.log(`From Subject: ${v}`)
8. });
9. subject\_test.next("Hello");
10. subject\_test.next("Good Morning");

Here, we have created an object named "subject\_test" by calling a new Subject(). After that, the subject\_test object has reference to next() method.

**Output:**
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**Example using complete() method:**

We can use the complete() method to stop the subject execution. See the following example:

1. **import** { Subject } from 'rxjs';
2. **const** subject\_test = **new** Subject();
3. subject\_test.subscribe({
4. next: (v) => console.log(`From Subject : ${v}`)
5. });
6. subject\_test.subscribe({
7. next: (v) => console.log(`From Subject: ${v}`)
8. });
9. subject\_test.next("Hello");
10. subject\_test.complete();
11. subject\_test.next("Good Morning");

**Output:**

![RxJS Subjects](data:image/png;base64,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)

**Example using error() method:**

Let's see how to call error () method.

1. **import** { Subject } from 'rxjs';
2. **const** subject\_test = **new** Subject();
3. subject\_test.subscribe({
4. error: (e) => console.log(`From Subject : ${e}`)
5. });
6. subject\_test.subscribe({
7. error: (e) => console.log(`From Subject : ${e}`)
8. });
9. subject\_test.error(**new** Error("There is an error message"));

**Output:**

![RxJS Subjects](data:image/png;base64,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)

Types of RxJS Subjects

There are mainly four variants of RxJS subjects:

1. **Subject -** This is the standard RxJS Subject. It doesn't have any initial value or replay behaviour.
2. **BehaviorSubject -** This variant of RxJS subject requires an initial value and emits its current value (last emitted item) to new subscribers.
3. **ReplaySubject -** This variant of RxJS subject is used to emit a specified number of last emitted values (a replay) to new subscribers.
4. **AsyncSubject -** The AsyncSubject emits the latest value to observers upon completion.

BehaviorSubject

The BehaviorSubject is used to denote "the current and latest value when called". It stores the latest value emitted to its consumers, and whenever a new Observer subscribes, it will immediately receive the "current value" from the BehaviorSubject.

BehaviorSubjects are mainly used to represent "values over time". For example, an event stream of birthdays is a Subject, but the stream of a person's age would be a BehaviorSubject.

**Syntax:**

1. **import** { BehaviorSubject } from 'rxjs';
2. **const** subject = **new** BehaviorSubject("given\_value");
3. // initialized the behaviour subject with value: given\_value

**Example**

1. **import** { BehaviorSubject } from 'rxjs';
2. **const** subject = **new** BehaviorSubject(0); // 0 is the initial value
3. subject.subscribe({
4. next: (v) => console.log(`observerA: ${v}`)
5. });
6. subject.next(1);
7. subject.next(2);
8. subject.subscribe({
9. next: (v) => console.log(`observerB: ${v}`)
10. });
11. subject.next(3);

**Output:**
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ReplaySubject

A ReplaySubject is pretty similar to a BehaviorSubject. It is also used to send old values to new subscribers, but it can also record a part of the Observable execution. A ReplaySubject records multiple values from the Observable execution and replays them to new subscribers.

**Syntax:**

1. **import** { ReplaySubject } from 'rxjs';
2. **const** replay\_subject = **new** ReplaySubject(given\_value);

While creating a ReplaySubject, you can specify how many values you have to replay. See the following example:

**Example**

1. **import** { ReplaySubject } from 'rxjs';
2. **const** subject = **new** ReplaySubject(3); // buffer 3 values for new subscribers
3. subject.subscribe({
4. next: (v) => console.log(`observerA: ${v}`)
5. });
6. subject.next(1);
7. subject.next(2);
8. subject.next(3);
9. subject.next(4);
10. subject.subscribe({
11. next: (v) => console.log(`observerB: ${v}`)
12. });
13. subject.next(5);

**Output:**
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How to set a Window time?

You can also specify a window time in milliseconds, besides of the buffer size, to determine how old the recorded values can be.

See the following example where we have used a large buffer size of 100, but a window time parameter of just 500 milliseconds.

**Example**

1. **import** { ReplaySubject } from 'rxjs';
2. **const** subject = **new** ReplaySubject(100, 500 /\* windowTime \*/);
3. subject.subscribe({
4. next: (v) => console.log(`observerA: ${v}`)
5. });
6. let i = 1;
7. setInterval(() => subject.next(i++), 200);
8. setTimeout(() => {
9. subject.subscribe({
10. next: (v) => console.log(`observerB: ${v}`)
11. });
12. }, 1000);

**Output:**

observerA: 1

observerA: 2

observerA: 3

observerA: 4

observerB: 3

observerB: 4

observerA: 5

observerB: 5

observerA: 6

observerB: 6

//..... and so on.
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AsyncSubject

In this variant of RxJS Subject, only the last value of the Observable execution is sent to its observers and is also done after the complete() method is called.

**Syntax:**

1. **import** { AsyncSubject } from 'rxjs';
2. **const** async\_subject = **new** AsyncSubject();

**Example**

1. **import** { AsyncSubject } from 'rxjs';
2. **const** subject = **new** AsyncSubject();
3. subject.subscribe({
4. next: (v) => console.log(`observerA: ${v}`)
5. });
6. subject.next(1);
7. subject.next(2);
8. subject.next(3);
9. subject.next(4);
10. subject.subscribe({
11. next: (v) => console.log(`observerB: ${v}`)
12. });
13. subject.next(5);
14. subject.complete();

**Output:**
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