**MongoDB Notes:**

MongoDB is a No SQL database. It is an open-source, cross-platform, document-oriented database written in C++.

Our MongoDB tutorial includes all topics of MongoDB database such as insert documents, update documents, delete documents, query documents, projection, sort() and limit() methods, create collection, drop collection etc. There are also given MongoDB interview questions to help you better understand the MongoDB database.

Prerequisite

Before learning MongoDB, you must have the basic knowledge of SQL and OOPs.

# **What is MongoDB**

MongoDB is an open-source document database that provides high performance, high availability, and automatic scaling.

In simple words you can say that -**Mongo DB is a document oriented database. It is an open source product, developed and supported by a company named 10gen.**

MongoDB is available under General Public license for free and it is also available under Commercial license from the manufacture.

The manufacturing company 10 gen has given the definition of Mongo DB:

"Mongo DB is scalable, open source, high performance, document oriented database." - 10 gen

MongoDB was designed to work with commodity servers. Now it is used by company of all sizes, across all industry.

## Purpose to build MongoDB

This may be a very genuine question that - "what was the need of MongoDB although there were many databases in action?"

This is a very simple answer:

All the modern applications require big data, fast features development, flexible deployment and the older database systems not enough competent, so the MongoDB was obviously needed.

**Main purpose to build MongoDB:**

* Scalability
* Performance
* High Availability
* Scaling from single server deployments to large, complex multi-site architectures.

## Key points of MongoDB

* Develop Faster
* Deploy Easier
* Scale Bigger

# **History of MongoDB**

The initial development of MongoDB began in 2007 when the company was building a platform as a service similar to **window azure.**

"Window azure is a cloud computing platform and infrastructure, created by Microsoft, to build, deploy and manage applications and service through a global network."

MongoDB was developed by a NewYork based organization named 10gen which is now known as MongoDB Inc. It was initially developed as a PAAS (Platform As A Service). Later in 2009, it is introduced in the market as an open source database server that was maintained and supported by MongoDB Inc.

The first ready production of MongoDB has been considered from version 1.4 which was released in March 2010.

MongoDB2.4.9 was the latest and stable version which was released on January 10, 2014.

First of all, we should know what is document oriented database?

## Example of document oriented database

MongoDB is a document oriented database. It is a key feature of MongoDB. It offers a document oriented storage. It is very simple you can program it easily.

MongoDB stores data as documents, so it is known as document oriented database.

1. FirstName = "Ajeet",
2. Address = "Laxmi Nagar",
3. Spouse = [{**Name**: "Chaaru"}].
4. FirstName ="Ravi",
5. Address = "Loni"

There are two different documents (separated by ".").

Storing data in this manner is called as document oriented database.

Mongo DB falls into a class of databases that calls Document Oriented Databases. There is also a broad category of database known as No SQL Databases

# **Features of MongoDB**

These are some important features of MongoDB:

**1. Support ad hoc queries**

In MongoDB, you can search by field, range query and it also supports regular expression searches.

**2. Indexing**

You can index any field in a document.

**3. Replication**

MongoDB supports Master Slave replication.

A master can perform Reads and Writes and a Slave copies data from the master and can only be used for reads or back up (not writes)

**4. Duplication of data**

MongoDB can run over multiple servers. The data is duplicated to keep the system up and also keep its running condition in case of hardware failure.

**5. Load balancing**

It has an automatic load balancing configuration because of data placed in shards.

**6. Supports map reduce and aggregation tools.**

**7. Uses JavaScript instead of Procedures.**

**8. It is a schema-less database written in C++.**

**9. Provides high performance.**

**10. Stores files of any size easily without complicating your stack.**

**11. Easy to administer in the case of failures.**

**12. It also supports:**

* JSON data model with dynamic schemas
* Auto-sharding for horizontal scalability
* Built in replication for high availability

Now a day many companies using MongoDB to create new types of applications, improve performance and availability.

# **NoSQL Databases**

We know that MongoDB is a NoSQL Database, so it is very necessary to know about NoSQL Database to understand MongoDB throughly .

## What is NoSQL Database

Databases can be divided in 3 types:

1. RDBMS (Relational Database Management System)
2. OLAP (Online Analytical Processing)
3. NoSQL (recently developed database)

## NoSQL Database

NoSQL Database is used to refer a non-SQL or non relational database.

It provides a mechanism for storage and retrieval of data other than tabular relations model used in relational databases. NoSQL database doesn't use tables for storing data. It is generally used to store big data and real-time web applications.

## History behind the creation of NoSQL Databases

In the early 1970, Flat File Systems are used. Data were stored in flat files and the biggest problems with flat files are each company implement their own flat files and there are no standards. It is very difficult to store data in the files, retrieve data from files because there is no standard way to store data.

Then the relational database was created by E.F. Codd and these databases answered the question of having no standard way to store data. But later relational database also get a problem that it could not handle big data, due to this problem there was a need of database which can handle every types of problems then NoSQL database was developed.

## Advantages of NoSQL

* It supports query language.
* It provides fast performance.
* It provides horizontal scalability.

# **MongoDB advantages over RDBMS**

In recent days, MongoDB is a new and popularly used database. It is a document based, non relational database provider.

Although it is 100 times faster than the traditional database but it is early to say that it will broadly replace the traditional RDBMS. But it may be very useful in term to gain performance and scalability.

A Relational database has a typical schema design that shows number of tables and the relationship between these tables, while in MongoDB there is no concept of relationship.

## MongoDB Advantages

* **MongoDB is schema less**. It is a document database in which one collection holds different documents.
* There may be **difference between number of fields, content and size of the document** from one to other.
* **Structure of a single object is clear** in MongoDB.
* There are **no complex joins** in MongoDB.
* MongoDB provides the **facility of deep query** because it supports a powerful dynamic query on documents.
* It is very **easy to scale**.
* It **uses internal memory for storing working sets** and this is the reason of its fast access.

## Distinctive features of MongoDB

* Easy to use
* Light Weight
* Extremely faster than RDBMS

## Where MongoDB should be used

* Big and complex data
* Mobile and social infrastructure
* Content management and delivery
* User data management
* Data hub

## Performance analysis of MongoDB and RDBMS

* In relational database (RDBMS) tables are using as storing elements, while in MongoDB collection is used.
* In the RDBMS, we have multiple schema and in each schema we create tables to store data while, MongoDB is a document oriented database in which data is written in BSON format which is a JSON like format.
* MongoDB is almost 100 times faster than traditional database systems.

# **MongoDB Datatypes**

Following is a list of usable data types in MongoDB.

|  |  |
| --- | --- |
| **Data Types** | **Description** |
| String | String is the most commonly used datatype. It is used to store data. A string must be UTF 8 valid in mongodb. |
| Integer | Integer is used to store the numeric value. It can be 32 bit or 64 bit depending on the server you are using. |
| Boolean | This datatype is used to store boolean values. It just shows YES/NO values. |
| Double | Double datatype stores floating point values. |
| Min/Max Keys | This datatype compare a value against the lowest and highest bson elements. |
| Arrays | This datatype is used to store a list or multiple values into a single key. |
| Object | Object datatype is used for embedded documents. |
| Null | It is used to store null values. |
| Symbol | It is generally used for languages that use a specific type. |
| Date | This datatype stores the current date or time in unix time format. It makes you possible to specify your own date time by creating object of date and pass the value of date, month, year into it. |

# **How to install MongoDB on Windows**

Firstly you will have to download the latest release of MongoDB:

## How to download MongoDB

You can download an appropriate version of MongoDB which your system supports, from the link **"http://www.mongodb.org/downloads"** to install the MongoDB on Windows. You should choose correct version of MongoDB acording to your computer's Window. If you are not sure what Window version are you using, open your command prompt and execute this command:

1. C:\ wmic os get osarchitecture

OSArchitecture

64 bit

C:\ >

**Note:** MongoDB does not support Window XP.

## MongoDB for Windows Server 2008 R2 edition

This version of MongoDB runs only on Window Server 2008 R2, Window7 64 bit, and the newer version of windows. You can't operate it on older version of windows.

## MongoDb for 64 bit Windows

This version of MongoDB runs only on newer version of Windows contains 64 bit operating system.

for example: Window Server 2008 R2, Window 7 64 bit etc.

## MongoDb for 32 bit Windows

This version of MongoDB runs on only 32 bit windows. 32 bit version of MongoDB is generally used in testing and development purposes because it supports databases smaller than 2 GB.

## How to install the downloaded file

In Window explorer, locate the downloaded MongoDB msi file, double click on that file and follow the instructions appears on the screen. These instructions will guide you to complete the installation process.

**Note:** If you want to move the MongoDB folder from default position to another position, it is necessary to issue the move command as an administrator. let us take an example to move the folder to C : \mongodb:

1. **Select** Start Menu > All Programs > Accessories

You can install MongoDB in any folder because it is self contained and does not have any other system dependency.

## How to set up the MongoDB environment

A data directory is required in MongoDB to store all the information. Its by default data directory path is \data\db. you can create this folder by command prompt.

1. md\data\db

**For example:**

If you want to start MongoDB, run mongod.exe

You can do it from command prompt.

1. C:\Program Files\MongoDB\bin\mongod.exe

This will start the mongoDB database process. If you get a message "waiting for connection" in the console output, it indicates that the mongodb.exe process is running successfully.

**For example:**

When you connect to the MongoDB through the mongo.exe shell, you should follow these steps:

1. Open another command prompt.

2. At the time of connecting, specify the data directory if necessary.

**Note:** If you use the default data directory while MongoDB installation, there is no need to specify the data directory.

**For example:**

1. C:\mongodb\bin\mongo.exe

If you use the different data directory while MongoDB installation, specify the directory when connecting.

**For example:**

1. C:\mongodb\bin\mongod.exe-- dbpath d:\test\mongodb\data

If you have spaces in your path, enclose the entire path in double space.

**For example:**

1. C:\mongodb\bin\mongod.exe-- dbpath  "d: \ test\mongodb\data"

## How to configure directory and files

First to create a configuration file and a directory path for MongoDB log output after that create a specific directory for MongoDB log files.

# **MongoDB Shell**

MongoDB have a JavaScript shell that allows interaction with MongoDB instance from the command line.

If you want to create a table, you should name the table and define its column and each column's data type.

The shell is useful for performing administrative functions and running instances.

## How to run the shell

To start the shell, open command prompt, run it as a administrator then run the mongo executable:

1. $ mongo

MongoDB shell version: 2.4.0

Connecting to: test

You should start mongoDB before starting the shell because shell automatically attempt to connect to a MongoDB server on startup.

The shell is a full-featured JavaScript interpreter. It is capable of running Arbitrary JavaScript program.

**Let us take a simple mathematical program:**

1. >x= 100
2. 100
3. >x/ 5;
4. 20

**You can also use the JavaScript libraries**

1. > "Hello, World!".replace("World", "MongoDB");

Hello, MongoDB!

**You can even define and call JavaScript functions**

1. > **function** factorial (n) {
3. ... if (n <= 1) **return** 1;
5. ... **return** n \* factorial(n - 1);
6. ... }
8. > factorial (5);
10. 120

**Note:** You can create multiple commands.

When you press "Enter", the shell detect whether the JavaScript statement is complete or not.

If the statement is not completed, the shell allows you to continue writing it on the next line. If you press "Enter" three times in a row, it will cancel the half-formed command and get you back to the > - prompt.

# **Data Modeling in MongoDB**

In MongoDB, data has a flexible schema. It is totally different from SQL database where you had to determine and declare a table's schema before inserting data. MongoDB collections do not enforce document structure.

The main challenge in data modeling is balancing the need of the application, the performance characteristics of the database engine, and the data retrieval patterns.

## Consider the following things while designing the schema in MongoDB

* Always design schema according to user requirements.
* Do join on write operations not on read operations.
* Objects which you want to use together, should be combined into one document. Otherwise they should be separated (make sure that there should not be need of joins).
* Optimize your schema for more frequent use cases.
* Do complex aggregation in the schema.
* You should duplicate the data but in a limit, because disc space is cheaper than compute time.

**For example:**

let us take an example of a client who needs a database design for his website. His website has the following requirements:

Every post is distinct (contains unique title, description and url).

Every post can have one or more tags.

Every post has the name of its publisher and total number of likes.

Each post can have zero or more comments and the comments must contain user name, message, data-time and likes.

For the above requirement, a minimum of three tables are required in RDBMS.

![table structure](data:image/png;base64,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)

But in MongoDB, schema design will have one collection post and has the following structure:

{

\_id: POST\_ID

title: TITLE\_OF\_POST,

description: POST\_DESCRIPTION,

by: POST\_BY,

url: URL\_OF\_POST,

tags: [TAG1, TAG2, TAG3],

likes: TOTAL\_LIKES,

comments: [

{

user: 'COMMENT\_BY',

message: TEXT,

datecreated: DATE\_TIME,

like: LIKES

},

{

user: 'COMMENT\_BY',

message: TEST,

dateCreated: DATE\_TIME,

like: LIKES

}}}

**Database:**

# **MongoDB Create Database**

**Use Database method:**

There is no create database command in MongoDB. Actually, MongoDB do not provide any command to create database.

It may be look like a weird concept, if you are from traditional SQL background where you need to create a database, table and insert values in the table manually.

Here, in MongoDB you don't need to create a database manually because MongoDB will create it automatically when you save the value into the defined collection at first time.

You also don't need to mention what you want to create, it will be automatically created at the time you save the value into the defined collection.

## How and when to create database

If there is no existing database, the following command is used to create a new database.

**Syntax:**

1. use DATABASE\_NAME

If the database already exists, it will return the existing database.

Let' take an example to demonstrate how a database is created in MongoDB. In the following example, we are going to create a database "cts".

**See this example**

1. >use cts

Swithched to db cts

To **check the currently selected database**, use the command db:

1. >db

cts

To **check the database list**, use the command show dbs:

1. >show dbs

local 0.078GB

Here, your created database "javatpointdb" is not present in the list, **insert at least one document** into it to display database:

1. >db.cts.**insert**({"name":"cts123"})

WriteResult({ "nInserted": 1})

1. >show dbs

cts 0.078GB

local 0.078GB

# **MongoDB Drop Database**

The dropDatabase command is used to drop a database. It also deletes the associated data files. It operates on the current database.

**Syntax:**

1. db.dropDatabase()

This syntax will delete the selected database. In the case you have not selected any database, it will delete default "test" database.

To **check the database list**, use the command show dbs:

1. >show dbs

cts 0.078GB

local 0.078GB

If you want to **delete the database "cts"**, use the dropDatabase() command as follows:

1. >use cts

switched to the db cts

1. >db.dropDatabase()

{ "dropped": "cts", "ok": 1}

Now check the list of databases:

1. >show dbs

local 0.078GB

**Collection:**

# **MongoDB Create Collection**

In MongoDB, db.createCollection(name, options) is used to create collection. But usually you don?t need to create collection. MongoDB creates collection automatically when you insert some documents. It will be explained later. First see how to create collection:

**Syntax:**

1. db.createCollection(**name**, options)

Here,

**Name:** is a string type, specifies the name of the collection to be created.

**Options:** is a document type, specifies the memory size and indexing of the collection. It is an optional parameter.

Following is the list of options that can be used.

|  |  |  |
| --- | --- | --- |
| **Field** | **Type** | **Description** |
| Capped | Boolean | (Optional) If it is set to true, enables a capped collection. Capped collection is a fixed size collecction that automatically overwrites its oldest entries when it reaches its maximum size. If you specify true, you need to specify size parameter also. |
| AutoIndexID | Boolean | (Optional) If it is set to true, automatically create index on ID field. Its default value is false. |
| Size | Number | (Optional) It specifies a maximum size in bytes for a capped collection. Ifcapped is true, then you need to specify this field also. |
| Max | Number | (Optional) It specifies the maximum number of documents allowed in the capped collection. |

Let's take an **example to create collection**. In this example, we are going to create a collection name SSSIT.

1. >use test

switched to db test

1. >db.createCollection("SSSIT")

{ "ok" : 1 }

To **check the created collection**, use the command "show collections".

1. >show collections

SSSIT

## How does MongoDB create collection automatically

MongoDB creates collections automatically when you insert some documents. For example: Insert a document named seomount into a collection named SSSIT. The operation will create the collection if the collection does not currently exist.

1. >db.SSSIT.**insert**({"name" : "seomount"})
2. >show collections
3. SSSIT

If you want to see the inserted document, use the find() command.

Syntax:

db.collection\_name.find()

# **MongoDB Drop collection**

In MongoDB, db.collection.drop() method is used to drop a collection from a database. It completely removes a collection from the database and does not leave any indexes associated with the dropped collections.

The db.collection.drop() method does not take any argument and produce an error when it is called with an argument. This method removes all the indexes associated with the dropped collection.

**Syntax:**

1. db.COLLECTION\_NAME.**drop**()

## MongoDB Drop collection example

Let's take an example to drop collection in MongoDB.

First **check the already existing collections** in your database.

1. >use mydb

Switched to db mydb

1. > show collections

SSSIT

system.indexes

**Note:** Here we have a collection named SSSIT in our database.

Now **drop the collection** with the name SSSIT:

1. >db.SSSIT.**drop**()

True

Now **check the collections** in the database:

1. >show collections

System.indexes

Now, there are no existing collections in your database.

**CRUD documents:**

# **MongoDB insert documents**

In MongoDB, the**db.collection.insert()** method is used to add or insert new documents into a collection in your database.

**Upsert**

There are also two methods "db.collection.update()" method and "db.collection.save()" method used for the same purpose. These methods add new documents through an operation called upsert.

Upsert is an operation that performs either an update of existing document or an insert of new document if the document to modify does not exist.

**Syntax**

1. >db.COLLECTION\_NAME.**insert**(document)

Let?s take an example to demonstrate how to insert a document into a collection. In this example we insert a document into a collection named javatpoint. This operation will automatically create a collection if the collection does not currently exist.

## Example

1. db.javatpoint.**insert**(
2. {
3. course: "java",
4. details: {
5. duration: "6 months",
6. Trainer: "Sonoo jaiswal"
7. },
8. Batch: [ { **size**: "Small", qty: 15 }, { **size**: "Medium", qty: 25 } ],
9. category: "Programming language"
10. }
11. )

After the successful insertion of the document, the operation will return a WriteResult object with its status.

**Output:**

WriteResult({ "nInserted" : 1 })

Here the **nInserted** field specifies the number of documents inserted. If an error is occurred then the **WriteResult** will specify the error information.

## Check the inserted documents

If the insertion is successful, you can view the inserted document by the following query.

1. >db.javatpoint.find()

You will get the inserted document in return.

**Output:**

{ "\_id" : ObjectId("56482d3e27e53d2dbc93cef8"), "course" : "java", "details" :

{ "duration" : "6 months", "Trainer" : "Sonoo jaiswal" }, "Batch" :

[ {"size" : "Small", "qty" : 15 }, { "size" : "Medium", "qty" : 25 } ],

"category" : "Programming language" }

**Note:** Here, the ObjectId value is generated by MongoDB itself. It may differ from the one shown.

## MongoDB insert multiple documents

If you want to insert multiple documents in a collection, you have to pass an array of documents to the db.collection.insert() method.

## Create an array of documents

Define a variable named Allcourses that hold an array of documents to insert.

1. var Allcourses =
2. [
3. {
4. Course: "Java",
5. details: { Duration: "6 months", Trainer: "Sonoo Jaiswal" },
6. Batch: [ { **size**: "Medium", qty: 25 } ],
7. category: "Programming Language"
8. },
9. {
10. Course: ".Net",
11. details: { Duration: "6 months", Trainer: "Prashant Verma" },
12. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Medium", qty: 10 }, ],
13. category: "Programming Language"
14. },
15. {
16. Course: "Web Designing",
17. details: { Duration: "3 months", Trainer: "Rashmi Desai" },
18. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Large", qty: 10 } ],
19. category: "Programming Language"
20. }
21. ];

## Inserts the documents

Pass this Allcourses array to the db.collection.insert() method to perform a bulk insert.

1. > db.javatpoint.**insert**( Allcourses );

After the successful insertion of the documents, this will return a BulkWriteResult object with the status.

BulkWriteResult({

"writeErrors" : [ ],

"writeConcernErrors" : [ ],

"nInserted" : 3,

"nUpserted" : 0,

"nMatched" : 0,

"nModified" : 0,

"nRemoved" : 0,

"upserted" : [ ]

})

**Note:**Here the nInserted field specifies the number of documents inserted. In the case of any error during the operation, the **BulkWriteResult**will specify that error.

You can check the inserted documents by using the following query:

1. >db.javatpoint.find()

## Insert multiple documents with Bulk

In its latest version of MongoDB (MongoDB 2.6) provides a Bulk() API that can be used to perform multiple write operations in bulk.

You should follow these steps to insert a group of documents into a MongoDB collection.

## Initialize a bulk operation builder

First initialize a bulk operation builder for the collection javatpoint.

1. var bulk = db.javatpoint.initializeUnorderedBulkOp();

This operation returns an unorder operations builder which maintains a list of operations to perform .

## Add insert operations to the bulk object

1. bulk.**insert**(
2. {
3. course: "java",
4. details: {
5. duration: "6 months",
6. Trainer: "Sonoo jaiswal"
7. },
8. Batch: [ { **size**: "Small", qty: 15 }, { **size**: "Medium", qty: 25 } ],
9. category: "Programming language"
10. }
11. );

## Execute the bulk operation

Call the execute() method on the bulk object to execute the operations in the list.

1. bulk.**execute**();

After the successful insertion of the documents, this method will return a **BulkWriteResult** object with its status.

BulkWriteResult({

"writeErrors" : [ ],

"writeConcernErrors" : [ ],

"nInserted" : 1,

"nUpserted" : 0,

"nMatched" : 0,

"nModified" : 0,

"nRemoved" : 0,

"upserted" : [ ]

})

Here the nInserted field specifies the number of documents inserted. In the case of any error during the operation, the **BulkWriteResult**will specify that error.

# **MongoDB update documents**

In MongoDB, update() method is used to update or modify the existing documents of a collection.

**Syntax:**

1. db.COLLECTION\_NAME.**update**(SELECTIOIN\_CRITERIA, UPDATED\_DATA)

## Example

Consider an example which has a collection name javatpoint. Insert the following documents in collection:

1. db.javatpoint.**insert**(
2. {
3. course: "java",
4. details: {
5. duration: "6 months",
6. Trainer: "Sonoo jaiswal"
7. },
8. Batch: [ { **size**: "Small", qty: 15 }, { **size**: "Medium", qty: 25 } ],
9. category: "Programming language"
10. }
11. )

After successful insertion, check the documents by following query:

1. >db.javatpoint.find()

**Output:**

{ "\_id" : ObjectId("56482d3e27e53d2dbc93cef8"), "course" : "java", "details" :

{ "duration" : "6 months", "Trainer" : "Sonoo jaiswal" }, "Batch" :

[ {"size" : "Small", "qty" : 15 }, { "size" : "Medium", "qty" : 25 } ],

"category" : "Programming language" }

**Update the existing course "java" into "android":**

1. >db.javatpoint.**update**({'course':'java'},{$**set**:{'course':'android'}})

### **Check the updated document in the collection:**

1. >db.javatpoint.find()

**Output:**

{ "\_id" : ObjectId("56482d3e27e53d2dbc93cef8"), "course" : "android", "details" :

{ "duration" : "6 months", "Trainer" : "Sonoo jaiswal" }, "Batch" :

[ {"size" : "Small", "qty" : 15 }, { "size" : "Medium", "qty" : 25 } ],

"category" : "Programming language" }

# **MongoDB Delete documents**

In MongoDB, the db.colloction.remove() method is used to delete documents from a collection. The remove() method works on two parameters.

**1. Deletion criteria:** With the use of its syntax you can remove the documents from the collection.

**2. JustOne:** It removes only one document when set to true or 1.

**Syntax:**

1. db.collection\_name.remove (DELETION\_CRITERIA)

## Remove all documents

If you want to remove all documents from a collection, pass an empty query document {} to the remove() method. The remove() method does not remove the indexes.

Let's take an example to demonstrate the remove() method. In this example, we remove all documents from the "javatpoint" collection.

1. db.javatpoint.remove({})

## Remove all documents that match a condition

If you want to remove a document that match a specific condition, call the remove() method with the <query> parameter.

The following example will remove all documents from the javatpoint collection where the type field is equal to programming language.

1. db.javatpoint.remove( { type : "programming language" } )

## Remove a single document that match a condition

If you want to remove a single document that match a specific condition, call the remove() method with justOne parameter set to true or 1.

The following example will remove a single document from the javatpoint collection where the type field is equal to programming language.

1. db.javatpoint.remove( { type : "programming language" }, 1 )

# **MongoDB Query documents**

In MongoDB, the **db.collection.find()** method is used to retrieve documents from a collection. This method returns a cursor to the retrieved documents.

The db.collection.find() method reads operations in mongoDB shell and retrieves documents containing all their fields.

#### Note: You can also restrict the fields to return in the retrieved documents by using some specific queries. For example: you can use the db.collection.findOne() method to return a single document. It works same as the db.collection.find() method with a limit of 1.

**Syntax:**

1. db.COLLECTION\_NAME.find({})

## Select all documents in a collection:

To retrieve all documents from a collection, put the query document ({}) empty. It will be like this:

1. db.COLLECTION\_NAME.find()

**For example:** If you have a collection name "canteen" in your database which has some fields like foods, snacks, beverages, price etc. then you should use the following query to select all documents in the collection "canteen".

1. db.canteen.find()

# **MongoDB limit() Method**

In MongoDB, limit() method is used to limit the fields of document that you want to show. Sometimes, you have a lot of fields in collection of your database and have to retrieve only 1 or 2. In such case, limit() method is used.

The MongoDB limit() method is used with find() method.

**Syntax:**

1. db.COLLECTION\_NAME.find().limit(NUMBER)

## Scenario:

Consider an example which has a collection name javatpoint.

This collection has following fields within it.

1. [
2. {
3. Course: "Java",
4. details: { Duration: "6 months", Trainer: "Sonoo Jaiswal" },
5. Batch: [ { **size**: "Medium", qty: 25 } ],
6. category: "Programming Language"
7. },
8. {
9. Course: ".Net",
10. details: { Duration: "6 months", Trainer: "Prashant Verma" },
11. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Medium", qty: 10 }, ],
12. category: "Programming Language"
13. },
14. {
15. Course: "Web Designing",
16. details: { Duration: "3 months", Trainer: "Rashmi Desai" },
17. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Large", qty: 10 } ],
18. category: "Programming Language"
19. }
20. ];

Here, you have to display only one field by using limit() method.

## Example

1. db.javatpoint.find().limit(1)

After the execution, you will get the following result

Output:

{ "\_id" : ObjectId("564dbced8e2c097d15fbb601"), "Course" : "Java", "details" : {

"Duration" : "6 months", "Trainer" : "Sonoo Jaiswal" }, "Batch" : [ { "size" :

"Medium", "qty" : 25 } ], "category" : "Programming Language" }

## MongoDB skip() method

In MongoDB, skip() method is used to skip the document. It is used with find() and limit() methods.

## Syntax

1. db.COLLECTION\_NAME.find().limit(NUMBER).skip(NUMBER)

## Scenario:

Consider here also the above discussed example. The collection javatpoint has three documents.

1. [
2. {
3. Course: "Java",
4. details: { Duration: "6 months", Trainer: "Sonoo Jaiswal" },
5. Batch: [ { **size**: "Medium", qty: 25 } ],
6. category: "Programming Language"
7. },
8. {
9. Course: ".Net",
10. details: { Duration: "6 months", Trainer: "Prashant Verma" },
11. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Medium", qty: 10 }, ],
12. category: "Programming Language"
13. },
14. {
15. Course: "Web Designing",
16. details: { Duration: "3 months", Trainer: "Rashmi Desai" },
17. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Large", qty: 10 } ],
18. category: "Programming Language"
19. }
20. ];

Execute the following query to retrieve only one document and skip 2 documents.

## Example

1. db.javatpoint.find().limit(1).skip(2)

After the execution, you will get the following result

Output:

{ "\_id" : ObjectId("564dbced8e2c097d15fbb603"), "Course" : "Web Designing", "det

ails" : { "Duration" : "3 months", "Trainer" : "Rashmi Desai" }, "Batch" : [ { "

size" : "Small", "qty" : 5 }, { "size" : "Large", "qty" : 10 } ], "category" : "

Programming Language" }

As you can see, the skip() method has skipped first and second documents and shows only third document.

# **MongoDB sort() method**

In MongoDB, sort() method is used to sort the documents in the collection. This method accepts a document containing list of fields along with their sorting order.

The sorting order is specified as 1 or -1.

* 1 is used for ascending order sorting.
* -1 is used for descending order sorting.

**Syntax:**

1. db.COLLECTION\_NAME.find().sort({**KEY**:1})

## Scenario

Consider an example which has a collection name javatpoint.

This collection has following fields within it.

1. [
2. {
3. Course: "Java",
4. details: { Duration: "6 months", Trainer: "Sonoo Jaiswal" },
5. Batch: [ { **size**: "Medium", qty: 25 } ],
6. category: "Programming Language"
7. },
8. {
9. Course: ".Net",
10. details: { Duration: "6 months", Trainer: "Prashant Verma" },
11. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Medium", qty: 10 }, ],
12. category: "Programming Language"
13. },
14. {
15. Course: "Web Designing",
16. details: { Duration: "3 months", Trainer: "Rashmi Desai" },
17. Batch: [ { **size**: "Small", qty: 5 }, { **size**: "Large", qty: 10 } ],
18. category: "Programming Language"
19. }
20. ];

Execute the following query to display the documents in descending order.

1. db.javatpoint.find().sort({"Course":-1})

This will show the documents in descending order.

{ "\_id" : ObjectId("564dbced8e2c097d15fbb603"), "Course" : "Web Designing", "det

ails" : { "Duration" : "3 months", "Trainer" : "Rashmi Desai" }, "Batch" : [ { "

size" : "Small", "qty" : 5 }, { "size" : "Large", "qty" : 10 } ], "category" : "

Programming Language" }

{ "\_id" : ObjectId("564dbced8e2c097d15fbb601"), "Course" : "Java", "details" : {

"Duration" : "6 months", "Trainer" : "Sonoo Jaiswal" }, "Batch" : [ { "size" :

"Medium", "qty" : 25 } ], "category" : "Programming Language" }

{ "\_id" : ObjectId("564dbced8e2c097d15fbb602"), "Course" : ".Net", "details" : {

"Duration" : "6 months", "Trainer" : "Prashant Verma" }, "Batch" : [ { "size" :

"Small", "qty" : 5 }, { "size" : "Medium", "qty" : 10 } ], "category" : "Progra

mming Language" }

**Differences:**

# **Cassandra vs MongoDB**

Cassandra and MongoDB both are types of NoSQL databases. Cassandra is a distributed database system designed to handle large amount of data and known for its high scalability and high performance. While, MongoDB is document oriented database which also provides high scalability, high performance and automatic scaling.

In terms of simplicity, databases can be divided in two types:

* Development simplicity
* Operational simplicity

While MongoDB is known for an easy out-of-the-box experience, Cassandra is known for easy to manage at scale.

Following is a list of important differences between them:

|  |  |  |
| --- | --- | --- |
| **Index** | **Cassandra** | **Mongodb** |
| 1) | Cassandra is high performance distributed database system. | MongoDB is cross-platform document-oriented database system. |
| 2) | Cassandra is written in Java. | MongoDB is written in C++. |
| 3) | Cassandra stores data in tabular form like SQL format. | MongoDB stores data in JSON format. |
| 4) | Cassandra is got license by Apache. | MongoDB is got license by AGPL and drivers by Apache. |
| 5) | Cassandra is mainly designed to handle large amounts of data across many commodity servers. | MongoDB is designed to deal with JSON-like documents and access applications easier and faster. |
| 6) | Cassandra provides high availability with no single point of failure. | MongoDB is easy to administer in the case of failure. |

## Key Points of Apache Cassandra

* Cassandra is highly scalable, high performance, consistent and fault-tolerant database system. Cassandra is a column-oriented database.
* Cassandra provides easy data distribution.
* Cassandra supports ACID properties i.e. Atomicity, Consistency, Isolation, and Durability.
* Cassandra follows the distribution design of Amazon?s dynamo and its data model design is based on Google's Bigtable.
* Cassandra was initially created at Facebook for inbox search and now it is being used by some of the biggest companies like Facebook, Twitter, ebay, Netflix, Cisco, Rackspace etc.

## Key Points of MongoDB

* MongoDB is well suited for Bigdata and mobile & social infrastructure.
* MongoDB provides Replication, High availability and Auto-sharding.
* MongoDB is used by companies like Foursquare, Intuit, Shutterfly, SourceForge, The New York Times, Lexis Nexis Orange Digital etc.