Any database which is supported by a node can be used for an express application. Some of the popular databases are MySQL, Redis, MongoDB etc.

A user can interact with a database in the following ways.

* Using query language of the respective databases' - eg: SQL
* Using an ODM(Object Data Model) or (ORM) Object-Relational Model

In this module, we will be dealing with usage of Object Data Model to interact with the database.

**Need for ODM:**

Now let us assume, we want to maintain the details of the employees in below format in MongoDB database.

|  |  |  |
| --- | --- | --- |
| **empName** | **empId** | **location** |
| Alex | 123456 | Europe |
| Sam | 432567 | California |

If we try to insert the below employee record into the collection, it will be inserted. But if we carefully observe, the below record did not exactly match format as we discussed.

* { empName : "John", employeeId : 324123, location : "France"}

After inserting the above record, the collection will be looking as shown below:

|  |  |  |  |
| --- | --- | --- | --- |
| **empName** | **empId** | **location** | **employeeId** |
| Alex | 123456 | Europe |  |
| Sam | 432567 | California |  |
| John |  | France | 324123 |

You can observe that the structure of the database has been violated.

MongoDB stores the data in the form of document in the collection. Since there is no predefined structure and constraints on values for fields, a document of any structure having any value for fields can be inserted into the collection. It becomes the responsibility of developers to strictly maintain the structure of the document and apply constraints on the values for fields, which can be easily violated. So we need a library which can maintain or model the structure of documents and impose restrictions on the values for fields

In order to ensure that the structure of the database is maintained, we need an **Object Data Modeler**, which ensures the maintenance of the collection.

**Object Data Modeling (ODM)**

An ODM is used to map the data as JavaScript objects to the underlying database format. They provide an option to perform validation and checking data to ensure data integrity.

There are many ODM based libraries available on NPM. One such library is Mongoose.

Mongoose is an Object Data Modeling (ODM) tool, which is created to work on asynchronous MongoDB environment. It imposes the structure and constraints by mapping JavaScript objects to documents in the database. It also provides the functionality for validating field values and methods for selecting, adding, modifying and deleting documents in the collection

Now if we insert the same employee record with the help of Mongoose, then the collection will be looking as shown below:

|  |  |  |
| --- | --- | --- |
| **empName** | **empId** | **location** |
| Alex | 123456 | Europe |
| Sam | 432567 | California |
| John |  | France |

Here we can observe that the field which did not match the name in the collection will not be inserted.

If we had set **a required**constraint for the empId field then the document will not be inserted at all.

**Example 2:**

Now if we try to insert the below employee record into the collection, it will be inserted. But if we carefully observe, the below record did not match the value as expected.

* { empName : "John", empId : "324123", location : "France"}

After inserting the above record, the collection will be looking as shown below:

|  |  |  |
| --- | --- | --- |
| **empName** | **empId** | **location** |
| Alex | 123456 | Europe |
| Sam | 432567 | California |
| John | "324123" | France |

If we insert the above record, with the help of Mongoose then the collection will be looking as shown below:

|  |  |  |
| --- | --- | --- |
| **empName** | **empId** | **location** |
| Alex | 123456 | Europe |
| Sam | 432567 | California |
| John | 324123 | France |

Here we can observe that, the value for empId field got type-cast to Number type.

If Mongoose is not able to convert the value to the specified type then the document will not be inserted.

While working with Mongoose we will come across some common terminologies like *Schema*and *Models.*Let us begin our understanding of Mongoose ODM by visiting these terms.

**Schema:**

The structure of the document to be inserted in the database collection is defined through '*schema*' in mongoose. Using schema we can perform validations, provide default values to the properties etc.

Example:

1. const empSchema = [{
2. "empId": Number,
3. "empName": String,
4. "address": {
5. "doorNo": String,
6. "lane": String,
7. "pincode: Number
8. }
9. }]

**Models:**

Through schema we can define  structure of the document. Finally we have interact with database collection to store or retrieve data. In order to perform database interaction mongoose provides a 'Model' method that take the predefined schema and  create an instance of a document which is similar to the records of relational database. It provides an interface to the database for creating, querying, updating, deleting records, etc. A Mongoose model is a wrapper on the Mongoose schema.

Creating a Mongoose model comprises primarily of three parts:

1. Referencing Mongoose
2. Defining the Schema
3. Creating a Model

Let us take a look at each of these parts in detail, but first let us begin by learning to install mongoose library.

For installing the Mongoose library, use the node package manager.

1. npm install --save mongoose

Executing the above command downloads the Mongoose library and add a dependency entry in your 'package.json' file.

To establish a connection to the MongoDB database, we need to create a connection object using Mongoose. This is done through the below code.

1. const mongoose = require('mongoose');
2. mongoose.connect('mongodb://localhost:27017/Database\_Name');

In Line 1, we are importing the Mongoose library into our application.

In Line 2, the connect() method takes **MongoDB**protocol followed by host and the database name as a parameter.

Let us now establish a connection to the MongoDB database for storing details of **Stone\_King\_Multiplex** using the below code:

1. const mongoose = require('mongoose');
2. mongoose.Promise = global.Promise; *//Line 1*
3. mongoose.connect('mongodb://localhost:27017/MultiplexDB', { useNewUrlParser: true }) *//Line2*

Line 1: Mongoose can be coded using callbacks or Promises. This line configures Mongoose to use the global promise library

Line 2: Here we are specifying the URI where the data will be stored/retrieved. The second parameter { useNewUrlParser: true } is to suppress the below warning thrown by MongoDB
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To create a collection in mongoose, we must first start with creating a Mongoose schema.

A schema defines document properties through an object where the key name corresponds to the property name in the collection.

The Schema allows you to define the fields stored in each document along with their validation requirements and default values.

To create a schema, we need to use the following lines of code:

1. const mongoose = require('mongoose');
2. let schema = mongoose.Schema({ property\_1: Number, property\_2: String },{collection : 'collection\_name'});

In a schema, we will define the data types of the properties in the document.

The most commonly used types in **Schema**are:

* String

e.g: employee name

* Number

e.g: employee Id

* Date

Date will be stored in ISO date format. For e.g: 2018-11-15T15:22:00

* Boolean

It will take true or false, generally used for validations, which we will see in next part of course.

* ObjectId

Usually, ObjectId is assigned by MongoDB itself, every document inserted in MongoDB will have a unique **Id** which is created automatically by MongoDB is of ObjectId type.

* Array

When we need to store an array of data or even sub-document array type is used. For e.g: ["Cricket","Football"]

Let us now create a schema for **Stone\_King\_Multiplex**collection.

Stone\_King\_Multiplex wants to store movie id, movie name, language, movie details and bookings done for that particular movie.

The code to create the required schema is given below.

1. const schema = {
2. "movieId": Number,
3. "movieName": String,
4. "language": String,
5. "showDetails": [
6. {
7. "showId": Number,
8. "movieId": Number,
9. "fare": Number,
10. "availableSeats": Number
11. }
12. ],
13. "bookings": [
14. {
15. "bookingId": Number,
16. "customerName": String,
17. "bookingCost": Number,
18. "showId": Number,
19. "noOfTickets": Number,
20. "showDateTime": Date
21. }
22. ]
23. }
24. let movieSchema = mongoose.Schema(schema , { collection: 'Movie' }); *//Line 1*

Line 1: Using the Schema class provided by the Mongoose library, we can set the **schema**(provided as a 1st parameter) of a particular **collection** (provided in the 2nd parameter).

**Note:**It is a standard practice to have timestamps - (created at & updated at) field for each document inserted into the collection. This can be done by adding a timestamp option to the Schema class, as shown below:

1. let movieSchema = mongoose.Schema(schema, { collection: 'Movie', timestamps: true })

Your collection will have two extra fields whose, date values are in ISO formats, added as shown:
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To ensure data entered into the collection is as per the requirement, we can configure validations to the schema. Let us now look at adding validations for our schema.

Mongoose provides a way to validate data before you save that data to a database. Data validation is important to make sure that "**invalid**" data does not get persisted in your application. This ensures data integrity. A benefit of using Mongoose, when inserting data into MongoDB is its built-in support for data types, and the automatic validation of data when it is persisted.

Mongoose’s validators are easy to configure. When defining the schema, specific validations need to be configured.

The following rules should be kept in mind while adding validation:

* Validations are defined in the Schema
* Validation occurs when a document attempts to be saved
* Validation will not be applied for default values
* Validators will not be triggered on undefined values. The only exception to this is the **required** validator
* Customized validators can be configured

In built validators

Mongoose has several built in validators.

* required validator can be added to all SchemaTypes
* Number schema type has min and max validators
* Strings have enum and match validators
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Let us see how to add validator to a Schema.

# Required

If you want any field to be mandatory, use the required property.

1. let schema = mongoose.Schema({
2. name:{
3. required : true
4. }
5. })

# Types

You can declare a schema type using the type directly, or an object with a type property.

Below code snippet shows how to declare schema type using an object with a type property.

1. let schema = mongoose.Schema({
2. property\_1: {
3. type: String
4. },
5. property\_2:{
6. type : Number
7. }
8. });

# Default

Your schema can define default values for certain property. If you create a new document without that property set, the default value provided to that property will be assigned.

Below code snippet shows how to add default to schema type.

1. let schema = mongoose.Schema({
2. property\_1: {
3. default: "Client"
4. },
5. property\_2:{
6. default: 1
7. }
8. });

# Custom validations

In Mongoose we can specify custom validators that are tailored specific to fields if the built-in validators are not enough. They are provided as values of validate property

Below code snippet shows how to add custom validator to schema type.

1. let schema = mongoose.Schema({
2. property\_1: {
3. validate: (value) => { */\*Validation code\*/* }
4. }
5. });

For more information on validators, please visit [Mongoose docs](https://mongoosejs.com/docs/validation.html).

Let us now add validation and specify types for Movie Schema.

1. mongoose.set('useCreateIndex',true); *//added to suppress warning in mongoose v5.2.9*
2. const schema = {
3. "movieId": {
4. required: [true, 'Required field'],
5. type: Number,
6. unique:true
7. },
8. "movieName": {
9. required: [true, 'Required field'],
10. type: String
11. },
12. "language": {
13. required: [true, 'Required field'],
14. match: [/^[A-Za-z]{3,8}$/,'Please enter only alphabets'],
15. type: String
16. },
17. "showDetails": {
18. type: [
19. {
20. "showId": {
21. required: [true, 'Required field'],
22. type: Number
23. },
24. "movieId": {
25. required: [true, 'Required field'],
26. type: Number
27. },
28. "fare": {
29. required: [true, 'Required field'],
30. type: Number
31. },
32. "availableSeats": {
33. required: [true, 'Required field'],
34. type: Number
35. },
36. "showDate": {
37. required: [true, 'Required field'],
38. type: Date,
39. validate: [(showDate) => new Date(showDate) >= new Date(), 'Date should be greater than today']
40. }
41. }
42. ],
43. default: []
44. },
45. "bookings": {
46. type: [
47. {
48. "bookingId": {
49. required: [true, 'Required field'],
50. type: Number
51. },
52. "customerName": {
53. type: String,
54. default: "New User"
55. },
56. "bookingCost": {
57. required: [true, 'Required field'],
58. type: Number
59. },
60. "showId": {
61. required: [true, 'Required field'],
62. type: Number
63. },
64. "noOfTickets": {
65. type: Number,
66. min: [1, 'Minimum 1 ticket'],
67. },
68. "bookedAt": {
69. type: Date,
70. default: new Date().toLocaleDateString()
71. }
72. }
73. ],
74. default: []
75. }
76. }

Other than Schema Types, the error message for validators can be customized by enclosing the validator value and the message in [] brackets.

E.g.: min: [1, 'Minimum 1 ticket']

**Note:**Ensure that there is no pre-existing data in the database as the unique validation will not be applied if data is already present.

Now that our Movie schema is ready, let us create a model for the schema.

To use our schema definition, we need to wrap the **Schema**into a **Model** object we can work with.

Model provides an object which provides access to query documents in a named collection. Schemas are compiled into models using the **model()** method.

1. let Model = mongoose.model(name , schema)

The first argument is the singular name of the collection for which you are creating a **Model**.

The model() function makes a copy of schema. Make sure that you have added everything you want to schema before calling model().

Let us now create a model for our **Movie**collection using the below code.

1. let movieModel = mongoose.model("Movie",movieSchema)

Here **movieModel** is a collection object that will be used to perform CRUD operations.

Now we have created the model for our database collection, let us insert some data into the collection.

Mongoose library offers several functions to perform various CRUD (Create-Read-Update-Delete) operations. Each of these functions returns a mongoose Query object. The query syntax is similar to the one written in the MongoDB shell.

# Inserting a document into the collection

To insert a single document to MongoDB, use create() method, it will take the document instance as a parameter. Insertion happens asynchronously and any operations dependent on the inserted document have to happen by unwrapping the promise response. Here we will be making use of Async-Await to do the insert operation.

We can insert a new document into our Movie Collection using the below code:

1. *//Creating movie object*
2. var movie = {}
3. *//Movie object have a method addMovie*
4. *//This method interacts with DB*
5. *//This method make use of create(mongoose method) to insert movie object*
6. movie.addMovie = async(movieObj)=> {
7. let insertedData = await movieModel.create(movieObj)
8. if (insertedData) {
9. return insertedData
10. } else {
11. let err = new Error("Data not inserted")
12. err.status = 500
13. throw err;
14. }
15. }
16. *//Movie object to be inserted*
17. let obj = {
18. movieId: 2001,
19. movieName: "Avengers",
20. language: "English"
21. }
22. *//Wrapping movie.addMovie into a new function*
23. addMovie = async(objectToBeInserted) => {
24. try {
25. let data = await movie.addMovie(objectToBeInserted)
26. console.log(data);
27. } catch (err) { console.log(err.message) }
28. }
29. *//Calling addMovie function*
30. addMovie(obj)

After successful insertion, you will get the following output in the console
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Here, showDetails and bookings get created automatically since we assigned a default value.

In order to insert multiple documents into a collection, we have a method called insert many(). The syntax for inserting multiple documents into a collection is:

1. Model.insertMany([document1, document2]);

Let us now insert more document into our Movie collection using the below code:

1. *//Creating movie object*
2. var movie = {}
3. *//Movie object have a method multipleInsert*
4. *//This method interacts with DB*
5. *//This method make use of insertMany (mongoose method) to inserts array of movie object*
6. movie.multipleInsert = async(movieObj)=> {
7. let insertedData = await movieModel.insertMany(movieObj)
8. if (insertedData) {
9. return insertedData
10. } else {
11. let err = new Error("Data not inserted")
12. err.status = 500
13. throw err;
14. }
15. }
16. *//Array of movie object to be inserted*
17. let obj = [{
18. movieId: 2002,
19. movieName: "Justice League",
20. language: "English"
21. }, {
22. movieId: 2003,
23. movieName: "Swordfish",
24. language: "English"
25. }]
26. *//Wrapping movie.multipleInsert into a new function*
27. multipleInsert = async(objectToBeInserted) => {
28. try {
29. let data = await movie.multipleInsert(objectToBeInserted)
30. console.log(data);
31. } catch (err) { console.log(err.message) }
32. }
33. *//Calling multipleInsert method*
34. multipleInsert(obj)

After successful insertion, you will get the following output in the console
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# ****Retrieve all documents from a collection****

Documents can be retrieved through, find, findOne and, findById These methods are executed on your Models.

 Lets us now retrieve all the documents that we have inserted into our Movie Collection.

Here we will be making use of Async-Await to do the read operation.

1. *//This method make use of find (mongoose method) to read the array of movie objects*
2. movie.find = async () => {
3. let movieData = await movieModel.find();
4. if (movieData) {
5. return movieData;
6. }
7. else {
8. let err = new Error("No record found");
9. err.status = 404;
10. throw err;
11. }
12. }
13. *//Wrapping movie.find into a new function*
14. find = async () => {
15. try {
16. let data = await movie.find();
17. console.log(data);
18. } catch (err) {
19. console.log(err.message);
20. }
21. }
22. *//Calling find function*
23. find();

On successful retrieving of the document, you will get the following output in the console
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# ****Retrieving data based on the condition****

Let us now retrieve movie details based on movieId from the Movie Collection using the below code:

1. *// Find movies based on id*
2. *//This method make use of findOne (mongoose method) to read the particular movie object*
3. movie.getMovie = async (movieId) => {
4. let movieDetails = await movieModel.findOne({ movieId: movieId });
5. if (movieDetails) { return movieDetails }
6. else {
7. let err = new Error("No record found");
8. err.status = 404;
9. throw err;
10. }
11. }
12. *//Wrapping movie.getMovie into a new function*
13. findById = async () => {
14. try {
15. let data = await movie.getMovie(2002);
16. console.log(data);
17. }
18. catch (err) {
19. console.log(err.message);
20. }
21. }
22. *//Calling findById function*
23. findById();

Now you will get the movie details for the entered movieId in the console as shown below:
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We can do a projection in order to retrieve only the required properties. For example, we will retrieve only movieName and language for the given movieId using the below code:

1. *//Find movies based on id and return specific values*
2. *//This method make use of findOne (mongoose method) to read the details of movieName and language of the movie object*
3. movie.getMovie = async (movieId) => {
4. let movieDetails = await movieModel.findOne({ movieId: movieId }, { \_id: 0, movieName: 1, language: 1 })
5. if (movieDetails) { return movieDetails }
6. else {
7. let err = new Error("No record found");
8. err.status = 404;
9. throw err;
10. }
11. }
12. *//Wrapping movie.getMovie into a new function*
13. findById = async () =>{
14. try{
15. let data = await movie.getMovie(2002);
16. console.log(data);
17. }
18. catch(err){
19. console.log(err.message);
20. }
21. }
22. *//Calling findById function*
23. findById();

The following will be the output in the console:

![https://academy.onwingspan.com/common-content-store/Shared/Shared/Public/lex_auth_01302632538167705616623_shared/web-hosted/assets/findById2.PNG](data:image/png;base64,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)

# 

# Updating collection

Now we have the details of the movies that will be screen in the multiplex, let us add the show details for the movies by updating the collection.

We will update the show details of the movie collection using the below code:

1. *//Update details*
2. *//This method make use of updateOne (mongoose method) to update the showDetails array of movie objects*
3. movie.addShows = async (showObj) => {
4. let updatedData = await movieModel.updateOne({ movieId: 2002 }, { $push: { showDetails: showObj } }, { runValidators: true })
5. if (updatedData) { return updatedData }
6. else {
7. let err = new Error("Data not updated");
8. err.status = 500;
9. throw err;
10. }
11. }
12. *//Object to be added to the array*
13. let showObj = {
14. showId: 102,
15. fare: 180,
16. availableSeats: 20,
17. movieId:2002
18. }
19. *//Wrapping movie.addShows into a new function*
20. update = async () =>{
21. try{
22. let data = await movie.addShows(showObj);
23. console.log(data);
24. }
25. catch(err) {
26. console.log(err.message);
27. }
28. }
29. *//Calling update function*
30. update();

If the document was successfully updated the following will be the output in the console:

![https://academy.onwingspan.com/common-content-store/Shared/Shared/Public/lex_auth_01302632538167705616623_shared/web-hosted/assets/update.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOIAAAA2CAYAAADav0XuAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAdPSURBVHhe7dvbUxNXHAdw/6VOHvrchz70oXVaRYmiHUd9aAerVVtvjKgIgkasGIKgQCJqBLwRMIpyVyBCAhqQmyBoZBCDiJeinT58e87u4ZoYspsEjvb3mcnIOZsl5/ZN9mxwGQghMeCHI9EAk1cUF0BBJCQm/PCUWVDTOyrKoVEQCZEABZEQCVAQCZEABZEQCegOos+Vh8sZh5FTVAeHX1SSsPTfPoYSz4gocV44k/7AHmsb2+IH8t1OR0ryn0hI+Bk5OWWilgt9XjgC2yI7P1ovHcGlVjnaPFqZDJs5DRmXO+HyvRG12ukMoh/N5s1IZAnsez4h6hbfx49vMDzcjI7mHXA2NuGlqI8JvwPnM48ip2FmAfQ6UnE01SFK4fOaDMrYzQgVKC9Kt21EWpVPlGeLPIiBbdFuUeeB9ZR/LRBpm+eLpA/97bXwFm9HXsOgqNFOZxC9MBkSl/yT8N3QLVTdKUBt/XKYz9tjuwC8JhgSE7HH0jVVgeKTaUg0mEQ5PINdbrRkfhP+QmJvAPw1wvw6ShPNbfmERZ2HGAUx0j48bbJgnVX/LC1SEP14UGrH+ZvXUbRjOwwGAwpsLbj5YlIc57xwpB5EqqNXlBfSjAetdegZuI+XUVsAwdvpHGaXHDyIJgeqrRVwPxvCeEsOKmx5yjhwo70VcKQkK+fExa9Fur0FdwbUq4XxXida7EewzhinHE+I/2F6IY3eTsaFXBNWrFqF5LJupW7Ku4lXcOansXNMyHU2iVpVqPPe+Fzs9TLY68Rh2+4kpF31wP1cHetQbVHJMA+fGM/Bt+zITBDHXr9GT40dtZZs2O0e9UTFEvRBWR+fQRD54P2acgl27wg8DaWoTFmJi3d7xHHOi7LM48gs096ZaAYxoJ2HfsIJBwuBGOiiIjPsjYN4mJ0Fh7VIBNGP+uzfpxd0Q8011KXHsb48Vsp95SdgPNeHqvpGjI/6Aj6F3k+MwWvfOmciedBOZezHiu+/VRYjfxjXb0Tu3ZlL1GDncY+Ld+FH9noulwtudzUaU79DUesr5dhCbZFlHuaPZ7V5K/Zf4W846hxtK+lGk7MYedt24Ow1D548e608V7UEfViKII50XUN+ynXW3XCpg5db1ijKbH91LQlrCx6IUmSiHcT57TRa6tkVYqIy0J2PnDBftMDEfp4YblSDyCZhnTFrejw+Tr5Hd+UlZG23sV/pQP6uXNx0DYmj/OmBl1ZTv3+2UJ+IUwLP86JwrQX2mnZRBrorDuCXk7fCboteUZuHIOP5sNyOg8Z8VlLnaPPhA7i4bydSz7kwMPJOfWIU6O4DG1vbgQuoae/C2w//isrwaQyiF23FVuzMuYMblXMvh0JTB2/2egm28PSKdhCDtXOmvX64b9rgaOcbc/58NYiGRAcrzSL2dlP/zu5puEFU8N8dYo8YcJ7yeuon6OxHUn5d2G3RK5pB/OR4ijnifdq4KRXmig71eJRE0gf3jULYzNk4c++5qAmfrk/Envv6PhGDLfBoWKwgBi5Y9fl84axZbUbdmLoPGxvxwWU3YfuOQv4L5iz+8YEmVGZvjGkQU+NP4fQVFrz5wmyLXtEMYrDxNCacZSV1zLecZ/tASzp+25KLq90vlOdFg+4+sDZvOnYDtZ5OUaHNou4Rgy3wGVo32KrJ90+nB6+1v17UCmzhWfds1XB7X2cQWdvLTYext6gN3kc9KCw0ozwlHuca+R6YXSquj5/++uFhyV5s2bzqk0Fs7Zp3CzzMIM6c54frzL7pPeJc4bRFhnkIHE/HYaNopzrm/Oe+7g7csyVjV0kHql2zr9Bi0IeF8Hmas561WbQgzv9L9BFPCY7d7hclTusGewQDD3aj9PJXMJ9epjwuln6Ne+4GcZxTJy3UQp4rsJ0D7jJssnnQZtuEslb15ssMP57UX1B+GmwpZeFT7/Itj1sDU+VjtPv4XT5gtOqA8oW8cpkoQm1tG2dH/Ogsz8aGBKN6jD1Wr9sw54YMn2Cr9da89oc+b7TzBtrP7Wf7rFXKsT2HMvBXo3oHN3hb1HaqZJiHwPHcdfmRODL3C/3XfeV4XHkWBbY7SlkViz4s4PMI4tLw9bJ3VLYH2mxuZtNHlsqXPg8fJt/DVVuI+EJ9l6WcziD6UXVsPcw1/XgyzN/Z5fN3Rz4unDke8Z8ekch86fPwz+RbuF130XlmJbLqZl3JaKQziMBElxX2zHScpr81Jf9jvposFJw6gmxLNaqGxkStdrqDSAiJHgoiIRLQFMSkpCT1btu8B68nhOinKYg8dE6nU5RUvMzrCSH6aQ5iMBREQiJDQSREAhREQiRAQSREAhREQiRAQSREAhREQiRAQSREAhREQiRAQSREAhREQiRAQSREAhREQiSgOYj0vy8IiT5NQaT/j0hIbGgKIiEkNiiIhEiAgkiIBCiIhEiAgkiIBCiIhEiAgkiIBCiIhEiAgkiIBCiIhEiAgkiIBCiIhEiAgkiIBCiIhEiAgkiIBCiIhCw54D9fWcfnYI/dtQAAAABJRU5ErkJggg==)

**Note**: The validators by default are not triggered on update() or findOneAndUpdate() operations. They need to be enabled by setting the runValidators option to true

# Deleting a collection

The only remaining CRUD operation is deleting a collection. Let us see how to delete the details of a movie through the below code:

1. *//Delete details based on movie name*
2. *//This method make use of deleteOne (mongoose method) to delete the particular movie object*
3. movie.removeShow = async (movie) => {
4. let deletedData = await movieModel.deleteOne({ movieName: movie })
5. if (deletedData) { return deletedData }
6. else {
7. let err = new Error("Could not delete data");
8. err.status = 500;
9. throw err;
10. }
11. }
12. *//Wrapping the movie.removeShow into a new function*
13. deleteShow = async () => {
14. try {
15. let data = await movie.removeShow('Swordfish');
16. console.log(data);
17. }
18. catch (err) {
19. console.log(err.message);
20. }
21. }
22. *//Calling deleteShow function*
23. deleteShow();

If the deletion is successful, we will get the following output:

![https://academy.onwingspan.com/common-content-store/Shared/Shared/Public/lex_auth_01302632538167705616623_shared/web-hosted/assets/delete.PNG](data:image/png;base64,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)

To know more on querying using Mongoose, refer [Mongoose docs](https://mongoosejs.com/docs/queries.html)

Till now we have been placing the code that interacts with the database and the functions that trigger these interactions in the same file.

For ease of coding and debugging, let us modularize the entire code.

We will place the below code to establish a connection to a database and creating a schema in 'src/models/connection.js' file.

1. const mongoose = require('mongoose');
2. mongoose.Promise = global.Promise;
3. mongoose.set('useCreateIndex', true)
4. mongoose.connect('mongodb://localhost:27017/MultiplexDB', { useNewUrlParser: true , useUnifiedTopology: true })
5. .catch((error) => {
6. let err = new Error("Could not connect to Database")
7. err.status = 500;
8. throw err;
9. })
10. const schema = {
11. "movieId": {
12. required: [true, 'Required field'],
13. type: Number,
14. unique: true
15. },
16. "movieName": {
17. required: [true, 'Required field'],
18. type: String
19. },
20. "language": {
21. required: [true, 'Required field'],
22. match: [/^[A-Za-z]{3,8}$/, 'Please enter only alphabets'],
23. type: String
24. },
25. "showDetails": {
26. type: [
27. {
28. "showId": {
29. required: [true, 'Required field'],
30. type: Number
31. },
32. "movieId": {
33. required: [true, 'Required field'],
34. type: Number
35. },
36. "fare": {
37. required: [true, 'Required field'],
38. type: Number
39. },
40. "availableSeats": {
41. required: [true, 'Required field'],
42. type: Number
43. },
44. "showDate": {
45. required: [true, 'Required field'],
46. type: Date,
47. validate: [(showDate) => new Date(showDate) >= new Date(), 'Date should be greater than today']
48. }
49. }
50. ],
51. default: []
52. },
53. "bookings": {
54. type: [
55. {
56. "bookingId": {
57. required: [true, 'Required field'],
58. type: Number
59. },
60. "customerName": {
61. type: String,
62. default: "New User"
63. },
64. "bookingCost": {
65. required: [true, 'Required field'],
66. type: Number
67. },
68. "showId": {
69. required: [true, 'Required field'],
70. type: Number
71. },
72. "noOfTickets": {
73. type: Number,
74. min: [1, 'Minimum 1 ticket'],
75. },
76. "bookedAt": {
77. type: Date,
78. default: new Date().toLocaleDateString()
79. }
80. }
81. ],
82. default: []
83. }
84. }
85. let movieSchema = mongoose.Schema(schema, { collection: 'Movie', timestamps: true });
86. exports.movieModel= mongoose.model("Movie",movieSchema );

We will place the below code to interact with the database in 'src/models/db.js' file.

1. const movieModel = require('./connection').movieModel
2. var movie = {}
3. *//Insert a single data*
4. movie.addMovie = async (movieObj) => {
5. let insertedData = await movieModel.create(movieObj)
6. if (insertedData) {
7. return insertedData
8. }
9. else {
10. let err = new Error("Data not inserted")
11. err.status = 500
12. throw err;
13. }
14. }
15. *//Retrieve all data*
16. movie.find = async () => {
17. let movieData = await movieModel.find()
18. if (movieData) { return movieData }
19. else {
20. let err = new Error("No record found")
21. err.status = 404
22. throw err;
23. }
24. }
25. *//Retrieve data based on MovieId*
26. movie.getMovie = async (movieId) => {
27. let movieDetails = await movieModel.findOne({ movieId: movieId }, { \_id: 0, movieName: 1, language: 1 })
28. if (movieDetails) { return movieDetails }
29. else {
30. let err = new Error("No record found")
31. err.status = 404
32. throw err;
33. }
34. }
35. *//Insert multiple data*
36. movie.multipleInsert = async (movieObj) => {
37. let insertedData = await movieModel.insertMany(movieObj)
38. if (insertedData.length > 0) {
39. return insertedData
40. }
41. else {
42. let err = new Error("Data not inserted")
43. err.status = 500
44. throw err;
45. }
46. }
47. *//Update details*
48. movie.addShows = async (showObj) => {
49. let updatedData = await movieModel.updateOne({ movieId: 2002 }, { $push: { showDetails: showObj } })
50. if (updatedData.nModified > 0) {
51. return updatedData
52. }
53. else {
54. let err = new Error("Data not updated")
55. err.status = 500
56. throw err;
57. }
58. }
59. *//Delete details of a movie*
60. movie.removeShow = async (movie) => {
61. let deletedData = await movieModel.deleteOne({ movieName: movie })
62. if (deletedData.deletedCount > 0) {
63. return deletedData;
64. }
65. else {
66. let err = new Error("Could not delete data")
67. err.status = 500;
68. throw err;
69. }
70. }
71. module.exports = movie;

Since you have learned how to make an express application interact with a database, let us replace the static file data.json in the Express wallet application with a MongoDB database.

Step 1: Download the [ExpressWallet](https://academy.onwingspan.com/common-content-store/Shared/Shared/Public/lex_auth_01302890710630400029586_shared/web-hosted/assets/ExpressWalletUpdated.zip)

Step 2: Open the application in VS Code IDE

Step 3: Open the file src/utilities/connection.js

1. const mongoose = require("mongoose")
2. mongoose.Promise = global.Promise;
3. const Schema = mongoose.Schema
4. mongoose.set("useCreateIndex", true)
5. const url = 'mongodb://localhost:27017/ExpressWalletDB'
6. let schema = {
7. "username": {
8. type: String,
9. required: true,
10. unique: true
11. },
12. "password": {
13. type: String,
14. required: true
15. },
16. "PAN": {
17. type: String,
18. required: true
19. },
20. "transactions": {
21. type: [{
22. "tid": {
23. type: Number,
24. required: true
25. },
26. "amount": {
27. type: Number,
28. min: 100,
29. required: true
30. },
31. "transactionType": {
32. type: String,
33. required: true
34. },
35. "tDate": {
36. type: Date,
37. required: true
38. }
39. }],
40. default: []
41. }
42. }
43. let accountSchema = new Schema(schema, { collection: "Account", timestamps: true })
44. let connection = {}
45. connection.getCollection = async() => {
46. try {
47. return (await mongoose.connect(url, { useNewUrlParser: true, useUnifiedTopology: true })).model("Account", accountSchema)
48. } catch (err) {
49. let error = new Error("Could not connect to database")
50. error.status = 500
51. throw error
52. }
53. }
54. module.exports = connection

Note:

* **Line 2:** Configures mongoose to make use of global promise library
* **Line 6 - 41:**Defines the structure of the data which has to be inserted into the collection
* **Line 45:**Creating a Mongoose schema
* **Line 49:** Establishing a connection between Express wallet and MongoDB database
* **Line 50:** Creating a model object for the 'Account' schema

Now that we have configured our database, let us add some data to our database.

We will persist the same data present in our data.json file to our ExpressWalletDB

Step 1: Open the file src/model/account.js and observe the below code

1. model.insertScript = async() => {
2. await collection.deleteMany();
3. let response = await collection.insertMany(initialData);
4. if (response && response.length > 0) {
5. return response.length
6. } else {
7. let err = new Error("Script insertion failed")
8. err.status = 500
9. throw new Error
10. }
11. }

Note:

* Line 2 - Deletes all the documents present in the 'Account' schema
* Line 3- Inserts data into the 'Account' schema
* Line 5 - Returns the number of documents inserted wrapped in a promise

Step 2: Open the file src/service/account.js and observe the below code

1. service.insertScript = async() => {
2. let data = await dbLayer.insertScript();
3. return data;
4. }

Note:

* Line 2 - Invokes the insertScript() method present in model/account.js file
* Line 3 - Return the number of documents inserted

Step 3: Open the file src/routes/routing.js and observe the below code

1. routing.get("/setupDB", async(req, res, next) => {
2. try {
3. let data = await service.insertScript();
4. if (data) {
5. res.status(201)
6. res.json({ message: "Inserted " + data + " document in database" })
7. }
8. } catch (err) { next(err) }
9. })

Note: Line 1 - When the user sends a GET request to /setupDB, the insertScript() method of service gets invoked

Step 4: Open RESTClient jar file & send a GET request to http://localhost:3000/setupDB. You will get the following response

![https://academy.onwingspan.com/common-content-store/Shared/Shared/Public/lex_auth_01302890710630400029586_shared/web-hosted/assets/response1.png](data:image/png;base64,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)

Now we have a brief idea of how the Express wallet is structured, let us dive deep into understanding the data/control flow in the Express Wallet application

Assume the user wants to create a new account and save the details in the ExpressWalletDB collection

Step 1: Open the file src/routes/routing.js file and observe the below code

1. routing.post("/accounts", async(req, res, next) => {
2. let accountObj = req.body
3. try {
4. let accountData = await service.createAccount(accountObj);
5. res.json({ message: "Account Created Successfully" })
6. } catch (err) { next(err) }
7. })

Note:

* When the user sends a POST request to /account, then the data sent in the request body will be passed as a parameter to the createAccount() method of service.
* If createAccount() method returns a success response, the server will send a JSON response as "Account Created Successfully"
* Else if createAccount() method returns a failure response, it is handled by the catch block where the error is passed to the error handler function

Step 2: Open the file src/service/account.js and observe the below code

1. service.createAccount = async(accountObj) => {
2. validator.validatePAN(accountObj.PAN);
3. let data = await dbLayer.getUser(accountObj.username);
4. if (data) {
5. let err = new Error("User already exists")
6. err.status = 406
7. throw err
8. } else {
9. let accountData = await dbLayer.createAccount(accountObj);
10. if (accountData) {
11. return accountData
12. } else {
13. let err = new Error("Account not created")
14. err.status = 500
15. throw err;
16. }
17. }
18. }

Step3: Open the file src/model/account.js and observe the below code

1. let createConnection = async() => {
2. collection = await connection.getCollection();
3. }
4. model.getUser = async(username) => {
5. let userData = await collection.findOne({ username: username }, { \_id: 0, username: 1, password: 1 })
6. return userData;
7. }
8. model.createAccount = async(accountObj) => {
9. let accountData = await collection.create(accountObj)
10. return accountData ? true : false;
11. }
12. createConnection();

Note:

* **Line 2**-   getCollection of src/utilities/connection.js is invoked which will get you the model object, through which you can perform CRUD operation
* **Line 5** -  Same find operation which we will be doing through MongoDB driver can be performed through the model instance of mongoose
* **Line 6** - If a matching document is found, the same document is sent back to service
* **Line 10** - A new document will be inserted through create a method of mongoose, which is similar to insertOne of MongoDB

Now you have completely seen one flow of control between the Express application and database, you can now trace the flow of control/data for other routes in the Express Wallet application.