**1.1 Listing files and directories**

**ls (list)**

When you first reach the Cygwin command prompt, your current working directory is your home directory. Your home directory is where your personal files and subdirectories are saved.

To find out what is in your home directory, type

**% ls (short for list)**

The **ls** command lists the contents of your current working directory.

There may be no files visible in your home directory, in which case, the Cygwin prompt will be returned. Alternatively, there may already be some files inserted by the System Administrator when your account was created.

**ls** does not, in fact, cause all the files in your home directory to be listed, but only those ones whose name does not begin with a dot (.) Files beginning with a dot (.) are known as hidden files and usually contain important program configuration information. They are hidden because you should not change them unless you are very familiar with UNIX!!!

To list all files in your home directory including those whose names begin with a dot, type

**% ls -a**

**ls** is an example of a command which can take options: **-a** is an example of an option. The options change the behaviour of the command. There are online manual pages that tell you which options a particular command can take, and how each option modifies the behaviour of the command. (See later in this tutorial)

**1.2 Making Directories**

**mkdir (make directory)**

We will now make a subdirectory in your home directory to hold the files you will be creating and using in the course of this tutorial. To make a subdirectory called **unixstuff** in your current working directory type

**% mkdir unixstuff**

To see the directory you have just created, type

**% ls**

**1.3 Changing to a different directory**

**cd (change directory)**

The command **cd *directory*** means change the current working directory to 'directory'. The current working directory may be thought of as the directory you are in, i.e. your current position in the file-system tree.

To change to the directory you have just made, type

**% cd unixstuff**

Type **ls** to see the contents (which should be empty)

**Exercise 1a**

Make another directory inside the **unixstuff** directory called **backups**

**1.4 The directories . and ..**

Still in the **unixstuff** directory, type

**% ls -a**

As you can see, in the **unixstuff** directory (and in all other directories), there are two special directories called (**.**) and (**..**)

In UNIX, (**.**) means the current directory, so typing

**% cd .**

NOTE: there is a space between cd and the dot

means stay where you are (the **unixstuff** directory).

This may not seem very useful at first, but using (**.**) as the name of the current directory will save a lot of typing, as we shall see later in the tutorial.

(**..**) means the parent of the current directory, so typing

**% cd ..**

will take you one directory up the hierarchy (back to your home directory). Try it now.

Note: typing **cd** with no argument always returns you to your home directory. This is very useful if you are lost in the file system.

**1.5 Pathnames**

**pwd (print working directory)**

Pathnames enable you to work out where you are in relation to the whole file-system. For example, to find out the absolute pathname of your home-directory, type **cd** to get back to your home-directory and then type

**% pwd**

The full pathname will look something like this -

**/cygdrive/h/CygWin**

which means that CygWin (your home directory) is in the directory h (your windows directory), which is located in /cygdrive which is a special directory maintained by Cygwin. Cygwin provide access to Windows drives through the cygdrive directory.

**Exercise 1b**

Use the commands **ls**, **pwd** and **cd** to explore the file system.

(Remember, if you get lost, type **cd** by itself to return to your home-directory)

**1.6 More about home directories and pathnames**

**Understanding pathnames**

First type **cd** to get back to your home-directory, then type

**% ls unixstuff**

to list the conents of your unixstuff directory.

Now type

**% ls backups**

You will get a message like this -

**backups: No such file or directory**

The reason is, **backups** is not in your current working directory. To use a command on a file (or directory) not in the current working directory (the directory you are currently in), you must either **cd** to the correct directory, or specify its full pathname. To list the contents of your backups directory, you must type

**% ls unixstuff/backups**

**~ (your home directory)**

Home directories can also be referred to by the tilde **~** character. It can be used to specify paths starting at your home directory. So typing

**% ls ~/unixstuff**

will list the contents of your unixstuff directory, no matter where you currently are in the file system.

What do you think

**% ls ~**

would list?

What do you think

**% ls ~/..**

would list?

**Summary**

|  |  |
| --- | --- |
| **ls** | list files and directories |
| **ls -a** | list all files and directories |
| **mkdir** | make a directory |
| **cd *directory*** | change to named directory |
| **cd** | change to home-directory |
| **cd ~** | change to home-directory |
| **cd ..** | change to parent directory |
| **pwd** | display the path of the current directory |

# UNIX Tutorial Two

## 2.1 Copying Files

### cp (copy)

**cp file1 file2** is the command which makes a copy of **file1** in the current working directory and calls it **file2**

Use your webbrowser and store a copy of [this file](http://www2.imm.dtu.dk/courses/02333/cygwin_tutorial/science.txt) into your home directory. (Hint: Most webbrowsers allows you to store a copy of a file pointed to by a link. Try right clicking on the link.)

What we are going to do now, is to use the **cp** command to copy it to your unixstuff directory.

First, **cd** to your home directory.

**% cd ~**

Then at the UNIX prompt, type,

**% cp science.txt unixstuff**

The above command means copy the file **science.txt** to the **unixstuff** directory, keeping the name the same.

### Exercise 2a

Create a backup of your **science.txt** file by copying it to a file called **science.bak**

## 2.2 Moving files

### mv (move)

**mv file1 file2** moves (or renames) **file1** to **file2**

To move a file from one place to another, use the **mv** command. This has the effect of moving rather than copying the file, so you end up with only one file rather than two.

It can also be used to rename a file, by moving the file to the same directory, but giving it a different name.

We are now going to move the file science.bak to your backup directory.

First, change directories to your unixstuff directory (can you remember how?). Then, inside the **unixstuff** directory, type

**% mv science.bak backups/.**

Type **ls** and **ls backups** to see if it has worked.

## 2.3 Removing files and directories

### rm (remove), rmdir (remove directory)

To delete (remove) a file, use the **rm** command. As an example, we are going to create a copy of the **science.txt** file then delete it.

Inside your **unixstuff** directory, type

**% cp science.txt tempfile.txt  
% ls (to check if it has created the file)  
% rm tempfile.txt  
% ls (to check if it has deleted the file)**

You can use the **rmdir** command to remove a directory (make sure it is empty first). Try to remove the **backups** directory. You will not be able to since UNIX will not let you remove a non-empty directory.

### Exercise 2b

Create a directory called **tempstuff** using **mkdir** , then remove it using the **rmdir** command.

## 2.4 Displaying the contents of a file on the screen

### cat (concatenate)

The command **cat** can be used to display the contents of a file on the screen. Type:

**% cat science.txt**

As you can see, the file is longer than than the size of the window, so it scrolls past making it unreadable.

### less

The command **less** writes the contents of a file onto the screen a page at a time. Type

**% less science.txt**

Press the **[space-bar]** if you want to see another page, type **[q]** if you want to quit reading. As you can see, **less** is used in preference to **cat** for long files.

### head

The **head** command writes the first ten lines of a file to the screen.

Type

**% head science.txt**

Then type

**% head -5 science.txt**

What difference did the -5 do to the head command?

### tail

The **tail** command writes the last ten lines of a file to the screen.

Type

**% tail science.txt**

How can you view the last 15 lines of the file?

## 2.5 Searching the contents of a file

### Simple searching using less

Using **less**, you can search though a text file for a keyword (pattern). For example, to search through **science.txt** for the word 'science', type

**% less science.txt**

then, still in **less** (i.e. don't press [q] to quit), type a forward slash **[/]** followed by the word to search

**/science**

As you can see, **less** finds and highlights the keyword. Type **[n]** to search for the next occurrence of the word.

### grep (don't ask why it is called grep)

**grep** is one of many standard UNIX utilities. It searches files for specified words or patterns. Type

**% grep science science.txt**

As you can see, **grep** has printed out each line containg the word science.

Or has it????

Try typing

**% grep Science science.txt**

The **grep** command is case sensitive; it distinguishes between Science and science.

To ignore upper/lower case distinctions, use the -i option, i.e. type

**% grep -i science science.txt**

To search for a phrase or pattern, you must enclose it in single quotes (the apostrophe symbol). For example to search for spinning top, type

**% grep -i 'spinning top' science.txt**

Some of the other options of grep are:

-v display those lines that do NOT match  
-n precede each maching line with the line number  
-c print only the total count of matched lines

Try some of them and see the different results. Don't forget, you can use more than one option at a time, for example, the number of lines without the words science or Science is

**% grep -ivc science science.txt**

### wc (word count)

A handy little utility is the **wc** command, short for word count. To do a word count on **science.txt**, type

**% wc -w science.txt**

To find out how many lines the file has, type

**% wc -l science.txt**

## Summary

|  |  |
| --- | --- |
| **cp file1 file2** | copy file1 and call it file2 |
| **mv file1 file2** | move or rename file1 to file2 |
| **rm file** | remove a file |
| **rmdir directory** | remove a directory |
| **cat file** | display a file |
| **more file** | display a file a page at a time |
| **head file** | display the first few lines of a file |
| **tail file** | display the last few lines of a file |
| **grep 'keyword' file** | search a file for keywords |
| **wc file** | count number of lines/words/characters in file |

# UNIX Tutorial Three

## 3.1 Redirection

Most processes initiated by UNIX commands write to the standard output (that is, they write to the terminal screen), and many take their input from the standard input (that is, they read it from the keyboard). There is also the standard error, where processes write their error messages, by default, to the terminal screen.

We have already seen one use of the **cat** command to write the contents of a file to the screen.

Now type **cat** without specifing a file to read

**% cat**

Then type a few words on the keyboard and press the **[Return]** key.

Finally hold the **[Ctrl]** key down and press **[d]** (written as ^D for short) to end the input.

What has happened?

If you run the **cat** command without specifing a file to read, it reads the standard input (the keyboard), and on receiving the'end of file' (^D), copies it to the standard output (the screen).

In UNIX, we can redirect both the input and the output of commands.

## 3.2 Redirecting the Output

We use the > symbol to redirect the output of a command. For example, to create a file called **list1** containing a list of fruit, type

**% cat > list1**

Then type in the names of some fruit. Press **[Return]** after each one.

**pear  
banana  
apple  
^D (Control D to stop)**

What happens is the **cat** command reads the standard input (the keyboard) and the > redirects the output, which normally goes to the screen, into a file called **list1**

To read the contents of the file, type

**% cat list1**

### Exercise 3a

Using the above method, create another file called **list2** containing the following fruit: orange, plum, mango, grapefruit. Read the contents of **list2**

The form >> appends standard output to a file. So to add more items to the file **list1**, type

**% cat >> list1**

Then type in the names of more fruit

**peach  
grape  
orange  
^D (Control D to stop)**

To read the contents of the file, type

**% cat list1**

You should now have two files. One contains six fruit, the other contains four fruit. We will now use the **cat** command to join (concatenate) **list1** and **list2** into a new file called **biglist**. Type

**% cat list1 list2 > biglist**

What this is doing is reading the contents of **list1** and **list2** in turn, then outputing the text to the file **biglist**

To read the contents of the new file, type

**% cat biglist**

## 3.3 Redirecting the Input

We use the < symbol to redirect the input of a command.

The command **sort** alphabetically or numerically sorts a list. Type

**% sort**

Then type in the names of some vegetables. Press **[Return]** after each one.

**carrot  
beetroot  
artichoke  
^D (control d to stop)**

The output will be

**artichoke  
beetroot  
carrot**

Using < you can redirect the input to come from a file rather than the keyboard. For example, to sort the list of fruit, type

**% sort < biglist**

and the sorted list will be output to the screen.

To output the sorted list to a file, type,

**% sort < biglist > slist**

Use **cat** to read the contents of the file **slist**

## Summary

|  |  |
| --- | --- |
| **command > file** | redirect standard output to a file |
| **command >> file** | append standard output to a file |
| **command < file** | redirect standard input from a file |
| **cat file1 file2 > file0** | concatenate file1 and file2 to file0 |
| **sort** | sort data |

# UNIX Tutorial Four

## 4.1 Wildcards

### The characters \* and ?

The character \* is called a wildcard, and will match against none or more character(s) in a file (or directory) name. For example, in your **unixstuff** directory, type

**% ls list\***

This will list all files in the current directory starting with **list....**

Try typing

**% ls \*list**

This will list all files in the current directory ending with **....list**

The character ? will match exactly one character.  
So**ls ?ouse**will match files like **house** and **mouse**, but not **grouse**.  
Try typing

**% ls ?list**

## 4.2 Filename conventions

We should note here that a directory is merely a special type of file. So the rules and conventions for naming files apply also to directories.

In naming files, characters with special meanings such as **/ \* & %** , should be avoided. Also, avoid using spaces within names. The safest way to name a file is to use only alphanumeric characters, that is, letters and numbers, together with \_ (underscore) and . (dot).

File names conventionally start with a lower-case letter, and may end with a dot followed by a group of letters indicating the contents of the file. For example, all files consisting of C code may be named with the ending .c, for example, prog1.c . Then in order to list all files containing C code in your home directory, you need only type **ls \*.c** in that directory.

**Beware**: some applications give the same name to all the output files they generate.  
  
For example, some compilers, unless given the appropriate option, produce compiled files named **a.out**. Should you forget to use that option, you are advised to rename the compiled file immediately, otherwise the next such file will overwrite it and it will be lost.

## 4.3 Getting Help

### On-line Manuals

There are on-line manuals which gives information about most commands. The manual pages tell you which options a particular command can take, and how each option modifies the behaviour of the command. Type man command to read the manual page for a particular command.

For example, to find out more about the **wc** (word count) command, type

**% man wc**

## Summary

|  |  |
| --- | --- |
| **\*** | match any number of characters |
| **?** | match one character |
| **man command** | read the online manual page for a command |

# UNIX Tutorial Five

## 5.1 File system security (access rights)

In your unixstuff directory, type

**% ls -l (l for long listing!)**

You will see that you now get lots of details about the contents of your directory, similar to the example below.

![File and directory access rights](data:image/gif;base64,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)

Each file (and directory) has associated access rights, which may be found by typing **ls -l**. Also, **ls -lg** gives additional information as to which group owns the file (beng95 in the following example):

**-rwxrw-r-- 1 ee51ab beng95 2450 Sept29 11:52 file1**

In the left-hand column is a 10 symbol string consisting of the symbols d, r, w, x, -, and, occasionally, s or S. If d is present, it will be at the left hand end of the string, and indicates a directory: otherwise - will be the starting symbol of the string.

The 9 remaining symbols indicate the permissions, or access rights, and are taken as three groups of 3.

* The left group of 3 gives the file permissions for the user that owns the file (or directory) (ee51ab in the above example);
* the middle group gives the permissions for the group of people to whom the file (or directory) belongs (eebeng95 in the above example);
* the rightmost group gives the permissions for all others.

The symbols r, w, etc., have slightly different meanings depending on whether they refer to a simple file or to a directory.

### Access rights on files.

* r (or -), indicates read permission (or otherwise), that is, the presence or absence of permission to read and copy the file
* w (or -), indicates write permission (or otherwise), that is, the permission (or otherwise) to change a file
* x (or -), indicates execution permission (or otherwise), that is, the permission to execute a file, where appropriate

### Access rights on directories.

* r allows users to list files in the directory;
* w means that users may delete files from the directory or move files into it;
* x means the right to access files in the directory. This implies that you may read files in the directory provided you have read permission on the individual files.

So, in order to read a file, you must have execute permission on the directory containing that file, and hence on any directory containing that directory as a subdirectory, and so on, up the tree.

### Some examples

|  |  |
| --- | --- |
| **-rwxrwxrwx** | a file that everyone can read, write and execute (and delete). |
| **-rw-------** | a file that only the owner can read and write - no-one else can read or write and no-one has execution rights (e.g. your mailbox file). |

## 5.2 Changing access rights

### chmod (changing a file mode)

Only the owner of a file can use **chmod** to change the permissions of a file. The options of **chmod** are as follows

|  |  |
| --- | --- |
| **Symbol** | **Meaning** |
| u | user |
| g | group |
| o | other |
| a | all |
| r | read |
| w | write (and delete) |
| x | execute (and access directory) |
| + | add permission |
| - | take away permission |

For example, to remove read write and execute permissions on the file **biglist** for the group and others, type

**% chmod go-rwx biglist**

This will leave the other permissions unaffected.

#### Warning: chmod and file access permissions are not fully supported in some versions on Cygwin. Recent Cygwin versions generally work well but the version installed in the databar does not have full support. Do not expect chmod to work in the databar. This section is presented for completeness.

To give read and write permissions on the file **biglist** to all,

**% chmod a+rw biglist**

### Exercise 5a

Try changing access permissions on the file **science.txt** and on the directory **backups**

Use **ls -l** to check that the permissions have changed.

## 5.3 Processes and Jobs

A process is an executing program identified by a unique PID (process identifier). To see information about your processes, with their associated PID and status, type

**% ps**

A process may be in the foreground, in the background, or be suspended. In general the shell does not return the UNIX prompt until the current process has finished executing.

Some processes take a long time to run and hold up the terminal. Backgrounding a long process has the effect that the UNIX prompt is returned immediately, and other tasks can be carried out while the original process continues executing.

### Running background processes

To background a process, type an **&** at the end of the command line. For example, the command **sleep** waits a given number of seconds before continuing. Type

**% sleep 10**

This will wait 10 seconds before returning the command prompt %. Until the command prompt is returned, you can do nothing except wait.

To run **sleep** in the background, type

**% sleep 10 &**

**[1] 6259**

The **&** runs the job in the background and returns the prompt straight away, allowing you do run other programs while waiting for that one to finish.

The first line in the above example is typed in by the user; the next line, indicating job number and PID, is returned by the machine. The user is be notified of a job number (numbered from 1) enclosed in square brackets, together with a PID and is notified when a background process is finished. Backgrounding is useful for jobs which will take a long time to complete.

## 5.5 Killing a process

### kill (terminate or signal a process)

It is sometimes necessary to kill a process (for example, when an executing program is in an infinite loop)

To kill a job running in the foreground, type **^C** (control c). For example, run

**% sleep 100  
^C**

Alternatively, processes can be killed by finding their process numbers (PIDs) and using **kill PID\_number**

**% sleep 100 &  
% ps**

**PID TT S TIME COMMAND  
20077 pts/5 S 0:05 sleep 100  
21563 pts/5 T 0:00 netscape  
21873 pts/5 S 0:25 nedit**

To kill off the process **sleep 100**, type

**% kill 20077**

and then type **ps** again to see if it has been removed from the list.

If a process refuses to be killed, uses the **-9** option, i.e. type

**% kill -9 20077**

Note: It is not possible to kill off other users' processes !!!

## Summary

|  |  |
| --- | --- |
| **ls -lag** | list access rights for all files |
| **chmod [options] file** | change access rights for named file |
| **command &** | run command in background |
| **^C** | kill the job running in the foreground |
| **kill %1** | kill job number 1 |
| **ps** | list current processes |
| **kill 26152** | kill process number 26152 |

# UNIX Tutorial Six

## Other useful UNIX commands

### df

The df command reports on the space left on the file system. For example, to find out how much space is left on the fileserver, type

**% df .**

### du

The du command outputs the number of kilobyes used by each subdirectory. Useful if you have gone over quota and you want to find out which directory has the most files. In your home-directory, type

**% du**

# Unix Cheat Sheet

|  |  |  |
| --- | --- | --- |
|  | | |
| Help on any Unix command. | | |
|  | man {command} | Type **man rm** to read the manual for the **rm** command. |
|  | whatis {command} | Give short description of command. |
|  | | |
| List a directory | | |
|  | ls {path} | It's ok to combine attributes, eg **ls -laF** gets a long listing of all files with types. |
|  | ls {path\_1} {path\_2} | List both {path\_1} and {path\_2}. |
|  | ls -l {path} | Long listing, with date, size and permisions. |
|  | ls -a {path} | Show all files, including important .dot files that don't otherwise show. |
|  | ls -F {path} | Show type of each file. "**/**" = directory, "**\***" = executable. |
|  | ls -R {path} | Recursive listing, with all subdirs. |
|  | ls {path} | more | Show listing one screen at a time. |
|  | | |
| Change to directory | | |
|  | cd {dirname} | There must be a space between. |
|  | cd ~ | Go back to home directory, useful if you're lost. |
|  | cd .. | Go back one directory. |
|  | | |
| Make a new directory | | |
|  | mkdir {dirname} |  |
|  | | |
| Remove a directory | | |
|  | rmdir {dirname} | Only works if {dirname} is empty. |
|  | rm -r {dirname} | Remove all files and subdirs. Careful! |
|  | | |
| Print working directory | | |
|  | pwd | Show where you are as full path. Useful if you're lost or exploring. |
|  | | |
| Copy a file or directory | | |
|  | cp {file1} {file2} |  |
|  | cp -r {dir1} {dir2} | Recursive, copy directory and all subdirs. |
|  | cat {newfile} >> {oldfile} | Append newfile to end of oldfile. |
|  | | |
| Move (or rename) a file | | |
|  | mv {oldfile} {newfile} | Moving a file and renaming it are the same thing. |
|  | mv {oldname} {newname} |  |
|  | | |
| Delete a file | | |
|  | rm {filespec} | **?** and **\*** wildcards work like DOS should. "?" is any character; "\*" is any string of characters. |
|  | ls {filespec} rm {filespec} | Good strategy: first list a group to make sure it's what's you think... ...then delete it all at once. |
|  | | |
| View a text file | | |
|  | more {filename} | View file one screen at a time. |
|  | less {filename} | Like **more**, with extra features. |
|  | cat {filename} | View file, but it scrolls. |
|  | cat {filename} | more | View file one screen at a time. |
|  | | |
| Edit a text file. | | |
|  | gedit {filename} | Basic text editor |
|  | | |
| Create a text file. | | |
|  | cat > {filename} | Enter your text (multiple lines with **enter** are ok) and press **control-d** to save. |
|  | gedit {filename} | Create some text and save it. |
|  | | |
| Compare two files | | |
|  | diff {file1} {file2} | Show the differences. |
|  | sdiff {file1} {file2} | Show files side by side. |
|  | | |
| Other text commands | | |
|  | grep '{pattern}' {file} | Find regular expression in file. |
|  | spell {file} | Display misspelled words. |
|  | wc {file} | Count words in file. |
|  | wc -l {file} | Count the number of lines in a file. |
|  | | |
| Make an Alias | | |
|  | alias {name}='{command}' | Put the command in 'single quotes'. More useful in your **.bashrc** file. |
|  | | |
| Wildcards and Shortcuts | | |
|  | \* | Match any string of characters, eg **page\*** gets page1, page10, and page.txt. |
|  | ? | Match any single character, eg **page?** gets page1 and page2, but not page10. |
|  | [...] | Match any characters in a range, eg **page[1-3]** gets page1, page2, and page3. |
|  | ~ | Short for your home directory, eg **cd ~** will take you home, and **rm -r ~** will destroy it. |
|  | . | The current directory. |
|  | .. | One directory up the tree, eg **ls ..**. |
|  | | |
| Pipes and Redirection | | (You **pipe** a command to another command, and **redirect** it to a file.) |
|  | {command} > {file} | Redirect output to a file, eg **ls > list.txt** writes directory to file. |
|  | {command} >> {file} | Append output to an existing file, eg **cat update >> archive** adds update to end of archive. |
|  | {command} < {file} | Get input from a file, eg **sort < file.txt** |
|  | {command} < {file1} > {file2} | Get input from file1, and write to file2, eg **sort < old.txt > new.txt** sorts old.txt and saves as new.txt. |
|  | {command} | {command} | Pipe one command to another, eg **ls | more** gets directory and sends it to **more** to show it one page at a time. |
| System info | | |
|  | date | Show date and time. |
|  | df | Check system disk capacity. |
|  | du | Check your disk usage and show bytes in each directory. |
|  | du -h | Check your disk usage in a human readable format |
|  | printenv | Show all environmental variables |
|  | uptime | Find out system load. |
|  | w | Who's online and what are they doing? |
|  | top | Real time processor and memory usage |

Unix Directory Format

Long listings (**ls -l**) have this format:

**-** file

**d** directory, **\*** executable

^ symbolic links (?) file size (bytes) file name **/** directory

^ ^ ^ ^ ^

**drwxr-xr-x 11 valerie 16296 Mar 7 23:25 public\_html/**

**-rw-r--r-- 1 valerie 256 Mar 8 23:42 index.html**

^

^^^ user permission (rwx) date and time last modified

^^^ group permission (rwx)

^^^ world permission (rwx)