**Display Object Child**

**function** addChild(child:DisplayObject):void;

**function** addChildAt(child:DisplayObject, index:int):void;

**function** contains(child:DisplayObject):Boolean;

**function** getChildAt(index:int):DisplayObject;

**function** getChildIndex(child:DisplayObject):int;

**function** removeChild(child:DisplayObject, dispose:Boolean=**false**):void;

**function** removeChildAt(index:int, dispose:Boolean=**false**):void;

**function** swapChildren(child1:DisplayObject, child2:DisplayObject):void;

**function** swapChildrenAt(index1:int, index2:int):void;

**Embed And Use Texture**

Embed(source = "background.png")]

**private** **static** **const** BackgroundBmp:Class;

**private** **var** \_background:Image;

**var** bgTexture:Texture = Texture.fromEmbeddedAsset(BackgroundBmp);

\_background = **new** Image(bgTexture);

addChild(\_background);

**Remove An Object**

msgBox.removeFromParent();

msgBox.dispose();

OR

msgBox.removeFromParent(**true**);

Pivot And Rotate Around Center

**var** image:Image = **new** Image(texture);

image.pivotX = image.width / 2.0;

image.pivotY = image.height / 2.0;

image.rotation = deg2rad(45);

or

**var** image:Image = **new** Image(texture);

image.alignPivot();

image.rotation = deg2rad(45);

or

**var** image:Image = **new** Image(texture);

image.alignPivot(Align.RIGHT, Align.BOTTOM);

image.rotation = deg2rad(45);

Texture

**public** **class** Texture

{

**static** **function** fromColor():Texture;

**static** **function** fromBitmap():Texture;

**static** **function** fromBitmapData():Texture;

**static** **function** fromEmbeddedAsset():Texture;

**static** **function** fromCamera():Texture;

**static** **function** fromNetStream():Texture;

**static** **function** fromTexture():Texture;

}

[Embed(source="mushroom.png")]

**public** **static** **const** Mushroom:Class;

**var** bitmap:Bitmap = **new** Mushroom();

**var** texture:Texture = Texture.fromBitmap(bitmap);

Beter:

[Embed(source="mushroom.png")]

**public** **static** **const** Mushroom:Class;

**var** texture:Texture = Texture.fromEmbeddedAsset(Mushroom);

Texture from Texture

**var** texture:Texture = getTexture();

**var** subTexture:Texture = Texture.fromTexture(texture, **new** Rectangle(10, 10, 41, 47));

Image from Texture

*// do NOT do this!!*

**var** image1:Image = **new** Image(Texture.fromEmbeddedAsset(Mushroom));

**var** image2:Image = **new** Image(Texture.fromEmbeddedAsset(Mushroom));

**var** image3:Image = **new** Image(Texture.fromEmbeddedAsset(Mushroom));

*// instead, create the texture once and keep a reference:*

**var** texture:Texture = Texture.fromEmbeddedAsset(Mushroom));

**var** image1:Image = **new** Image(texture);

**var** image2:Image = **new** Image(texture);

**var** image3:Image = **new** Image(texture);

Texture Atlases

XML

**<TextureAtlas** imagePath="atlas.png"**>**

**<SubTexture** name="moon" x="0" y="0" width="30" height="30"**/>**;

**<SubTexture** name="jupiter" x="30" y="0" width="65" height="78"**/>**;

...

**</TextureAtlas>**;

Using the Atlas

[Embed(source="atlas.xml", mimeType="application/octet-stream")]

**public** **static** **const** AtlasXml:Class;

[Embed(source="atlas.png")]

**public** **static** **const** AtlasTexture:Class;

Get Texture

**var** texture:Texture = Texture.fromEmbeddedAsset(AtlasTexture);

**var** xml:XML = XML(**new** AtlasXml());

**var** atlas:TextureAtlas = **new** TextureAtlas(texture, xml);

**var** moonTexture:Texture = atlas.getTexture("moon");

**var** moonImage:Image = **new** Image(moonTexture);

Render Textures

**var** renderTexture:RenderTexture = **new** RenderTexture(512, 512);

**var** brush:Sprite = getBrush();

brush.x = 40;

brush.y = 120;

brush.rotation = 1.41;

renderTexture.draw(brush);

Use Like Normal Texture

**var** image:Image = **new** Image(renderTexture);

addChild(image);

Many Texture Rendering

renderTexture.drawBundled(**function**():**void**

{

**for** (**var** i:int=0; i<numDrawings; ++i)

{

image.rotation = (2 \* Math.PI / numDrawings) \* i;

renderTexture.draw(image);

}

});

Erase parts of a render texture

brush.blendMode = BlendMode.ERASE;

renderTexture.draw(brush);

Event & EventDispatcher

**class** Dog **extends** Sprite

{

**function** advanceTime():void

{

**if** (timeToPee)

{

**var** event:Event = **new** Event("bark");

dispatchEvent(event);

}

}

}

**var** einstein:Dog = **new** Dog();

einstein.addEventListener("bark", onBark);

**function** onBark(event:Event):void

{

einstein.walk();

}

Remove the Event Listener

einstein.removeEventListener("bark", onBark);

OR

einstein.removeEventListeners("bark");

Custom Events

**public** **class** BarkEvent **extends** Event

{

**public** **static** **const** BARK:String = "bark";

**private** **var** \_reason:String;

**public** **function** BarkEvent(type:String, reason:String, bubbles:Boolean=**false**)

{

**super**(type, bubbles);

\_reason = reason;

}

**public** **function** **get** reason():Boolean { **return** \_reason; }

}

**class** Dog **extends** Sprite

{

**function** advanceTime():void

{

**var** reason:String = **this**.hungry ? "hungry" : "pee";

**var** event:BarkEvent = **new** BarkEvent(BarkEvent.BARK, reason);

dispatchEvent(event);

}

}

**var** einstein:Dog = **new** Dog();

einstein.addEventListener(BarkEvent.BARK, onBark);

**function** onBark(event:BarkEvent):void

{

**if** (event.reason == "hungry")

einstein.feed();

**else**

einstein.walk();

}

**Simplifying**

Replace the BarkEvent logic with this:

*// create & dispatch event*

**var** event:Event = **new** Event(Dog.BARK);

event.data = "hungry";

dispatchEvent(event);

*// listen to event*

einstein.addEventListener(Dog.BARK, onBark);

**function** onBark(event:Event):void

{

trace("reason: " + event.data **as** String);

}

Starling shortcuts to simplify

*// create & dispatch event*

dispatchEventWith(Dog.BARK, **false**, "hungry");

*// listen to event*

einstein.addEventListener(Dog.BARK, onBark);

**function** onBark(event:Event, reason:String):void

{

trace("reason: " + reason);

}

The simplified dispatchEventWith call is actually even more memory efficient, since Starling will pool the Event objects behind the scenes.

**Simplest:**

*// create & dispatch event*

dispatchEventWith(Dog.HOWL);

*// listen to event*

dog.addEventListener(Dog.HOWL, onHowl);

**function** onHowl():void

{

trace("hoooh!");

}

Useful Event Types

* **Event.TRIGGERED:** a button was triggered
* **Event.ADDED:** a display object was added to a container
* **Event.ADDED\_TO\_STAGE:** a display object was added to a container that is connected to the stage
* **Event.REMOVED:** a display object was removed from a container
* **Event.REMOVED\_FROM\_STAGE:** a display object lost its connection to the stage
* **Event.ENTER\_FRAME:** some time has passed, a new frame is rendered (we’ll get to that later)
* **Event.COMPLETE:** something (like a MovieClip instance) just finished

**Touch Events**

**multitouch**

Starling.multitouchEnabled = **true**;

**var** starling:Starling = **new** Starling(Game, stage);

starling.simulateMultitouch = **true**;

simulateMultitouch. If you enable it, you can simulate multitouch input with your mouse on your development computer. Press and hold the Ctrl or Cmd keys (Windows or Mac) when you move the mouse cursor around to try it out. Add Shift to change the way the alternative cursor is moving.

sprite.addEventListener(TouchEvent.TOUCH, onTouch);

**private** **function** onTouch(event:TouchEvent):void

{

**var** touch:Touch = event.getTouch(**this**, TouchPhase.BEGAN);

**if** (touch)

{

**var** localPos:Point = touch.getLocation(**this**);

trace("Touched object at position: " + localPos);

}

}

Touch Phases

|  |  |
| --- | --- |
| TouchPhase.HOVER | Only for mouse input; dispatched when the cursor moves over the object with the mouse button *up*. |
| TouchPhase.BEGAN | The finger just hit the screen, or the mouse button was pressed. |
| TouchPhase.MOVED | The finger moves around on the screen, or the mouse is moved while the button is pressed. |
| TouchPhase.STATIONARY | The finger or mouse (with pressed button) has not moved since the last frame. |
| TouchPhase.ENDED | The finger was lifted from the screen or from the mouse button. |

Multitouch

**var** touches:Vector.<Touch> = event.getTouches(**this**, TouchPhase.MOVED);

**if** (touches.length == 1)

{

*// one finger touching (or mouse input)*

**var** touch:Touch = touches[0];

**var** movement:Point = touch.getMovement(**this**);

}

**else** **if** (touches.length >= 2)

{

*// two or more fingers touching*

**var** touch1:Touch = touches[0];

**var** touch2:Touch = touches[1];

*// ...*

}

<https://github.com/Gamua/Starling-Framework/blob/master/samples/demo/src/utils/TouchSheet.as>

|  |
| --- |
| package utils |
|  | { |
|  | import flash.geom.Point; |
|  |  |
|  | import starling.display.DisplayObject; |
|  | import starling.display.Sprite; |
|  | import starling.events.Touch; |
|  | import starling.events.TouchEvent; |
|  | import starling.events.TouchPhase; |
|  |  |
|  | public class TouchSheet extends Sprite |
|  | { |
|  | public function TouchSheet(contents:DisplayObject=null) |
|  | { |
|  | addEventListener(TouchEvent.TOUCH, onTouch); |
|  | useHandCursor = true; |
|  |  |
|  | if (contents) |
|  | { |
|  | contents.x = int(contents.width / -2); |
|  | contents.y = int(contents.height / -2); |
|  | addChild(contents); |
|  | } |
|  | } |
|  |  |
|  | private function onTouch(event:TouchEvent):void |
|  | { |
|  | var touches:Vector.<Touch> = event.getTouches(this, TouchPhase.MOVED); |
|  |  |
|  | if (touches.length == 1) |
|  | { |
|  | // one finger touching -> move |
|  | var delta:Point = touches[0].getMovement(parent); |
|  | x += delta.x; |
|  | y += delta.y; |
|  | } |
|  | else if (touches.length == 2) |
|  | { |
|  | // two fingers touching -> rotate and scale |
|  | var touchA:Touch = touches[0]; |
|  | var touchB:Touch = touches[1]; |
|  |  |
|  | var currentPosA:Point = touchA.getLocation(parent); |
|  | var previousPosA:Point = touchA.getPreviousLocation(parent); |
|  | var currentPosB:Point = touchB.getLocation(parent); |
|  | var previousPosB:Point = touchB.getPreviousLocation(parent); |
|  |  |
|  | var currentVector:Point = currentPosA.subtract(currentPosB); |
|  | var previousVector:Point = previousPosA.subtract(previousPosB); |
|  |  |
|  | var currentAngle:Number = Math.atan2(currentVector.y, currentVector.x); |
|  | var previousAngle:Number = Math.atan2(previousVector.y, previousVector.x); |
|  | var deltaAngle:Number = currentAngle - previousAngle; |
|  |  |
|  | // update pivot point based on previous center |
|  | var previousLocalA:Point = touchA.getPreviousLocation(this); |
|  | var previousLocalB:Point = touchB.getPreviousLocation(this); |
|  | pivotX = (previousLocalA.x + previousLocalB.x) \* 0.5; |
|  | pivotY = (previousLocalA.y + previousLocalB.y) \* 0.5; |
|  |  |
|  | // update location based on the current center |
|  | x = (currentPosA.x + currentPosB.x) \* 0.5; |
|  | y = (currentPosA.y + currentPosB.y) \* 0.5; |
|  |  |
|  | // rotate |
|  | rotation += deltaAngle; |
|  |  |
|  | // scale |
|  | var sizeDiff:Number = currentVector.length / previousVector.length; |
|  | scaleX \*= sizeDiff; |
|  | scaleY \*= sizeDiff; |
|  | } |
|  |  |
|  | var touch:Touch = event.getTouch(this, TouchPhase.ENDED); |
|  |  |
|  | if (touch && touch.tapCount == 2) |
|  | parent.addChild(this); // bring self to front |
|  |  |
|  | // enable this code to see when you're hovering over the object |
|  | // touch = event.getTouch(this, TouchPhase.HOVER); |
|  | // alpha = touch ? 0.8 : 1.0; |
|  | } |
|  |  |
|  | public override function dispose():void |
|  | { |
|  | removeEventListener(TouchEvent.TOUCH, onTouch); |
|  | super.dispose(); |
|  | } |
|  | } |
|  | } |

Mouse Out and End Hover

**var** touch:Touch = event.getTouch(**this**);

**if** (touch == **null**)

resetButton();

EnterFrameEvent

**public** **function** CustomObject()

{

addEventListener(Event.ENTER\_FRAME, onEnterFrame);

}

**private** **function** onEnterFrame(event:Event, passedTime:Number):void

{

trace("Time passed since last frame: " + passedTime);

bird.advanceTime(passedTime);

}