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# **Контейнеры**

Контейнер - это объект-хранилище, который содержит коллекцию других объектов (его элементов). Они реализованы в виде шаблонов классов, что обеспечивает большую гибкость в поддержке различных типов элементов.

Контейнер управляет пространством хранения для своих элементов и предоставляет функции-члены для доступа к ним, как непосредственно, так и через итераторы (объекты-ссылки со свойствами, аналогичными свойствам указателей).

Контейнеры воспроизводят структуры, очень распространенные в программировании: динамические массивы (vector), очереди (queue), стеки (stack), кучи (priority\_queue), связные списки (list), деревья (set), ассоциативные массивы (map)...

Многие контейнеры имеют несколько общих функций-членов и совместно используют функциональные возможности. Решение о том, какой тип контейнера использовать для конкретной задачи, как правило, зависит не только от функциональности, предоставленной контейнером, но и от эффективности некоторых его элементов (сложности). Это особенно верно для контейнеров последовательностей, которые предлагают различные компромиссы в сложности между вставкой / удалением элементов и доступом к ним.

stack, queue и priority\_queue реализованы как адаптеры контейнеров. Адаптеры контейнеров - это не полноценные классы контейнеров, а классы, которые предоставляют определенный интерфейс, основанный на объекте одного из классов контейнеров (например, deque или list), для обработки элементов. Базовый контейнер инкапсулирован таким образом, что его элементы доступны через функции-члены адаптера контейнеров независимо от используемого базового контейнера.

# *Последовательные контейнеры*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Members | | [<array>](#_Array) | [<vector>](#_Vector) | [<deque>](#_Deque) | [<forward\_list>](#_Forward_list) | [<list>](#_List) |
| iterators | begin | [begin](#_array::begin) | [begin](#_vector::begin) | [begin](#_deque::begin) | [begin](#_forward_list::begin)  [before\_begin](#_forward_list::before_begin) | [begin](#_list::begin) |
| end | [end](#_array::end) | [end](#_vector::end) | [end](#_deque::end) | [end](#_forward_list::end) | [end](#_list::end) |
| rbegin | [rbegin](#_array::rbegin) | [rbegin](#_vector::rbegin) | [rbegin](#_deque::rbegin) |  | [rbegin](#_list::rbegin) |
| rend | [rend](#_array::rend) | [rend](#_vector::rend) | [rend](#_deque::rend) |  | [rend](#_list::rend) |
| const iterators | cbegin | [cbegin](#_array::cbegin) | [cbegin](#_vector::cbegin) | [cbegin](#_deque::cbegin) | [cbegin](#_forward_list::cbegin)  [cbefore\_begin](#_forward_list::cbefore_begin) | [cbegin](#_list::cbegin) |
| cend | [cend](#_array::cend) | [cend](#_vector::cend) | [cend](#_deque::cend) | [cend](#_forward_list::cend) | [cend](#_list::cend) |
| crbegin | [crbegin](#_array::crbegin) | [crbegin](#_vector::crbegin) | [crbegin](#_deque::crbegin) |  | [crbegin](#_list::crbegin) |
| crend | [crend](#_array::crend) | [crend](#_vector::crend) | [crend](#_deque::crend) |  | [crend](#_list::crend) |
| capacity | size | [size](#_array::size) | [size](#_vector::size) | [size](#_deque::size) |  | [size](#_list::size) |
| max\_size | [max\_size](#_array::max_size) | [max\_size](#_vector::max_size) | [max\_size](#_deque::max_size) | [max\_size](#_forward_list::max_size) | [max\_size](#_list::max_size) |
| empty | [empty](#_array::empty) | [empty](#_vector::empty) | [empty](#_deque::empty) | [empty](#_forward_list::empty) | [empty](#_list::empty) |
| resize |  | [resize](#_vector::resize) | [resize](#_deque::resize) | [resize](#_forward_list::resize) | [resize](#_list::resize) |
| shrink\_to\_fit |  | [shrink\_to\_fit](#_vector::shrink_to_fit) | [shrink\_to\_fit](#_deque::shrink_to_fit) |  |  |
| capacity |  | [capacity](#_vector::capacity) |  |  |  |
| reserve |  | [reserve](#_vector::reserve) |  |  |  |
| element access | front | [front](#_array::front) | [front](#_vector::front) | [front](#_deque::front) | [front](#_forward_list::front) | [front](#_list::front) |
| back | [back](#_array::back) | [back](#_vector::back) | [back](#_deque::back) |  | [back](#_list::back) |
| operator[] | [operator[]](#_array::operator[]) | [operator[]](#_vector::operator[]) | [operator[]](#_deque::operator[]) |  |  |
| at | [at](#_array::at) | [at](#_vector::at) | [at](#_deque::at) |  |  |
| modifiers | assign |  | [assign](#_vector::assign) | [assign](#_deque::assign) | [assign](#_forward_list::assign) | [assign](#_list::assign) |
| emplace |  | [emplace](#_vector::emplace) | [emplace](#_deque::emplace) | [emplace\_after](#_forward_list::emplace_after) | [emplace](#_list::emplace) |
| insert |  | [insert](#_vector::insert) | [insert](#_deque::insert) | [insert\_after](#_forward_list::insert_after) | [insert](#_list::insert) |
| erase |  | [erase](#_vector::erase) | [erase](#_deque::erase) | [erase\_after](#_forward_list::erase_after) | [erase](#_list::erase) |
| emplace\_back |  | [emplace\_back](#_vector::emplace_back) | [emplace\_back](#_deque::emplace_back) |  | [emplace\_back](#_list::emplace_back) |
| push\_back |  | [push\_back](#_vector::push_back) | [push\_back](#_deque::push_back) |  | [push\_back](#_list::push_back) |
| pop\_back |  | [pop\_back](#_vector::pop_back) | [pop\_back](#_deque::pop_back) |  | [pop\_back](#_list::pop_back) |
| emplace\_front |  |  | [emplace\_front](#_deque::emplace_front) | [emplace\_front](#_forward_list::emplace_front) | [emplace\_front](#_list::emplace_front) |
| push\_front |  |  | [push\_front](#_deque::push_front) | [push\_front](#_forward_list::push_front) | [push\_front](#_list::push_front) |
| pop\_front |  |  | [pop\_front](#_deque::pop_front) | [pop\_front](#_forward_list::pop_front) | [pop\_front](#_list::pop_front) |
| clear |  | [clear](#_vector::clear) | [clear](#_deque::clear) | [clear](#_forward_list::clear) | [clear](#_list::clear) |
| swap | [swap](#_array::swap) | [swap](#_vector::swap) | [swap](#_deque::swap) | [swap](#_forward_list::swap) | [swap](#_list::swap) |
| list operations | splice |  |  |  | [splice\_after](#_forward_list::splice_after) | [splice](#_list::splice) |
| remove |  |  |  | [remove](#_forward_list::remove) | [remove](#_list::remove) |
| remove\_if |  |  |  | [remove\_if](#_forward_list::remove_if) | [remove\_if](#_list::remove_if) |
| unique |  |  |  | [unique](#_forward_list::unique) | [unique](#_list::unique) |
| merge |  |  |  | [merge](#_forward_list::merge) | [merge](#_list::merge) |
| sort |  |  |  | [sort](#_forward_list::sort) | [sort](#_list::sort) |
| reserve |  |  |  | [reserve](#_forward_list::reverse) | [reserve](#_list::reverse) |
| observers | get\_allocator |  | [get\_allocator](#_vector::get_allocator) | [get\_allocator](#_deque::get_allocator) | [get\_allocator](#_forward_list::get_allocator) | [get\_allocator](#_list::ger_allocator) |
| data | [data](#_array::data) | [data](#_vector::data) |  |  |  |

# *Ассоциативные контейнеры*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Members | | <set> | | <map> | |
| [set](#_Set) | [multiset](#_Multiset) | [map](#_Map) | [multimap](#_Multimap) |
| iterators | begin | [begin](#_set::begin) | [begin](#_multiset::begin) | [begin](#_map::begin) | [begin](#_multimap::begin) |
| end | [end](#_set::end) | [end](#_multiset::end) | [end](#_map::end) | [end](#_multimap::end) |
| rbegin | [rbegin](#_set::rbegin) | [rbegin](#_multiset::rbegin) | [rbegin](#_map::rbegin) | [rbegin](#_multimap::rbegin) |
| rend | [rend](#_set::rend) | [rend](#_multiset::rend) | [rend](#_map::rend) | [rend](#_multimap::rend) |
| const iterators | cbegin | [cbegin](#_set::cbegin) | [cbegin](#_multiset::cbegin) | [cbegin](#_map::cbegin) | [cbegin](#_multimap::cbegin) |
| cend | [cend](#_set::cend) | [cend](#_multiset::cend) | [cend](#_map::cend) | [cend](#_multimap::cend) |
| crbegin | [crbegin](#_set::crbegin) | [crbegin](#_multiset::crbegin) | [crbegin](#_map::crbegin) | [crbegin](#_multimap::crbegin) |
| crend | [crend](#_set::crend) | [crend](#_multiset::crend) | [crend](#_map::crend) | [crend](#_multimap::crend) |
| capacity | size | [size](#_set::size) | [size](#_multiset::size) | [size](#_map::size) | [size](#_multimap::size) |
| max\_size | [max\_size](#_set::max_size) | [max\_size](#_multiset::max_size) | [max\_size](#_map::max_size) | [max\_size](#_multimap::max_size) |
| empty | [empty](#_set::empty) | [empty](#_multiset::empty) | [empty](#_map::empty) | [empty](#_multimap::empty) |
| reserve |  |  |  |  |
| element access | at |  |  | [at](#_map::at) |  |
| operator[] |  |  | [operator[]](#_map::operator[]) |  |
| modifiers | emplace | [emplace](#_set::emplace) | [emplace](#_multiset::emplace) | [emplace](#_map::emplace) | [emplace](#_multimap::emplace) |
| emplace\_hint | [emplace\_hint](#_set::emplace_hint) | [emplace\_hint](#_multiset::emplace_hint) | [emplace\_hint](#_map::emplace_hint) | [emplace\_hint](#_multimap::emplace_hint) |
| insert | [insert](#_set::insert) | [insert](#_multiset::insert) | [insert](#_map::insert) | [insert](#_multimap::insert) |
| erase | [erase](#_set::erase) | [erase](#_multiset::erase) | [erase](#_map::erase) | [erase](#_multimap::erase) |
| clear | [clear](#_set::clear) | [clear](#_multiset::clear) | [clear](#_map::clear) | [clear](#_multimap::clear) |
| swap | [swap](#_set::swap) | [swap](#_multiset::swap) | [swap](#_map::swap) | [swap](#_multimap::swap) |
| operations | count | [count](#_set::count) | [count](#_multiset::count) | [count](#_map::count) | [count](#_multimap::count) |
| find | [find](#_set::find) | [find](#_multiset::find) | [find](#_map::find) | [find](#_multimap::find) |
| equal\_range | [equal\_range](#_set::equal_range) | [equal\_range](#_multiset::equal_range) | [equal\_range](#_map::equal_range) | [equal\_range](#_multimap::equal_range) |
| lower\_bound | [lower\_bound](#_set::lower_bound) | [lower\_bound](#_multiset::lower_bound) | [lower\_bound](#_map::lower_bound) | [lower\_bound](#_multimap::lower_bound) |
| upper\_bound | [upper\_bound](#_set::upper_bound) | [upper\_bound](#_multiset::upper_bound) | [upper\_bound](#_map::upper_bound) | [upper\_bound](#_multimap::upper_bound) |
| observers | get\_allocator | [get\_allocator](#_set::get_allocator) | [get\_allocator](#_multiset::get_allocator) | [get\_allocator](#_map::get_allocator) | [get\_allocator](#_multimap::get_allocator) |
| key\_comp | [key\_comp](#_set::key_comp) | [key\_comp](#_multiset::key_comp) | [key\_comp](#_map::key_comp) | [key\_comp](#_multimap::key_comp) |
| value\_comp | [value\_comp](#_set::value_comp) | [value\_comp](#_multiset::value_comp) | [value\_comp](#_map::value_comp) | [value\_comp](#_multimap::value_comp) |
| key\_eq |  |  |  |  |
| hash\_function |  |  |  |  |
| buckets | bucket |  |  |  |  |
| bucket\_count |  |  |  |  |
| bucket\_size |  |  |  |  |
| max\_bucket\_count |  |  |  |  |
| hash policy | rehash |  |  |  |  |
| load\_factor |  |  |  |  |
| max\_load\_factor |  |  |  |  |

# *Неупорядоченные ассоциативные контейнеры*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Members | | <unordered\_set> | | <unordered\_map> | |
| [unordered\_set](#_Unordered_set) | [unordered\_multiset](#_Unordered_multiset) | [unordered\_map](#_Unordered_map) | [unordered\_multimap](#_Unordered_multimap) |
| iterators | begin | [begin](#_unordered_set::begin) | [begin](#_unordered_multiset::begin) | [begin](#_unordered_map::begin) | [begin](#_unordered_multimap::begin) |
| end | [end](#_unordered_set::end) | [end](#_unordered_multiset::end) | [end](#_unordered_map::end) | [end](#_unordered_multimap::end) |
| rbegin |  |  |  |  |
| rend |  |  |  |  |
| const iterators | cbegin | [cbegin](#_unordered_set::cbegin) | [cbegin](#_unordered_multiset::cbegin) | [cbegin](#_unordered_map::cbegin) | [cbegin](#_unordered_multimap::cbegin) |
| cend | [cend](#_unordered_set::cend) | [cend](#_unordered_multiset::cend) | [cend](#_unordered_map::cend) | [cend](#_unordered_multimap::cend) |
| crbegin |  |  |  |  |
| crend |  |  |  |  |
| capacity | size | [size](#_unordered_set::size) | [size](#_unordered_multiset::size) | [size](#_unordered_map::size) | [size](#_unordered_multimap::size) |
| max\_size | [max\_size](#_unordered_set::max_size) | [max\_size](#_unordered_multiset::max_size) | [max\_size](#_unordered_map::max_size) | [max\_size](#_unordered_multimap::max_size) |
| empty | [empty](#_unordered_set::empty) | [empty](#_unordered_multiset::empty) | [empty](#_unordered_map::empty) | [empty](#_unordered_multimap::empty) |
| reserve | [reserve](#_unordered_set::reserve) | [reserve](#_unordered_multiset::reserve) | [reserve](#_unordered_map::reserve) | [reserve](#_unordered_multimap::reserve) |
| element access | at |  |  | [at](#_unordered_map::at) |  |
| operator[] |  |  | [operator[]](#_unordered_map::operator[]) |  |
| modifiers | emplace | [emplace](#_unordered_set::emplace) | [emplace](#_unordered_multiset::emplace) | [emplace](#_unordered_map::emplace) | [emplace](#_unordered_multimap::emplace) |
| emplace\_hint | [emplace\_hint](#_unordered_set::emplace_hint) | [emplace\_hint](#_unordered_multiset::emplace_hint) | [emplace\_hint](#_unordered_map::emplace_hint) | [emplace\_hint](#_unordered_multimap::emplace_hint) |
| insert | [insert](#_unordered_set::insert) | [insert](#_unordered_multiset::insert) | [insert](#_unordered_map::insert) | [insert](#_unordered_multimap::insert) |
| erase | [erase](#_unordered_set::erase) | [erase](#_unordered_multiset::erase) | [erase](#_unordered_map::erase) | [erase](#_unordered_multimap::erase) |
| clear | [clear](#_unordered_set::clear) | [clear](#_unordered_multiset::clear) | [clear](#_unordered_map::clear) | [clear](#_unordered_multimap::clear) |
| swap | [swap](#_unordered_set::swap) | [swap](#_unordered_multiset::swap) | [swap](#_unordered_map::swap) | [swap](#_unordered_multimap::swap) |
| operations | count | [count](#_unordered_set::count) | [count](#_unordered_multiset::count) | [count](#_unordered_map::count) | [count](#_unordered_multimap::count) |
| find | [find](#_unordered_set::find) | [find](#_unordered_multiset::find) | [find](#_unordered_map::find) | [find](#_unordered_multimap::find) |
| equal\_range | [equal\_range](#_unordered_set::equal_range) | [equal\_range](#_unordered_multiset::equal_range) | [equal\_range](#_unordered_map::equal_range) | [equal\_range](#_unordered_multimap::equal_range) |
| lower\_bound |  |  |  |  |
| upper\_bound |  |  |  |  |
| observers | get\_allocator | [get\_allocator](#_unordered_set::get_allocator) | [get\_allocator](#_unordered_multiset::get_allocator) | [get\_allocator](#_unordered_map::get_allocator) | [get\_allocator](#_unordered_multimap::get_allocator) |
| key\_comp |  |  |  |  |
| value\_comp |  |  |  |  |
| key\_eq | [key\_eq](#_unordered_set::key_eq) | [key\_eq](#_unordered_multiset::key_eq) | [key\_eq](#_unordered_map::key_eq) | [key\_eq](#_unordered_multimap::key_eq) |
| hash\_function | [hash\_function](#_unordered_set::hash_function) | [hash\_function](#_unordered_multiset::hash_function) | [hash\_function](#_unordered_map::hash_function) | [hash\_function](#_unordered_multimap::hash_function) |
| buckets | bucket | [bucket](#_unordered_set::bucket) | [bucket](#_unordered_multiset::bucket) | [bucket](#_unordered_map::bucket) | [bucket](#_unordered_multimap::bucket) |
| bucket\_count | [bucket\_count](#_unordered_set::bucket_count) | [bucket\_count](#_unordered_multiset::bucket_count) | [bucket\_count](#_unordered_map::bucket_count) | [bucket\_count](#_unordered_multimap::bucket_count) |
| bucket\_size | [bucket\_size](#_unordered_set::bucket_size) | [bucket\_size](#_unordered_multiset::bucket_size) | [bucket\_size](#_unordered_map::bucket_size) | [bucket\_size](#_unordered_multimap::bucket_size) |
| max\_bucket\_count | [max\_bucket\_count](#_unordered_set::max_bucket_count) | [max\_bucket\_count](#_unordered_multiset::max_bucket_coun) | [max\_bucket\_count](#_unordered_map::max_bucket_count) | [max\_bucket\_count](#_unordered_multimap::max_bucket_coun) |
| hash policy | rehash | [rehash](#_unordered_set::rehash) | [rehash](#_unordered_multiset::rehash) | [rehash](#_unordered_map::rehash) | [rehash](#_unordered_multimap::rehash) |
| load\_factor | [load\_factor](#_unordered_set::load_factor) | [load\_factor](#_unordered_multiset::load_factor) | [load\_factor](#_unordered_map::load_factor) | [load\_factor](#_unordered_multimap::load_factor) |
| max\_load\_factor | [max\_load\_factor](#_unordered_set::max_load_factor) | [max\_load\_factor](#_unordered_multiset::max_load_factor) | [max\_load\_factor](#_unordered_map::max_load_factor) | [max\_load\_factor](#_unordered_multimap::max_load_factor) |

# *Адаптеры для контейнеров*

|  |  |  |  |
| --- | --- | --- | --- |
| Members | [<stack>](#_Stack) | [<queue>](#_Queue) | [<priority\_queue>](#_Priority_queue) |
| empty | [empty](#_stack::empty) | [empty](#_queue::empty) | [empty](#_priority_queue::empty) |
| size | [size](#_stack::size) | [size](#_queue::size) | [size](#_priority_queue::size) |
| top | [top](#_stack::top) |  | [top](#_priority_queue::top) |
| push | [push](#_stack::push) | [push](#_queue::push) | [push](#_priority_queue::push) |
| emplace | [emplace](#_stack::emplace) | [emplace](#_queue::emplace) | [emplace](#_priority_queue::emplace) |
| pop | [pop](#_stack::pop) | [pop](#_queue::pop) | [pop](#_priority_queue::pop) |
| swap | [swap](#_stack::swap) | [swap](#_queue::swap) | [swap](#_priority_queue::swap) |
| front |  | front |  |
| back |  | back |  |

# **Последовательные контейнеры**

## **Array**

template < class T, size\_t N > класс array; // общий шаблон

Массивы - это контейнеры последовательностей фиксированного размера: они содержат определенное количество элементов, упорядоченных в строгой линейной последовательности.

Внутренне массив не хранит никаких данных, кроме элементов, которые он содержит (даже его размер, который является параметром шаблона, фиксируемым во время компиляции). Он эффективен по размеру хранилища, как и обычный массив, объявленный с использованием квадратных скобок ([]). Этот класс предоставляет набор методов и функций-членов, чтобы массивы можно было использовать как стандартные контейнеры.

В отличие от других стандартных контейнеров, массивы имеют фиксированный размер и не управляют выделением своих элементов через аллокатор: они являются агрегатным типом, инкапсулирующим массив элементов фиксированного размера. Поэтому их размер не может быть динамически изменен (в отличие, например, от контейнера vector).

Массивы нулевого размера допустимы, но не должны разыменовываться (методы front, back и data).

В отличие от других контейнеров в стандартной библиотеке, обмен двух массивов является линейной операцией, которая включает обмен всех элементов по отдельности, что обычно является менее эффективной операцией. С другой стороны, это позволяет итераторам элементов в обоих контейнерах сохранять их первоначальную связь с контейнерами.

Еще одной уникальной особенностью контейнера array является то, что их можно рассматривать как объекты tuple: заголовочный файл <array> перегружает функцию get для доступа к элементам массива, как если бы это был tuple, а также определяет специализированные типы tuple\_size и tuple\_element.

**Свойства контейнера:**

* *Последовательность*: элементы в последовательных контейнерах упорядочены в строгой линейной последовательности. Доступ к отдельным элементам осуществляется по их положению в этой последовательности.
* *Последовательное расположение в памяти*: элементы хранятся в памяти последовательно, что позволяет получать доступ к элементам за константное время. Указатели на элементы могут быть смещены для доступа к другим элементам.
* *Фиксированный размер*: контейнер использует неявные конструкторы и деструкторы для статического выделения необходимого пространства. Размер массива фиксирован во время компиляции и не меняется во время выполнения программы. Никаких затрат памяти или времени.

**Параметры шаблона**:

* T: Тип элементов, содержащихся в массиве.
* N: Размер массива, выраженный в количестве элементов.

#### **array::begin**

begin - возвращает итератор, указывающий на первый элемент контейнера.

Пример использования методов begin() и end() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 5> myarray = { 2, 16, 77, 34, 50 };

std::cout << "Array:";

for (auto it = myarray.begin(); it != myarray.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **array::end**

end - возвращает итератор, указывающий на элемент, следующий за последним элементом контейнера.

#### **array::rbegin**

rbegin - возвращает обратный итератор, указывающий на последний элемент контейнера.

Пример использования методов rbegin() и rend() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 4> myarray = { 4, 26, 80, 14 };

std::cout << "Array:";

for (auto rit = myarray.rbegin(); rit < myarray.rend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Обратите внимание, как обратный итератор выполняет итерацию по вектору обратным образом, увеличивая итератор.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **array::rend**

rend - возвращает обратный итератор, указывающий на элемент, предшествующий первому элементу контейнера.

#### **array::cbegin**

cbegin - возвращает константный итератор, указывающий на первый элемент контейнера.

Пример использования методов cbegin() и cend() для итерации по элементам std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 5> myarray = { 2, 16, 77, 34, 50 };

std::cout << "Array:";

for (auto it = myarray.cbegin(); it != myarray.cend(); ++it)

std::cout << ' ' << \*it; // не удается изменить \*it

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **array::cend**

cend - возвращает константный итератор, указывающий на элемент, следующий за последним элементом контейнера.

#### **array::crbegin**

crbegin - возвращает константный обратный итератор, указывающий на последний элемент контейнера.

Пример использования методов cbegin() и crend() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 6> myarray = { 10, 20, 30, 40, 50, 60 };

std::cout << "Array:";

for (auto rit = myarray.crbegin(); rit < myarray.crend(); ++rit)

std::cout << ' ' << \*rit; // не удается изменить \*rit

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **array::crend**

crend - возвращает константный обратный итератор, указывающий на элемент, предшествующий первому элементу контейнера.

#### **array::size**

size - возвращает количество элементов в контейнере.

Пример использования метода size() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 5> myints;

std::cout << "size of myints: " << myints.size() << std::endl;

std::cout << "sizeof(myints): " << sizeof(myints) << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **array::max\_size**

max\_size - возвращает максимально возможное количество элементов, которое может содержать контейнер.

Пример использования метода max\_size() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 10> myints;

std::cout << "size of myints: " << myints.size() << '\n';

std::cout << "max\_size of myints: " << myints.max\_size() << '\n';

return 0;

}

size and max\_size массива всегда совпадают.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **array::empty**

empty - проверяет, является ли контейнер пустым.

Пример использования метода empty() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 0> first;

std::array<int, 5> second;

std::cout << "first " << (first.empty() ? "is empty" : "is not empty") << '\n';

std::cout << "second " << (second.empty() ? "is empty" : "is not empty") << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **array::front**

front - возвращает ссылку на первый элемент контейнера.

Пример использования метода front() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 3> myarray = { 2, 16, 77 };

std::cout << "front is: " << myarray.front() << std::endl; // 2

std::cout << "back is: " << myarray.back() << std::endl; // 77

myarray.front() = 100;

std::cout << "myarray now contains:";

for (int& x : myarray) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **array::back**

back - возвращает ссылку на последний элемент контейнера.

Пример использования метода back() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 3> myarray = { 5, 19, 77 };

std::cout << "front is: " << myarray.front() << std::endl; // 5

std::cout << "back is: " << myarray.back() << std::endl; // 77

myarray.back() = 50;

std::cout << "myarray now contains:";

for (int& x : myarray) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **array::operator[]**

operator[] - обеспечивает доступ к элементам контейнера по индексу.

Пример использования метода operator[] в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 10> myarray;

unsigned int i;

// присвоить некоторые значения

for (i = 0; i < 10; i++) myarray[i] = i;

// вывод

std::cout << "myarray contains:";

for (i = 0; i < 10; i++)

std::cout << ' ' << myarray[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **array::at**

at - обеспечивает доступ к элементам контейнера по индексу с проверкой границ.

Пример использования метода at() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 10> myarray;

// присвоить некоторые значения:

for (int i = 0; i < 10; i++) myarray.at(i) = i + 1;

// вывод

std::cout << "myarray contains:";

for (int i = 0; i < 10; i++)

std::cout << ' ' << myarray.at(i);

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **array::swap**

swap - обменивает содержимое двух контейнеров.

Пример использования метода swap() в std::array:

#include <iostream>

#include <array>

int main() {

std::array<int, 5> first = { 10, 20, 30, 40, 50 };

std::array<int, 5> second = { 11, 22, 33, 44, 55 };

first.swap(second);

std::cout << "first:";

for (int& x : first) std::cout << ' ' << x;

std::cout << '\n';

std::cout << "second:";

for (int& x : second) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **array::data**

data - возвращает указатель на первый элемент контейнера.

Пример использования метода data() в std::array:

#include <iostream>

#include <cstring>

#include <array>

int main() {

const char\* cstr = "Test string";

std::array<char, 12> charray;

std::memcpy(charray.data(), cstr, 12);

std::cout << charray.data() << '\n';

return 0;

}

Результат работы программы:
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## **Vector**

template < class T, class Alloc = allocator<T> > класс vector; // общий шаблон

Векторы являются контейнерами-последовательностями, представляющими массивы, которые могут изменять свой размер.

Как и массивы, векторы используют последовательное расположение элементов в памяти, что означает, что к их элементам также можно получить доступ с использованием смещений в обычных указателях на элементы, и так же эффективно, как в массивах. Однако, в отличие от массивов, их размер может динамически изменяться, и их хранилище автоматически управляется контейнером.

Внутренне векторы используют динамически выделенный массив для хранения своих элементов. Этот массив может потребоваться перевыделить для увеличения размера, когда добавляются новые элементы, что означает выделение нового массива и перемещение всех элементов в него. Это относительно затратная задача по времени обработки, и поэтому векторы не перевыделяют память каждый раз, когда элемент добавляется в контейнер.

Вместо этого контейнеры векторов могут выделять некоторое дополнительное хранилище для возможного роста, и поэтому контейнер может иметь фактическую ёмкость, превышающую хранилище, необходимое для содержания его элементов (т.е. его размер). Библиотеки могут использовать различные стратегии роста для балансировки между использованием памяти и перевыделениями, но в любом случае, перевыделения должны происходить только при логарифмическом увеличении размера, чтобы вставка отдельных элементов в конец вектора могла быть выполнена с амортизированной константной сложностью времени (см. push\_back).

Таким образом, по сравнению с массивами векторы потребляют больше памяти в обмен на возможность динамического управления хранилищем и эффективного роста.

По сравнению с другими динамическими контейнерами-последовательностями (деками, списками и односвязными списками), векторы очень эффективны в доступе к своим элементам (как массивы) и относительно эффективны при добавлении или удалении элементов с конца. Для операций, включающих вставку или удаление элементов на позициях, от позиции, отличных от конца, они работают хуже других контейнеров и имеют менее последовательные итераторы и ссылки, чем списки и односвязные списки.

**Свойства контейнера**:

* *Последовательность*: элементы в контейнерах-последовательностях упорядочены в строгой линейной последовательности. Доступ к отдельным элементам осуществляется по их положению в этой последовательности.
* *Динамический массив*: позволяет прямой доступ к любому элементу в последовательности, даже с использованием арифметики указателей, и обеспечивает относительно быстрое добавление/удаление элементов в конце последовательности.
* *Ориентированный на распределитель*: контейнер использует объект аллокатора для динамической обработки своих потребностей в памяти.

**Параметры шаблона:**

* Шаблонный параметр T определяет тип элементов, которые будут храниться в vector. Это может быть любой тип данных, например, int, double или пользовательский тип.
* Alloc является необязательным параметром шаблона и представляет аллокатор, который используется для выделения памяти под элементы vector. По умолчанию используется аллокатор allocator<T>, который выделяет память с помощью оператора new. Однако пользователь может предоставить свою реализацию аллокатора, если требуется специфическое поведение при выделении и освобождении памяти.

#### **vector::begin**

begin - возвращает итератор, указывающий на первый элемент контейнера.

Пример использования методов begin() и end() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

for (int i = 1; i <= 5; i++) myvector.push\_back(i);

std::cout << "myvector contains:";

for (std::vector<int>::iterator it = myvector.begin(); it != myvector.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::end**

end - возвращает итератор, указывающий на элемент, следующий за последним элементом контейнера.

#### **vector::rbegin**

rbegin - возвращает обратный итератор, указывающий на последний элемент контейнера.

Пример использования методов rbegin() и rend() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector(5); // 5 целых чисел, построенных по умолчанию

int i = 0;

std::vector<int>::reverse\_iterator rit = myvector.rbegin();

for (; rit != myvector.rend(); ++rit)

\*rit = ++i;

std::cout << "myvector contains:";

for (std::vector<int>::iterator it = myvector.begin(); it != myvector.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::rend**

rend - возвращает обратный итератор, указывающий на элемент, предшествующий первому элементу контейнера.

#### **vector::cbegin**

cbegin - возвращает константный итератор, указывающий на первый элемент контейнера.

Пример использования методов cbegin() и cend() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector = { 10,20,30,40,50 };

std::cout << "myvector contains:";

for (auto it = myvector.cbegin(); it != myvector.cend(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::cend**

cend - возвращает константный итератор, указывающий на элемент, следующий за последним элементом контейнера.

#### **vector::crbegin**

crbegin - возвращает константный обратный итератор, указывающий на последний элемент контейнера.

Пример использования методов cbegin() и crend() для обратной итерации по элементам std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector = { 1,2,3,4,5 };

std::cout << "myvector backwards:";

for (auto rit = myvector.crbegin(); rit != myvector.crend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::crend**

crend - возвращает константный обратный итератор, указывающий на элемент, предшествующий первому элементу контейнера.

#### **vector::size**

size - возвращает количество элементов в контейнере.

Пример использования метода size() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myints;

std::cout << "0. size: " << myints.size() << '\n';

for (int i = 0; i < 10; i++) myints.push\_back(i);

std::cout << "1. size: " << myints.size() << '\n';

myints.insert(myints.end(), 10, 100);

std::cout << "2. size: " << myints.size() << '\n';

myints.pop\_back();

std::cout << "3. size: " << myints.size() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::max\_size**

max\_size - возвращает максимально возможное количество элементов, которое может содержать контейнер.

Пример использования метода max\_size() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

for (int i = 0; i < 100; i++) myvector.push\_back(i);

std::cout << "size: " << myvector.size() << "\n";

std::cout << "capacity: " << myvector.capacity() << "\n";

std::cout << "max\_size: " << myvector.max\_size() << "\n";

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::empty**

empty - проверяет, является ли контейнер пустым.

Пример использования метода empty() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

int sum(0);

for (int i = 1;i <= 10;i++) myvector.push\_back(i);

while (!myvector.empty()) {

sum += myvector.back();

myvector.pop\_back();

}

std::cout << "total: " << sum << '\n';

return 0;

}

В примере содержимое вектора инициализируется последовательностью чисел (от 1 до 10). Затем он извлекает элементы один за другим, пока не станет пустым, и вычисляет их сумму.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::resize**

resize - изменяет размер контейнера, добавляя или удаляя элементы.

Пример использования метода resize() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

for (int i = 1;i < 10;i++) myvector.push\_back(i);

myvector.resize(5);

myvector.resize(8, 100);

myvector.resize(12);

std::cout << "myvector contains:";

for (int i = 0;i < myvector.size();i++)

std::cout << ' ' << myvector[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::shrink\_to\_fit**

shrink\_to\_fit - уменьшает емкость контейнера до его текущего размера.

Пример использования метода shrink\_to\_fit() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector(100);

std::cout << "1. capacity of myvector: " << myvector.capacity() << '\n';

myvector.resize(10);

std::cout << "2. capacity of myvector: " << myvector.capacity() << '\n';

myvector.shrink\_to\_fit();

std::cout << "3. capacity of myvector: " << myvector.capacity() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::capacity**

capacity - возвращает текущую емкость контейнера.

Пример использования метода capacity() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

for (int i = 0; i < 100; i++) myvector.push\_back(i);

std::cout << "size: " << (int)myvector.size() << '\n';

std::cout << "capacity: " << (int)myvector.capacity() << '\n';

std::cout << "max\_size: " << (int)myvector.max\_size() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::reserve**

reserve - увеличивает емкость контейнера до заданной величины.

Пример использования метода reserve() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int>::size\_type sz;

std::vector<int> foo;

sz = foo.capacity();

std::cout << "making foo grow:\n";

for (int i = 0; i < 100; ++i) {

foo.push\_back(i);

if (sz != foo.capacity()) {

sz = foo.capacity();

std::cout << "capacity changed: " << sz << '\n';

}

}

std::vector<int> bar;

sz = bar.capacity();

bar.reserve(100); // это единственное отличие от приведенного выше foo

std::cout << "making bar grow:\n";

for (int i = 0; i < 100; ++i) {

bar.push\_back(i);

if (sz != bar.capacity()) {

sz = bar.capacity();

std::cout << "capacity changed: " << sz << '\n';

}

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::front**

front - возвращает ссылку на первый элемент контейнера.

Пример использования метода front() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

myvector.push\_back(78);

myvector.push\_back(16);

// теперь спереди равно 78, а сзади 16

myvector.front() -= myvector.back();

std::cout << "myvector.front() is now " << myvector.front() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::back**

back - возвращает ссылку на последний элемент контейнера.

Пример использования метода back() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

myvector.push\_back(10);

while (myvector.back() != 0) {

myvector.push\_back(myvector.back() - 1);

}

std::cout << "myvector contains:";

for (unsigned i = 0; i < myvector.size(); i++)

std::cout << ' ' << myvector[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::operator[]**

operator[] - обеспечивает доступ к элементам контейнера по индексу.

Пример использования метода operator[] в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector(10); // 10 элементов, инициализированных нулем

std::vector<int>::size\_type sz = myvector.size();

for (unsigned i = 0; i < sz; i++) myvector[i] = i;

// обратный вектор с использованием оператора[]:

for (unsigned i = 0; i < sz / 2; i++) {

int temp;

temp = myvector[sz - 1 - i];

myvector[sz - 1 - i] = myvector[i];

myvector[i] = temp;

}

std::cout << "myvector contains:";

for (unsigned i = 0; i < sz; i++)

std::cout << ' ' << myvector[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::at**

at - обеспечивает доступ к элементам контейнера по индексу с проверкой границ.

Пример использования метода at() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector(10); // 10 инициализированный нулем int

for (unsigned i = 0; i < myvector.size(); i++)

myvector.at(i) = i;

std::cout << "myvector contains:";

for (unsigned i = 0; i < myvector.size(); i++)

std::cout << ' ' << myvector.at(i);

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::assign**

assign - заменяет содержимое контейнера новыми элементами.

Пример использования метода assign() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> first;

std::vector<int> second;

std::vector<int> third;

first.assign(7, 100); // 7 целых чисел со значением 100

std::vector<int>::iterator it;

it = first.begin() + 1;

second.assign(it, first.end() - 1); // 5 основных значений первого

int myints[] = { 1776,7,4 };

third.assign(myints, myints + 3); // присваивание из массива

std::cout << "Size of first: " << int(first.size()) << '\n';

std::cout << "Size of second: " << int(second.size()) << '\n';

std::cout << "Size of third: " << int(third.size()) << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::emplace**

emplace - вставляет элемент с использованием конструктора на месте.

Пример использования метода emplace() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector = { 10,20,30 };

auto it = myvector.emplace(myvector.begin() + 1, 100);

myvector.emplace(it, 200);

myvector.emplace(myvector.end(), 300);

std::cout << "myvector contains:";

for (auto& x : myvector)

std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::insert**

insert - вставляет элементы в контейнер на заданную позицию.

Пример использования метода insert() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector(3, 100);

std::vector<int>::iterator it;

it = myvector.begin();

it = myvector.insert(it, 200);

myvector.insert(it, 2, 300);

// "it" больше недействителен, получите новый:

it = myvector.begin();

std::vector<int> anothervector(2, 400);

myvector.insert(it + 2, anothervector.begin(), anothervector.end());

int myarray[] = { 501,502,503 };

myvector.insert(myvector.begin(), myarray, myarray + 3);

std::cout << "myvector contains:";

for (it = myvector.begin(); it < myvector.end(); it++)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::erase**

erase - удаляет элементы из контейнера по заданной позиции или диапазону.

Пример использования метода erase() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

// установите несколько значений (от 1 до 10)

for (int i = 1; i <= 10; i++) myvector.push\_back(i);

// стереть 6-й элемент

myvector.erase(myvector.begin() + 5);

// стереть первые 3 элемента:

myvector.erase(myvector.begin(), myvector.begin() + 3);

std::cout << "myvector contains:";

for (unsigned i = 0; i < myvector.size(); ++i)

std::cout << ' ' << myvector[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::emplace\_back**

emplace\_back - вставляет элемент в конец контейнера, используя конструктор на месте.

Пример использования метода emplace\_back() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector = { 10,20,30 };

myvector.emplace\_back(100);

myvector.emplace\_back(200);

std::cout << "myvector contains:";

for (auto& x : myvector)

std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::push\_back**

push\_back - добавляет элемент в конец контейнера.

Пример использования метода push\_back() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

int myint;

std::cout << "Please enter some integers (enter 0 to end):\n";

do {

std::cin >> myint;

myvector.push\_back(myint);

} while (myint);

std::cout << "myvector stores " << int(myvector.size()) << " numbers.\n";

return 0;

}

В примере используется push\_back для добавления нового элемента в вектор каждый раз, когда считывается новое целое число.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::pop\_back**

pop\_back - удаляет последний элемент контейнера.

Пример использования метода pop\_back() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

int sum(0);

myvector.push\_back(100);

myvector.push\_back(200);

myvector.push\_back(300);

while (!myvector.empty()) {

sum += myvector.back();

myvector.pop\_back();

}

std::cout << "The elements of myvector add up to " << sum << '\n';

return 0;

}

В этом примере элементы извлекаются из вектора после того, как они суммируются в сумме.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::clear**

clear - удаляет все элементы из контейнера.

Пример использования метода clear() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

myvector.push\_back(100);

myvector.push\_back(200);

myvector.push\_back(300);

std::cout << "myvector contains:";

for (unsigned i = 0; i < myvector.size(); i++)

std::cout << ' ' << myvector[i];

std::cout << '\n';

myvector.clear();

myvector.push\_back(1101);

myvector.push\_back(2202);

std::cout << "myvector contains:";

for (unsigned i = 0; i < myvector.size(); i++)

std::cout << ' ' << myvector[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::swap**

swap - обменивает содержимое двух контейнеров.

Пример использования метода swap() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> foo(3, 100); // три целых числа со значением 100

std::vector<int> bar(5, 200); // пять целых чисел со значением 200

foo.swap(bar);

std::cout << "foo contains:";

for (unsigned i = 0; i < foo.size(); i++)

std::cout << ' ' << foo[i];

std::cout << '\n';

std::cout << "bar contains:";

for (unsigned i = 0; i < bar.size(); i++)

std::cout << ' ' << bar[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **vector::get\_allocator**

get\_allocator - возвращает аллокатор, используемый контейнером.

Пример использования метода get\_allocator() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector;

int\* p;

unsigned int i;

// выделите массив с пространством для 5 элементов, используя распределитель vector:

p = myvector.get\_allocator().allocate(5);

// создавать значения на месте в массиве:

for (i = 0; i < 5; i++) myvector.get\_allocator().construct(&p[i], i);

std::cout << "The allocated array contains:";

for (i = 0; i < 5; i++) std::cout << ' ' << p[i];

std::cout << '\n';

// уничтожить и освободить:

for (i = 0; i < 5; i++) myvector.get\_allocator().destroy(&p[i]);

myvector.get\_allocator().deallocate(p, 5);

return 0;

}

В примере показан сложный способ выделения памяти для массива целых чисел с использованием того же аллокатора, который используется вектором.

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **vector::data**

data - возвращает указатель на первый элемент контейнера.

Пример использования метода data() в std::vector:

#include <iostream>

#include <vector>

int main() {

std::vector<int> myvector(5);

int\* p = myvector.data();

\*p = 10;

++p;

\*p = 20;

p[2] = 100;

std::cout << "myvector contains:";

for (unsigned i = 0; i < myvector.size(); ++i)

std::cout << ' ' << myvector[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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## **Deque**

template < class T, class Alloc = allocator<T> > класс deque; // общий шаблон

Дек - это сокращение от "double-ended queue" (очередь с двумя концами). Двусторонние очереди являются контейнерами последовательности с динамическим размером, которые могут быть расширены или сжаты с обоих концов (как спереди, так и сзади).

Конкретные библиотеки могут реализовывать деки по-разному, обычно в виде некоторой формы динамического массива. В любом случае, они позволяют получать прямой доступ к отдельным элементам с помощью итераторов произвольного доступа, а хранение элементов управляется автоматически путем расширения и сокращения контейнера по мере необходимости.

Таким образом, они обеспечивают функциональность, подобную векторам, но с эффективной вставкой и удалением элементов как в начале последовательности, так и в ее конце. Однако, в отличие от векторов, деки не гарантируют хранение всех своих элементов в смежных областях памяти: доступ к элементам в деке путем смещения указателя к другому элементу вызывает неопределенное поведение.

И векторы, и деки предоставляют очень похожий интерфейс и могут использоваться для схожих целей, но внутренне они работают по-разному: в то время как векторы используют один массив, который иногда требует перевыделения памяти для увеличения размера, элементы дека могут располагаться в различных частях памяти, и контейнер внутренне хранит необходимую информацию для прямого доступа к любому из его элементов за константное время и с единым последовательным интерфейсом (через итераторы). Поэтому деки немного более сложны внутренне по сравнению с векторами, но это позволяет им более эффективно расти в определенных ситуациях, особенно с очень длинными последовательностями, где перевыделения памяти становятся более затратными.

Для операций, которые часто включают вставку или удаление элементов в позициях, отличных от начала или конца, деки работают хуже и имеют менее надежные итераторы и ссылки, чем списки и однонаправленные списки.

**Свойства контейнера**:

* *Последовательность*: элементы в контейнерах-последовательностях упорядочены в строгой линейной последовательности. Доступ к отдельным элементам осуществляется по их положению в этой последовательности.
* *Динамический массив*: как правило, реализован как динамический массив, позволяющий прямой доступ к любому элементу в последовательности и обеспечивающий относительно быстрое добавление/удаление элементов в начале или конце последовательности.
* *Ориентированный на распределитель*: контейнер использует объект аллокатора для динамической обработки своих потребностей в памяти.

**Параметры шаблона**:

* T: Тип элементов, содержащихся в деке. Псевдонимом типа является deque::value\_type.
* Alloc: Тип объекта аллокатора, используемого для определения модели выделения памяти. По умолчанию используется шаблон класса аллокатора, который определяет самую простую модель выделения памяти и не зависит от типа значения. Псевдонимом типа является deque::allocator\_type.

#### **deque::begin**

begin - возвращает итератор, указывающий на первый элемент контейнера.

Пример использования метода begin()в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

for (int i = 1; i <= 5; i++) mydeque.push\_back(i);

std::cout << "mydeque contains:";

std::deque<int>::iterator it = mydeque.begin();

while (it != mydeque.end())

std::cout << ' ' << \*it++;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::end**

end - возвращает итератор, указывающий на элемент, следующий за последним элементом контейнера.

Пример использования метода end() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

for (int i = 1; i <= 5; i++) mydeque.insert(mydeque.end(), i);

std::cout << "mydeque contains:";

std::deque<int>::iterator it = mydeque.begin();

while (it != mydeque.end())

std::cout << ' ' << \*it++;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::rbegin**

rbegin - возвращает обратный итератор, указывающий на последний элемент контейнера.

Пример использования методов rbegin() и rend() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque(5); // 5 целых чисел, построенных по умолчанию

std::deque<int>::reverse\_iterator rit = mydeque.rbegin();

int i = 0;

for (rit = mydeque.rbegin(); rit != mydeque.rend(); ++rit)

\*rit = ++i;

std::cout << "mydeque contains:";

for (std::deque<int>::iterator it = mydeque.begin(); it != mydeque.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::rend**

rend - возвращает обратный итератор, указывающий на элемент, предшествующий первому элементу контейнера.

#### **deque::cbegin**

cbegin - возвращает константный итератор, указывающий на первый элемент контейнера.

Пример использования методов cbegin() и cend() для итерации по элементам std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque = { 10,20,30,40,50 };

std::cout << "mydeque contains:";

for (auto it = mydeque.cbegin(); it != mydeque.cend(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::cend**

cend - возвращает константный итератор, указывающий на элемент, следующий за последним элементом контейнера.

#### **deque::crbegin**

crbegin - возвращает константный обратный итератор, указывающий на последний элемент контейнера.

Пример использования методов cbegin() и crend() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque = { 1,2,3,4,5 };

std::cout << "mydeque backwards:";

for (auto rit = mydeque.crbegin(); rit != mydeque.crend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::crend**

crend - возвращает константный обратный итератор, указывающий на элемент, предшествующий первому элементу контейнера.

#### **deque::size**

size - возвращает количество элементов в контейнере.

Пример использования метода size() в std::deque:

#include <iostream>

#include <deque>

int main(){

std::deque<int> myints;

std::cout << "0. size: " << myints.size() << '\n';

for (int i = 0; i < 5; i++) myints.push\_back(i);

std::cout << "1. size: " << myints.size() << '\n';

myints.insert(myints.begin(), 5, 100);

std::cout << "2. size: " << myints.size() << '\n';

myints.pop\_back();

std::cout << "3. size: " << myints.size() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::max\_size**

max\_size - возвращает максимально возможное количество элементов, которое может содержать контейнер.

Пример использования метода max\_size() в std::deque:

#include <iostream>

#include <deque>

int main() {

unsigned int i;

std::deque<int> mydeque;

std::cout << "Enter number of elements: ";

std::cin >> i;

if (i < mydeque.max\_size()) mydeque.resize(i);

else std::cout << "That size exceeds the limit.\n";

return 0;

}

Здесь элемент max\_size используется для предварительной проверки того, будет ли запрошенный размер разрешен при изменении.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::empty**

empty - проверяет, является ли контейнер пустым.

Пример использования метода empty() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

int sum(0);

for (int i = 1;i <= 10;i++) mydeque.push\_back(i);

while (!mydeque.empty()) {

sum += mydeque.front();

mydeque.pop\_front();

}

std::cout << "total: " << sum << '\n';

return 0;

}

В примере содержимое дека инициализируется последовательностью чисел (от 1 до 10). Затем он извлекает элементы один за другим, пока не станет пустым, и вычисляет их сумму.

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF4AAAAfCAYAAABu1nqnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJ9SURBVGhD7Zgxj9owFMf/YeYbRLTDLfkKURnIjWRn6FXqStkzgNQJCQZ2ylrp7obs6QoDUr5CbrgBUD5HahPHDgdcnOsV0+r9JAtsP17M337Pji0AGSvEhWmIT+LCkPCGIOENYTWbTcrxBqAVbwgS3hAkvCGuMsdb/hTLwBU1RjxDZxiJyv+BFN5yBrhf9LCdeRhGb5+L9/LDsSwH3+4X6G3/nvBHkyyIS+PXsakLpZo9MWaeh06nI8uxoDo2+pDwhmg4gwesVissWXqwWYMbLPf1vEzhW/w6J6ewlWXqix7V96d+6lL4ehg4ouXfoJHM7/Zh4/VDpKyB5y0VTkNEWR5O/A8uelsZbp43Q+wGUjRdPzxffsdY9hV+zArnIliqhTL11SJR6Njoo5VqLMvH157NxBxJAbMswmgWs/F8xsDRH0QWDXE3T0Qt97NmbuzWjWipRzHhZZ914ONRC6SDfpjuo7W8EHRs6qKX47ttNt8pds+iXvC8Y6026mrmT0tphpUTBwZjPP0Yg+kK+9MtnFJ6LKNjU8XFN1cueuAenhB44FwLWZZgsxWVM+jYVKEn/LmVfdNirTHWv0S9Ap6y2nx1x2uZsq4NOcbtBsmZMerYVKGEf9qAT6Lb7ub1ElkyxyNP58FEnk74wycsR6Thz0MRX/HDZhA7vvN++ChDNI+A/dc38d6nmu4kYGmVReTo/GrSsani4MqgeOvkx8EcnhLUhvpSpDTsn9zUXvPzso/7GLNzzqL1KN9O8xOU+rUiRdj/gnmiJrqwPTeWKo6edeJ6QsemLnQfb4iLb65EDglvCBLeECS8IUh4Q5DwhiDhDUHCG4KENwQJbwTgN1zyXSH/X3C6AAAAAElFTkSuQmCC)

[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::resize**

resize - изменяет размер контейнера, добавляя или удаляя элементы.

Пример использования метода resize() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

std::deque<int>::iterator it;

for (int i = 1; i < 10; ++i) mydeque.push\_back(i);

mydeque.resize(5);

mydeque.resize(8, 100);

mydeque.resize(12);

std::cout << "mydeque contains:";

for (std::deque<int>::iterator it = mydeque.begin(); it != mydeque.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Код устанавливает последовательность из 9 чисел в качестве исходного содержимого для mydeque. Затем он сначала использует resize, чтобы установить размер контейнера равным 5, затем увеличить его размер до 8 со значениями 100 для его новых элементов, и, наконец, он увеличивает его размер до 12 со значениями по умолчанию (для элементов int это значение равно нулю).

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::shrink\_to\_fit**

shrink\_to\_fit - уменьшает емкость контейнера до его текущего размера.

Пример использования метода shrink\_to\_fit() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque(100);

std::cout << "1. size of mydeque: " << mydeque.size() << '\n';

mydeque.resize(10);

std::cout << "2. size of mydeque: " << mydeque.size() << '\n';

mydeque.shrink\_to\_fit();

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::front**

front - возвращает ссылку на первый элемент контейнера.

Пример использования метода front() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

mydeque.push\_front(77);

mydeque.push\_back(20);

mydeque.front() -= mydeque.back();

std::cout << "mydeque.front() is now " << mydeque.front() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::back**

back - возвращает ссылку на последний элемент контейнера.

Пример использования метода back() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

mydeque.push\_back(10);

while (mydeque.back() != 0)

mydeque.push\_back(mydeque.back() - 1);

std::cout << "mydeque contains:";

for (std::deque<int>::iterator it = mydeque.begin(); it != mydeque.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::operator[]**

operator[] - обеспечивает доступ к элементам контейнера по индексу.

Пример использования метода operator[] в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque(10); // 10 элементов, инициализированных нулем

std::deque<int>::size\_type sz = mydeque.size();

// присвоить некоторые значения:

for (unsigned i = 0; i < sz; i++) mydeque[i] = i;

// обратный порядок элементов с использованием оператора[]:

for (unsigned i = 0; i < sz / 2; i++) {

int temp;

temp = mydeque[sz - 1 - i];

mydeque[sz - 1 - i] = mydeque[i];

mydeque[i] = temp;

}

// вывод:

std::cout << "mydeque contains:";

for (unsigned i = 0; i < sz; i++)

std::cout << ' ' << mydeque[i];

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::at**

at - обеспечивает доступ к элементам контейнера по индексу с проверкой границ.

Пример использования метода at() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<unsigned> mydeque(10); // 10 инициализированных нулем unsigned

// присвоить некоторые значения:

for (unsigned i = 0; i < mydeque.size(); i++)

mydeque.at(i) = i;

std::cout << "mydeque contains:";

for (unsigned i = 0; i < mydeque.size(); i++)

std::cout << ' ' << mydeque.at(i);

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::assign**

assign - заменяет содержимое контейнера новыми элементами.

Пример использования метода assign() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> first;

std::deque<int> second;

std::deque<int> third;

first.assign(7, 100); // 7 целых чисел со значением 100

std::deque<int>::iterator it;

it = first.begin() + 1;

second.assign(it, first.end() - 1); // 5 основных значений первого

int myints[] = { 1776,7,4 };

third.assign(myints, myints + 3); // присваивание из массива

std::cout << "Size of first: " << int(first.size()) << '\n';

std::cout << "Size of second: " << int(second.size()) << '\n';

std::cout << "Size of third: " << int(third.size()) << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::emplace**

emplace - вставляет элемент с использованием конструктора на месте.

Пример использования метода emplace() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque = { 10,20,30 };

auto it = mydeque.emplace(mydeque.begin() + 1, 100);

mydeque.emplace(it, 200);

mydeque.emplace(mydeque.end(), 300);

std::cout << "mydeque contains:";

for (auto& x : mydeque)

std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **deque::insert**

insert - вставляет элементы в контейнер на заданную позицию.

Пример использования метода insert() в std::deque:

#include <iostream>

#include <deque>

#include <vector>

int main() {

std::deque<int> mydeque;

// установите некоторые начальные значения:

for (int i = 1; i < 6; i++) mydeque.push\_back(i); // 1 2 3 4 5

std::deque<int>::iterator it = mydeque.begin();

++it;

it = mydeque.insert(it, 10); // 1 10 2 3 4 5

// "it" теперь указывает на недавно вставленный 10

mydeque.insert(it, 2, 20); // 1 20 20 10 2 3 4 5

// "это" больше недействительно!

it = mydeque.begin() + 2;

std::vector<int> myvector(2, 30);

mydeque.insert(it, myvector.begin(), myvector.end());

// 1 20 30 30 20 10 2 3 4 5

std::cout << "mydeque contains:";

for (it = mydeque.begin(); it != mydeque.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::erase**

erase - удаляет элементы из контейнера по заданной позиции или диапазону.

Пример использования метода erase() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

// установите несколько значений (от 1 до 10)

for (int i = 1; i <= 10; i++) mydeque.push\_back(i);

// стереть 6-й элемент

mydeque.erase(mydeque.begin() + 5);

// сотрите первые 3 элемента:

mydeque.erase(mydeque.begin(), mydeque.begin() + 3);

std::cout << "mydeque contains:";

for (std::deque<int>::iterator it = mydeque.begin(); it != mydeque.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **deque::emplace\_back**

emplace\_back - вставляет элемент в конец контейнера, используя конструктор на месте.

Пример использования метода emplace\_back() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque = { 10,20,30 };

mydeque.emplace\_back(100);

mydeque.emplace\_back(200);

std::cout << "mydeque contains:";

for (auto& x : mydeque)

std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::push\_back**

push\_back - добавляет элемент в конец контейнера.

Пример использования метода push\_back() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

int myint;

std::cout << "Please enter some integers (enter 0 to end):\n";

do {

std::cin >> myint;

mydeque.push\_back(myint);

} while (myint);

std::cout << "mydeque stores " << (int)mydeque.size() << " numbers.\n";

return 0;

}

В примере используется push\_back для добавления нового элемента в контейнер каждый раз, когда считывается новое целое число.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::pop\_back**

pop\_back - удаляет последний элемент контейнера.

Пример использования метода pop\_back() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

int sum(0);

mydeque.push\_back(10);

mydeque.push\_back(20);

mydeque.push\_back(30);

while (!mydeque.empty()) {

sum += mydeque.back();

mydeque.pop\_back();

}

std::cout << "The elements of mydeque add up to " << sum << '\n';

return 0;

}

В этом примере элементы выводятся из конца списка после того, как они суммируются в сумме.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::emplace\_front**

emplace\_front - вставляет элемент в начало контейнера, используя конструктор на месте.

Пример использования метода emplace\_front() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque = { 10,20,30 };

mydeque.emplace\_front(111);

mydeque.emplace\_front(222);

std::cout << "mydeque contains:";

for (auto& x : mydeque)

std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::push\_front**

push\_front - добавляет элемент в начало контейнера.

Пример использования метода push\_front() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque(2, 100); // два целых числа со значением 100

mydeque.push\_front(200);

mydeque.push\_front(300);

std::cout << "mydeque contains:";

for (std::deque<int>::iterator it = mydeque.begin(); it != mydeque.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::pop\_front**

pop\_front - удаляет первый элемент контейнера.

Пример использования метода pop\_front() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

mydeque.push\_back(100);

mydeque.push\_back(200);

mydeque.push\_back(300);

std::cout << "Popping out the elements in mydeque:";

while (!mydeque.empty()) {

std::cout << ' ' << mydeque.front();

mydeque.pop\_front();

}

std::cout << "\nThe final size of mydeque is " << int(mydeque.size()) << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **deque::clear**

clear - удаляет все элементы из контейнера.

Пример использования метода clear() в std::deque:

#include <iostream>

#include <deque>

int main() {

unsigned int i;

std::deque<int> mydeque;

mydeque.push\_back(100);

mydeque.push\_back(200);

mydeque.push\_back(300);

std::cout << "mydeque contains:";

for (std::deque<int>::iterator it = mydeque.begin(); it != mydeque.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

mydeque.clear();

mydeque.push\_back(1101);

mydeque.push\_back(2202);

std::cout << "mydeque contains:";

for (std::deque<int>::iterator it = mydeque.begin(); it != mydeque.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **deque::swap**

swap - обменивает содержимое двух контейнеров.

Пример использования метода swap() в std::deque:

#include <iostream>

#include <deque>

main() {

unsigned int i;

std::deque<int> foo(3, 100); // три целых числа со значением 100

std::deque<int> bar(5, 200); // пять целых чисел со значением 200

foo.swap(bar);

std::cout << "foo contains:";

for (std::deque<int>::iterator it = foo.begin(); it != foo.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

std::cout << "bar contains:";

for (std::deque<int>::iterator it = bar.begin(); it != bar.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **deque::get\_allocator**

get\_allocator - возвращает аллокатор, используемый контейнером.

Пример использования метода get\_allocator() в std::deque:

#include <iostream>

#include <deque>

int main() {

std::deque<int> mydeque;

int\* p;

unsigned int i;

// выделите массив с пространством для 5 элементов, используя распределитель deque:

p = mydeque.get\_allocator().allocate(5);

// создавать значения на месте в массиве:

for (i = 0; i < 5; i++) mydeque.get\_allocator().construct(&p[i], i);

std::cout << "The allocated array contains:";

for (i = 0; i < 5; i++) std::cout << ' ' << p[i];

std::cout << '\n';

// уничтожить и освободить:

for (i = 0; i < 5; i++) mydeque.get\_allocator().destroy(&p[i]);

mydeque.get\_allocator().deallocate(p, 5);

return 0;

}

В примере показан сложный способ выделения памяти для массива целых чисел с использованием того же аллокатора, который используется деком.

Результат работы программы:
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## **Forward\_list**

template < class T, class Alloc = allocator<T> > класс forward\_list; // общий шаблон

Forward lists - это контейнеры последовательностей, которые позволяют выполнять операции вставки и удаления в любое время в любом месте последовательности.

Forward lists реализованы в виде односвязных списков; Односвязные списки могут хранить каждый из своих элементов в разных и независимых областях памяти. Порядок элементов сохраняется благодаря связи каждого элемента с ссылкой на следующий элемент в последовательности.

Основное различие между контейнером forward\_list и контейнером list заключается в том, что первый хранит внутри только ссылку на следующий элемент, в то время как последний хранит две ссылки на каждый элемент: одна указывает на следующий элемент, а другая на предыдущий, что обеспечивает эффективную итерацию в обоих направлениях, но требует дополнительной памяти на каждый элемент и немного большего временного затрачивания на вставку и удаление элементов. Таким образом, объекты forward\_list более эффективны, чем объекты list, хотя их можно только итерировать вперед.

По сравнению с другими базовыми стандартными контейнерами последовательностей (array, vector и deque), forward\_list в целом лучше выполняет вставку, извлечение и перемещение элементов в любую позицию контейнера, а, следовательно, и в алгоритмах, которые интенсивно их используют, таких как алгоритмы сортировки.

Основным недостатком forward\_lists и списков по сравнению с этими другими контейнерами последовательностей является отсутствие прямого доступа к элементам по их позиции. Например, чтобы получить доступ к шестому элементу в forward\_list, нужно выполнить итерацию от начала до этой позиции, что занимает линейное время в зависимости от расстояния между ними. Они также требуют дополнительную память для хранения связующей информации, связанной с каждым элементом (что может быть важным фактором для больших списков элементов небольшого размера).

Шаблон класса forward\_list был разработан с учетом эффективности: по замыслу он так же эффективен, как простой односвязный список, написанный вручную на языке C. Фактически, forward\_list является единственным стандартным контейнером, в котором намеренно отсутствует функция-член size в целях повышения эффективности: из-за своей структуры в виде связанного списка, наличие функции-члена size, которая работает за постоянное время, потребовало бы внутреннего счетчика для хранения размера (как это делает list). Это потребовало бы дополнительного использования памяти и сделало бы операции вставки и удаления немного менее эффективными. Чтобы получить размер объекта forward\_list, вы можно использовать алгоритм distance с его begin и end, что является операцией, выполняющейся за линейное время.

**Свойства контейнера**:

* *Последовательность*: элементы в контейнерах-последовательностях упорядочены в строгой линейной последовательности. Доступ к отдельным элементам осуществляется по их положению в этой последовательности.
* *Однонаправленный список*: каждый элемент хранит информацию о том, как найти следующий элемент, что позволяет выполнять операции вставки и удаления за постоянное время после определенного элемента (даже целых диапазонов), но не обеспечивает прямого произвольного доступа..
* *Ориентированный на распределитель*: контейнер использует объект аллокатора для динамической обработки своих потребностей в памяти.

**Параметры шаблона**:

* T: Тип элементов, содержащихся в списке. Псевдонимом типа является forward\_list::value\_type.
* Alloc: Тип объекта аллокатора, используемого для определения модели выделения памяти. По умолчанию используется шаблон класса аллокатора, который определяет самую простую модель выделения памяти и не зависит от типа значения. Псевдонимом типа является forward\_list::allocator\_type.

#### **forward\_list::begin**

begin - возвращает итератор, указывающий на первый элемент контейнера.

Пример использования метода begin() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 34, 77, 16, 2 };

std::cout << "mylist contains:";

for (auto it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::before\_begin**

Пример использования метода before\_begin() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 20, 30, 40, 50 };

mylist.insert\_after(mylist.before\_begin(), 11);

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::end**

end - возвращает итератор, указывающий на элемент, следующий за последним элементом контейнера.

Пример использования метода end() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 10, 20, 30, 40 };

std::cout << "mylist contains:";

for (auto it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::cbegin**

cbegin - возвращает константный итератор, указывающий на первый элемент контейнера.

Пример использования методов cbegin() и cend() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 21, 32, 12 };

std::cout << "myarray contains:";

for (auto it = mylist.cbegin(); it != mylist.cend(); ++it)

std::cout << ' ' << \*it; // не удается изменить \*it

std::cout << '\n';

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::cbefore\_begin**

Пример использования метода cbefore\_begin() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 77, 2, 16 };

mylist.insert\_after(mylist.cbefore\_begin(), 19);

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::cend**

cend - возвращает константный итератор, указывающий на элемент, следующий за последним элементом контейнера.

#### **forward\_list::max\_size**

max\_size - возвращает максимально возможное количество элементов, которое может содержать контейнер.

Пример использования метода max\_size() в std::forward\_list:

#include <iostream>

#include <sstream>

#include <forward\_list>

int main() {

int myint;

std::string mystring;

std::forward\_list<int> mylist;

std::cout << "Enter size: ";

std::getline(std::cin, mystring);

std::stringstream(mystring) >> myint;

if (myint <= mylist.max\_size()) mylist.resize(myint);

else std::cout << "That size exceeds the maximum.\n";

return 0;

}

Здесь элемент max\_size используется для предварительной проверки того, будет ли запрошенный размер разрешен при изменении размера элемента.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::empty**

empty - проверяет, является ли контейнер пустым.

Пример использования метода empty() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> first;

std::forward\_list<int> second = { 20, 40, 80 };

std::cout << "first " << (first.empty() ? "is empty" : "is not empty") << std::endl;

std::cout << "second " << (second.empty() ? "is empty" : "is not empty") << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::resize**

resize - изменяет размер контейнера, добавляя или удаляя элементы.

Пример использования метода resize() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 10, 20, 30, 40, 50 };

// 10 20 30 40 50

mylist.resize(3); // 10 20 30

mylist.resize(5, 100); // 10 20 30 100 100

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::front**

front - возвращает ссылку на первый элемент контейнера.

Пример использования метода front() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 2, 16, 77 };

mylist.front() = 11;

std::cout << "mylist now contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::assign**

assign - заменяет содержимое контейнера новыми элементами.

Пример использования метода assign() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> first;

std::forward\_list<int> second;

first.assign(4, 15); // 15 15 15 15

second.assign(first.begin(), first.end()); // 15 15 15 15

first.assign({ 77, 2, 16 }); // 77 2 16

std::cout << "first contains: ";

for (int& x : first) std::cout << ' ' << x;

std::cout << '\n';

std::cout << "second contains: ";

for (int& x : second) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::emplace\_after**

Пример использования метода emplace\_after() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list< std::pair<int, char> > mylist;

auto it = mylist.before\_begin();

it = mylist.emplace\_after(it, 100, 'x');

it = mylist.emplace\_after(it, 200, 'y');

it = mylist.emplace\_after(it, 300, 'z');

std::cout << "mylist contains:";

for (auto& x : mylist)

std::cout << " (" << x.first << "," << x.second << ")";

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::insert\_after**

Пример использования метода insert\_after() в std::forward\_list:

#include <iostream>

#include <array>

#include <forward\_list>

int main() {

std::array<int, 3> myarray = { 11, 22, 33 };

std::forward\_list<int> mylist;

std::forward\_list<int>::iterator it;

it = mylist.insert\_after(mylist.before\_begin(), 10); // 10

// ^ <- it

it = mylist.insert\_after(it, 2, 20); // 10 20 20

// ^

it = mylist.insert\_after(it, myarray.begin(), myarray.end());// 10 20 20 11 22 33

// ^

it = mylist.begin(); // ^

it = mylist.insert\_after(it, { 1,2,3 }); // 10 1 2 3 20 20 11 22 33

// ^

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::erase\_after**

Пример использования метода erase\_after() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 10, 20, 30, 40, 50 };

// 10 20 30 40 50

auto it = mylist.begin(); // ^

it = mylist.erase\_after(it); // 10 30 40 50

// ^

it = mylist.erase\_after(it, mylist.end()); // 10 30

// ^

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::emplace\_front**

emplace\_front - вставляет элемент в начало контейнера, используя конструктор на месте.

Пример использования метода emplace\_front() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list< std::pair<int, char> > mylist;

mylist.emplace\_front(10, 'a');

mylist.emplace\_front(20, 'b');

mylist.emplace\_front(30, 'c');

std::cout << "mylist contains:";

for (auto& x : mylist)

std::cout << " (" << x.first << "," << x.second << ")";

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::push\_front**

push\_front - добавляет элемент в начало контейнера.

Пример использования метода push\_front() в std::forward\_list:

#include <iostream>

#include <forward\_list>

using namespace std;

int main() {

forward\_list<int> mylist = { 77, 2, 16 };

mylist.push\_front(19);

mylist.push\_front(34);

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::pop\_front**

pop\_front - удаляет первый элемент контейнера.

Пример использования метода pop\_front() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 10, 20, 30, 40 };

std::cout << "Popping out the elements in mylist:";

while (!mylist.empty()) {

std::cout << ' ' << mylist.front();

mylist.pop\_front();

}

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::clear**

clear - удаляет все элементы из контейнера.

Пример использования метода clear() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 10, 20, 30 };

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

mylist.clear();

mylist.insert\_after(mylist.before\_begin(), { 100, 200 });

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::swap**

swap - обменивает содержимое двух контейнеров.

Пример использования метода swap() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> first = { 10, 20, 30 };

std::forward\_list<int> second = { 100, 200 };

std::forward\_list<int>::iterator it;

first.swap(second);

std::cout << "first contains:";

for (int& x : first) std::cout << ' ' << x;

std::cout << '\n';

std::cout << "second contains:";

for (int& x : second) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::splice\_after**

Пример использования метода splice\_after() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> first = { 1, 2, 3 };

std::forward\_list<int> second = { 10, 20, 30 };

auto it = first.begin(); // указывает на 1

first.splice\_after(first.before\_begin(), second);

// первый: 10 20 30 1 2 3

// второй: (пусто)

// "it" по-прежнему указывает на 1 (теперь это 4-й элемент first)

second.splice\_after(second.before\_begin(), first, first.begin(), it);

// первый: 10 1 2 3

// второй: 20 30

first.splice\_after(first.before\_begin(), second, second.begin());

// первый: 30 10 1 2 3

// второй: 20

// \* обратите внимание, что то, что перемещается, находится после итератора

std::cout << "first contains:";

for (int& x : first) std::cout << " " << x;

std::cout << std::endl;

std::cout << "second contains:";

for (int& x : second) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::remove**

remove - удаляет все элементы, равные заданному значению.

Пример использования метода remove() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 10, 20, 30, 40, 30, 20, 10 };

mylist.remove(20);

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::remove\_if**

remove\_if - удаляет элементы, удовлетворяющие заданному предикату.

Пример использования метода remove\_if() в std::forward\_list:

#include <iostream>

#include <forward\_list>

// предикат, реализованный как функция:

bool single\_digit(const int& value) { return (value < 10); }

// предикат, реализованный в виде класса:

class is\_odd\_class {

public:

bool operator() (const int& value) { return (value % 2) == 1; }

} is\_odd\_object;

int main() {

std::forward\_list<int> mylist = { 7, 80, 7, 15, 85, 52, 6 };

mylist.remove\_if(single\_digit); // 80 15 85 52

mylist.remove\_if(is\_odd\_object); // 80 52

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::unique**

unique - удаляет все дублирующиеся элементы из контейнера.

Пример использования метода unique() в std::forward\_list:

#include <iostream>

#include <cmath>

#include <forward\_list>

// двоичный предикат, реализованный как функция:

bool same\_integral\_part(double first, double second) {

return (int(first) == int(second));

}

// двоичный предикат, реализованный в виде класса:

class is\_near\_class {

public:

bool operator() (double first, double second) {

return (fabs(first - second) < 5.0);

}

} is\_near\_object;

int main() {

std::forward\_list<double> mylist = { 15.2, 73.0, 3.14, 15.85, 69.5,

73.0, 3.99, 15.2, 69.2, 18.5 };

mylist.sort(); // 3.14, 3.99, 15.2, 15.2, 15.85

// 18.5, 69.2, 69.5, 73.0, 73.0

mylist.unique(); // 3.14, 3.99, 15.2, 15.85

// 18.5, 69.2, 69.5, 73.0

mylist.unique(same\_integral\_part); // 3.14, 15.2, 18.5, 69.2, 73.0

mylist.unique(is\_near\_object); // 3.14, 15.2, 69.2

std::cout << "mylist contains:";

for (double& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **forward\_list::merge**

merge - объединяет два отсортированных контейнера в один отсортированный.

Пример использования метода merge() в std::forward\_list:

#include <iostream>

#include <forward\_list>

#include <functional>

int main() {

std::forward\_list<double> first = { 4.2, 2.9, 3.1 };

std::forward\_list<double> second = { 1.4, 7.7, 3.1 };

std::forward\_list<double> third = { 6.2, 3.7, 7.1 };

first.sort();

second.sort();

first.merge(second);

std::cout << "first contains:";

for (double& x : first) std::cout << " " << x;

std::cout << std::endl;

first.sort(std::greater<double>());

third.sort(std::greater<double>());

first.merge(third, std::greater<double>());

std::cout << "first contains:";

for (double& x : first) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **forward\_list::sort**

sort - сортирует элементы контейнера по возрастанию.

Пример использования метода sort() в std::forward\_list:

#include <iostream>

#include <forward\_list>

#include <functional>

int main() {

std::forward\_list<int> mylist = { 22, 13, 5, 40, 90, 62, 31 };

mylist.sort();

std::cout << "default sort (operator<):";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

mylist.sort(std::greater<int>());

std::cout << "sort with std::greater():";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **forward\_list::reverse**

Пример использования метода reverse() в std::forward\_list:

#include <iostream>

#include <forward\_list>

int main() {

std::forward\_list<int> mylist = { 10, 20, 30, 40 };

mylist.reverse();

std::cout << "mylist contains:";

for (int& x : mylist) std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **forward\_list::get\_allocator**

get\_allocator - возвращает аллокатор, используемый контейнером.

## **List**

template < class T, class Alloc = allocator<T> >класс list; // общий шаблон

Lists - это контейнеры последовательностей, которые позволяют выполнять операции вставки и удаления в любое время в любом месте последовательности, а также итерацию в обоих направлениях.

Контейнер list реализован в виде двусвязного списка. Двусвязные списки могут хранить каждый из своих элементов в разных и независимых областях памяти. Порядок элементов поддерживается внутри контейнера благодаря связи каждого элемента с предыдущим и следующим элементами.

Они очень похожи на контейнер forward\_list: основное отличие состоит в том, что объекты forward\_list являются односвязными списками и могут только итерироваться вперед, взамен они более компактные и эффективные.

По сравнению с другими базовыми стандартными контейнерами последовательностей (array, vector и deque) списки, как правило, лучше выполняют вставку, извлечение и перемещение элементов в любое положение внутри контейнера, для которого уже получен итератор, и, следовательно, также в алгоритмах, которые интенсивно используют их, таких как алгоритмы сортировки.

Основным недостатком списков и forward\_lists по сравнению с этими другими контейнерами последовательностей является отсутствие прямого доступа к элементам по их позиции. Например, чтобы получить доступ к шестому элементу в списке, нужно выполнить итерацию от известной позиции (например, начала или конца) до этой позиции, которая занимает линейное время в зависимости от расстоянии между ними. Они также требуют дополнительную память для хранения связующей информации, связанной с каждым элементом (что может быть важным фактором для больших списков элементов небольшого размера).

**Свойства контейнера**:

* *Последовательность*: элементы в контейнерах-последовательностях упорядочены в строгой линейной последовательности. Доступ к отдельным элементам осуществляется по их положению в этой последовательности.
* *Двухсвязный список*: каждый элемент хранит информацию о том, как найти следующий и предыдущий элемент, что позволяет выполнять операции вставки и удаления за постоянное время после определенного элемента (даже целых диапазонов), но не обеспечивает прямого произвольного доступа.
* *Ориентированный на распределитель*: контейнер использует объект аллокатора для динамической обработки своих потребностей в памяти.

**Параметры шаблона**:

* T: Тип элементов, содержащихся в списке. Псевдонимом типа является list::value\_type.
* Alloc: Тип объекта аллокатора, используемого для определения модели выделения памяти. По умолчанию используется шаблон класса аллокатора, который определяет самую простую модель выделения памяти и не зависит от типа значения. Псевдонимом типа является list::allocator\_type.

#### **list::begin**

Пример использования метода begin() и end() в std::list:

#include <iostream>

#include <list>

int main() {

int myints[] = { 75,23,65,42,13 };

std::list<int> mylist(myints, myints + 5);

std::cout << "mylist contains:";

for (std::list<int>::iterator it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::end**

#### **list::rbegin**

Пример использования методов rbegin() и rend в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

for (int i = 1; i <= 5; ++i) mylist.push\_back(i);

std::cout << "mylist backwards:";

for (std::list<int>::reverse\_iterator rit = mylist.rbegin(); rit != mylist.rend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::rend**

#### **list::cbegin**

Пример использования методов cbegin() и cend() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist = { 5,10,15,20 };

std::cout << "mylist contains:";

for (auto it = mylist.cbegin(); it != mylist.cend(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::cend**

#### **list::crbegin**

Пример использования методов cbegin() и crend() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist = { 1,2,4,8,16 };

std::cout << "mylist backwards:";

for (auto rit = mylist.crbegin(); rit != mylist.crend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::crend**

#### **list::size**

Пример использования метода size() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> myints;

std::cout << "0. size: " << myints.size() << '\n';

for (int i = 0; i < 10; i++) myints.push\_back(i);

std::cout << "1. size: " << myints.size() << '\n';

myints.insert(myints.begin(), 10, 100);

std::cout << "2. size: " << myints.size() << '\n';

myints.pop\_back();

std::cout << "3. size: " << myints.size() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::max\_size**

Пример использования метода max\_size() в std::list:

#include <iostream>

#include <list>

int main() {

unsigned int i;

std::list<int> mylist;

std::cout << "Enter number of elements: ";

std::cin >> i;

if (i < mylist.max\_size()) mylist.resize(i);

else std::cout << "That size exceeds the limit.\n";

return 0;

}

Здесь элемент max\_size используется для предварительной проверки того, будет ли запрошенный размер разрешен при изменении элемента.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::empty**

Пример использования метода empty() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

int sum(0);

for (int i = 1;i <= 10;++i) mylist.push\_back(i);

while (!mylist.empty()) {

sum += mylist.front();

mylist.pop\_front();

}

std::cout << "total: " << sum << '\n';

return 0;

}

В примере содержимое контейнера инициализируется последовательностью чисел (от 1 до 10). Затем он извлекает элементы один за другим, пока не станет пустым, и вычисляет их сумму.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::resize**

Пример использования метода resize() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

// установите некоторое начальное содержимое:

for (int i = 1; i < 10; ++i) mylist.push\_back(i);

mylist.resize(5);

mylist.resize(8, 100);

mylist.resize(12);

std::cout << "mylist contains:";

for (std::list<int>::iterator it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Код устанавливает последовательность из 9 чисел в качестве начального содержимого для моего списка. Затем он сначала использует resize, чтобы установить размер контейнера равным 5, затем увеличить его размер до 8 со значениями 100 для его новых элементов, и, наконец, он увеличивает его размер до 12 со значениями по умолчанию (для элементов int это значение равно нулю).

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::front**

Пример использования метода front() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

mylist.push\_back(77);

mylist.push\_back(22);

// теперь спереди равно 77, а сзади 22

mylist.front() -= mylist.back();

std::cout << "mylist.front() is now " << mylist.front() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::back**

Пример использования метода back() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

mylist.push\_back(10);

while (mylist.back() != 0) {

mylist.push\_back(mylist.back() - 1);

}

std::cout << "mylist contains:";

for (std::list<int>::iterator it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::assign**

Пример использования метода assign() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> first;

std::list<int> second;

first.assign(7, 100); // 7 целых чисел со значением 100

second.assign(first.begin(), first.end()); // копия первого

int myints[] = { 1776,7,4 };

first.assign(myints, myints + 3); // присваивание из массива

std::cout << "Size of first: " << int(first.size()) << '\n';

std::cout << "Size of second: " << int(second.size()) << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::emplace**

Пример использования метода emplace() в std::list:

#include <iostream>

#include <list>

int main() {

std::list< std::pair<int, char> > mylist;

mylist.emplace(mylist.begin(), 100, 'x');

mylist.emplace(mylist.begin(), 200, 'y');

std::cout << "mylist contains:";

for (auto& x : mylist)

std::cout << " (" << x.first << "," << x.second << ")";

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::insert**

Пример использования метода insert() в std::list:

#include <iostream>

#include <list>

#include <vector>

int main() {

std::list<int> mylist;

std::list<int>::iterator it;

// установите некоторые начальные значения:

for (int i = 1; i <= 5; ++i) mylist.push\_back(i); // 1 2 3 4 5

it = mylist.begin();

++it; // теперь он указывает на цифру 2 ^

mylist.insert(it, 10); // 1 10 2 3 4 5

// "it" по-прежнему указывает на номер 2 ^

mylist.insert(it, 2, 20); // 1 10 20 20 2 3 4 5

--it; // теперь это указывает на вторую 20 ^

std::vector<int> myvector(2, 30);

mylist.insert(it, myvector.begin(), myvector.end());

// 1 10 20 30 30 20 2 3 4 5

// ^

std::cout << "mylist contains:";

for (it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::erase**

Пример использования метода erase() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

std::list<int>::iterator it1, it2;

// установите некоторые значения:

for (int i = 1; i < 10; ++i) mylist.push\_back(i \* 10);

// 10 20 30 40 50 60 70 80 90

it1 = it2 = mylist.begin();// ^^

advance(it2, 6); // ^ ^

++it1; // ^ ^

it1 = mylist.erase(it1); // 10 30 40 50 60 70 80 90

// ^ ^

it2 = mylist.erase(it2); // 10 30 40 50 60 80 90

// ^ ^

++it1; // ^ ^

--it2; // ^ ^

mylist.erase(it1, it2); // 10 30 60 80 90

// ^

std::cout << "mylist contains:";

for (it1 = mylist.begin(); it1 != mylist.end(); ++it1)

std::cout << ' ' << \*it1;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::emplace\_back**

Пример использования метода emplace\_back() в std::list:

#include <iostream>

#include <list>

int main() {

std::list< std::pair<int, char> > mylist;

mylist.emplace\_back(10, 'a');

mylist.emplace\_back(20, 'b');

mylist.emplace\_back(30, 'c');

std::cout << "mylist contains:";

for (auto& x : mylist)

std::cout << " (" << x.first << "," << x.second << ")";

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::push\_back**

Пример использования метода push\_back() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

int myint;

std::cout << "Please enter some integers (enter 0 to end):\n";

do {

std::cin >> myint;

mylist.push\_back(myint);

} while (myint);

std::cout << "mylist stores " << mylist.size() << " numbers.\n";

return 0;

}

В примере используется push\_back для добавления нового элемента в контейнер каждый раз, когда считывается новое целое число.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::pop\_back**

Пример использования метода pop\_back() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

int sum(0);

mylist.push\_back(100);

mylist.push\_back(200);

mylist.push\_back(300);

while (!mylist.empty()) {

sum += mylist.back();

mylist.pop\_back();

}

std::cout << "The elements of mylist summed " << sum << '\n';

return 0;

}

В этом примере элементы выводятся из конца списка после того, как они суммируются в сумме.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::emplace\_front**

Пример использования метода emplace\_front() в std::list:

#include <iostream>

#include <list>

int main() {

std::list< std::pair<int, char> > mylist;

mylist.emplace\_front(10, 'a');

mylist.emplace\_front(20, 'b');

mylist.emplace\_front(30, 'c');

std::cout << "mylist contains:";

for (auto& x : mylist)

std::cout << " (" << x.first << "," << x.second << ")";

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::push\_front**

Пример использования метода push\_front() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist(2, 100); // два целых числа со значением 100

mylist.push\_front(200);

mylist.push\_front(300);

std::cout << "mylist contains:";

for (std::list<int>::iterator it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **list::pop\_front**

Пример использования метода pop\_front() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

mylist.push\_back(100);

mylist.push\_back(200);

mylist.push\_back(300);

std::cout << "Popping out the elements in mylist:";

while (!mylist.empty()) {

std::cout << ' ' << mylist.front();

mylist.pop\_front();

}

std::cout << "\nFinal size of mylist is " << mylist.size() << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::clear**

Пример использования метода clear() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

std::list<int>::iterator it;

mylist.push\_back(100);

mylist.push\_back(200);

mylist.push\_back(300);

std::cout << "mylist contains:";

for (it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

mylist.clear();

mylist.push\_back(1101);

mylist.push\_back(2202);

std::cout << "mylist contains:";

for (it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::swap**

Пример использования метода swap() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> first(3, 100); // три целых числа со значением 100

std::list<int> second(5, 200); // пять целых чисел со значением 200

first.swap(second);

std::cout << "first contains:";

for (std::list<int>::iterator it = first.begin(); it != first.end(); it++)

std::cout << ' ' << \*it;

std::cout << '\n';

std::cout << "second contains:";

for (std::list<int>::iterator it = second.begin(); it != second.end(); it++)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::splice**

Пример использования метода splice() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist1, mylist2;

std::list<int>::iterator it;

// установите некоторые начальные значения:

for (int i = 1; i <= 4; ++i)

mylist1.push\_back(i); // mylist1: 1 2 3 4

for (int i = 1; i <= 3; ++i)

mylist2.push\_back(i \* 10); // mylist2: 10 20 30

it = mylist1.begin();

++it; // указывает на 2

mylist1.splice(it, mylist2); // mylist1: 1 10 20 30 2 3 4

// mylist2 (empty)

// "it" по-прежнему указывает на 2 (5-й элемент)

mylist2.splice(mylist2.begin(), mylist1, it);

// mylist1: 1 10 20 30 3 4

// mylist2: 2

// "it" теперь недействительно

it = mylist1.begin();

std::advance(it, 3); // "it" теперь указывает на 30

mylist1.splice(mylist1.begin(), mylist1, it, mylist1.end());

// mylist1: 30 3 4 1 10 20

std::cout << "mylist1 contains:";

for (it = mylist1.begin(); it != mylist1.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

std::cout << "mylist2 contains:";

for (it = mylist2.begin(); it != mylist2.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **list::remove**

Пример использования метода remove() в std::list:

#include <iostream>

#include <list>

int main() {

int myints[] = { 17,89,7,14 };

std::list<int> mylist(myints, myints + 4);

mylist.remove(89);

std::cout << "mylist contains:";

for (std::list<int>::iterator it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::remove\_if**

Пример использования метода remove\_if() в std::list:

#include <iostream>

#include <list>

// предикат, реализованный как функция:

bool single\_digit(const int& value) { return (value < 10); }

// предикат, реализованный в виде класса:

struct is\_odd {

bool operator() (const int& value) { return (value % 2) == 1; }

};

int main() {

int myints[] = { 15,36,7,17,20,39,4,1 };

std::list<int> mylist(myints, myints + 8); // 15 36 7 17 20 39 4 1

mylist.remove\_if(single\_digit); // 15 36 17 20 39

mylist.remove\_if(is\_odd()); // 36 20

std::cout << "mylist contains:";

for (std::list<int>::iterator it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::unique**

Пример использования метода unique() в std::list:

#include <iostream>

#include <cmath>

#include <list>

// двоичный предикат, реализованный как функция:

bool same\_integral\_part(double first, double second) {

return (int(first) == int(second));

}

// двоичный предикат, реализованный в виде класса:

struct is\_near {

bool operator() (double first, double second) {

return (fabs(first - second) < 5.0);

}

};

int main() {

double mydoubles[] = { 12.15, 2.72, 73.0, 12.77, 3.14,

12.77, 73.35, 72.25, 15.3, 72.25 };

std::list<double> mylist(mydoubles, mydoubles + 10);

mylist.sort(); // 2.72, 3.14, 12.15, 12.77, 12.77,

// 15.3, 72.25, 72.25, 73.0, 73.35

mylist.unique(); // 2.72, 3.14, 12.15, 12.77

// 15.3, 72.25, 73.0, 73.35

mylist.unique(same\_integral\_part); // 2.72, 3.14, 12.15

// 15.3, 72.25, 73.0

mylist.unique(is\_near()); // 2.72, 12.15, 72.25

std::cout << "mylist contains:";

for (std::list<double>::iterator it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::merge**

Пример использования метода merge() в std::list:

#include <iostream>

#include <list>

// сравнивать только неотъемлемую часть:

bool mycomparison(double first, double second) {

return (int(first) < int(second));

}

int main() {

std::list<double> first, second;

first.push\_back(3.1);

first.push\_back(2.2);

first.push\_back(2.9);

second.push\_back(3.7);

second.push\_back(7.1);

second.push\_back(1.4);

first.sort();

second.sort();

first.merge(second);

// (второй теперь пуст)

second.push\_back(2.1);

first.merge(second, mycomparison);

std::cout << "first contains:";

for (std::list<double>::iterator it = first.begin(); it != first.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::sort**

Пример использования метода sort() в std::list:

#include <iostream>

#include <list>

#include <string>

#include <cctype>

// сравнение, не учитывающее регистр

bool compare\_nocase(const std::string& first, const std::string& second) {

unsigned int i = 0;

while ((i < first.length()) && (i < second.length())) {

if (tolower(first[i]) < tolower(second[i])) return true;

else if (tolower(first[i]) > tolower(second[i])) return false;

++i;

}

return (first.length() < second.length());

}

int main() {

std::list<std::string> mylist;

std::list<std::string>::iterator it;

mylist.push\_back("one");

mylist.push\_back("two");

mylist.push\_back("Three");

mylist.sort();

std::cout << "mylist contains:";

for (it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

mylist.sort(compare\_nocase);

std::cout << "mylist contains:";

for (it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Для строк по умолчанию сравнение представляет собой строгое сравнение кодов символов, где все заглавные буквы сравниваются ниже, чем все строчные буквы, при этом все строки, начинающиеся с заглавной буквы, помещаются перед первой операцией сортировки.

При использовании функции compare\_nocase сравнение производится без учета регистра.

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры)

#### **list::reverse**

Пример использования метода reverse() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

for (int i = 1; i < 10; ++i) mylist.push\_back(i);

mylist.reverse();

std::cout << "mylist contains:";

for (std::list<int>::iterator it = mylist.begin(); it != mylist.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **list::ger\_allocator**

Пример использования метода get\_allocator() в std::list:

#include <iostream>

#include <list>

int main() {

std::list<int> mylist;

int\* p;

// выделите массив из 5 элементов, используя распределитель mylist:

p = mylist.get\_allocator().allocate(5);

// присвоить массиву некоторые значения

for (int i = 0; i < 5; ++i) p[i] = i;

std::cout << "The allocated array contains:";

for (int i = 0; i < 5; ++i) std::cout << ' ' << p[i];

std::cout << '\n';

mylist.get\_allocator().deallocate(p, 5);

return 0;

}

В примере показан сложный способ выделения памяти для массива целых чисел с использованием того же распределителя, который используется контейнером.

Результат работы программы:
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# **Ассоциативные контейнеры**

## **Set**

### **Set**

template < class T, // set::key\_type/value\_type class Compare = less<T>, // set::key\_compare/value\_compare class Alloc = allocator<T> // set::allocator\_type > класс set;

Шаблон класса set представляет собой контейнер, который хранит уникальные элементы в определенном порядке.

В set значение элемента также служит его идентификатором (ключом) типа T, и каждое значение должно быть уникальным. Значение элементов в set не может быть изменено после добавления в контейнер (элементы всегда являются константами), но их можно добавлять или удалять из контейнера.

Внутренне элементы в set всегда отсортированы в соответствии с определенным строгим условием слабого упорядочения, указанным в его внутреннем объекте сравнения (тип Compare).

Контейнеры set обычно медленнее контейнеров unordered\_set при доступе к отдельным элементам по их ключу, но позволяют прямую итерацию по подмножествам на основе их порядка.

set обычно реализуется в виде бинарного дерева поиска.

**Свойства контейнера**:

* *Ассоциативность*: элементы в ассоциативных контейнерах ссылается на свои ключи, а не на абсолютную позицию в контейнере.
* *Упорядоченность*: элементы в контейнере всегда следуют строгому порядку. Все добавленные элементы получают позицию в этом порядке.
* *Множество*: значение элемента также используется в качестве ключа для его идентификации.
* *Уникальные ключи*: в контейнере не может быть двух элементов с эквивалентными ключами.
* *Поддержка аллокатора*: контейнер использует объект аллокатора для динамического управления своими потребностями в памяти.

**Параметры шаблона**:

* T: Тип элементов. Каждый элемент в контейнере set также уникально идентифицируется этим значением (каждое значение также является ключом элемента). Алиасом являются член-типы set::key\_type и set::value\_type.
* Compare: Бинарный предикат, который принимает два аргумента того же типа, что и элементы, и возвращает значение типа bool. Выражение comp(a,b), где comp - объект этого типа, а a и b - ключевые значения, должно возвращать true, если a считается предшествующим b в строгом упорядочении, определенном этойфункцией сравнения. Объект типа set использует это выражение для определения порядка следования элементов в контейнере и для проверки эквивалентности двух ключей элементов (сравнивая их рефлексивно: они эквивалентны, если !comp(a,b) && !comp(b,a)). В контейнере set не могут быть два эквивалентных элемента.

Это может быть указатель на функцию или объект функции (см. пример в конструкторе). По умолчанию используется less<T>, которая возвращает результат применения оператора <.

Алиасом являются член-типы set::key\_compare и set::value\_compare.

* Alloc: Тип объекта аллокатора, используемого для определения модели выделения памяти. По умолчанию используется шаблон класса аллокатора, который определяет самую простую модель выделения памяти и не зависит от значения. Алиасом является член-тип set::allocator\_type.

#### **set::begin**

Пример использования методов begin() и end() в std::set:

#include <iostream>

#include <set>

int main() {

int myints[] = { 75,23,65,42,13 };

std::set<int> myset(myints, myints + 5);

std::cout << "myset contains:";

for (std::set<int>::iterator it = myset.begin(); it != myset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **set::end**

#### **set::rbegin**

Пример использования методов rbegin() и rend() в std::set:

#include <iostream>

#include <set>

int main() {

int myints[] = { 21,64,17,78,49 };

std::set<int> myset(myints, myints + 5);

std::set<int>::reverse\_iterator rit;

std::cout << "myset contains:";

for (rit = myset.rbegin(); rit != myset.rend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::rend**

#### **set::cbegin**

Пример использования методов cbegin() и cend() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset = { 50,20,60,10,25 };

std::cout << "myset contains:";

for (auto it = myset.cbegin(); it != myset.cend(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::cend**

#### **set::crbegin**

Пример использования методов crbegin() и crend() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset = { 50,20,60,10,25 };

std::cout << "myset backwards:";

for (auto rit = myset.crbegin(); rit != myset.crend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::crend**

#### **set::size**

Пример использования метода size() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myints;

std::cout << "0. size: " << myints.size() << '\n';

for (int i = 0; i < 10; ++i) myints.insert(i);

std::cout << "1. size: " << myints.size() << '\n';

myints.insert(100);

std::cout << "2. size: " << myints.size() << '\n';

myints.erase(5);

std::cout << "3. size: " << myints.size() << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::max\_size**

Пример использования метода max\_size() в std::set:

#include <iostream>

#include <set>

int main() {

int i;

std::set<int> myset;

if (myset.max\_size() > 1000) {

for (i = 0; i < 1000; i++) myset.insert(i);

std::cout << "The set contains 1000 elements.\n";

}

else std::cout << "The set could not hold 1000 elements.\n";

return 0;

}

Здесь элемент max\_size используется для предварительной проверки того, позволит ли набор вставить 1000 элементов.

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::empty**

Пример использования метода empty() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

myset.insert(20);

myset.insert(30);

myset.insert(10);

std::cout << "myset contains:";

while (!myset.empty()) {

std::cout << ' ' << \*myset.begin();

myset.erase(myset.begin());

}

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::emplace**

Пример использования метода emplace() в std::set:

#include <iostream>

#include <set>

#include <string>

int main() {

std::set<std::string> myset;

myset.emplace("foo");

myset.emplace("bar");

auto ret = myset.emplace("foo");

if (!ret.second) std::cout << "foo already exists in myset\n";

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::emplace\_hint**

Пример использования метода emplace\_hint() в std::set:

#include <iostream>

#include <set>

#include <string>

int main() {

std::set<std::string> myset;

auto it = myset.cbegin();

myset.emplace\_hint(it, "alpha");

it = myset.emplace\_hint(myset.cend(), "omega");

it = myset.emplace\_hint(it, "epsilon");

it = myset.emplace\_hint(it, "beta");

std::cout << "myset contains:";

for (const std::string& x : myset)

std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::insert**

Пример использования метода insert() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

std::set<int>::iterator it;

std::pair<std::set<int>::iterator, bool> ret;

// установите некоторые начальные значения:

for (int i = 1; i <= 5; ++i) myset.insert(i \* 10); // набор: 10 20 30 40 50

ret = myset.insert(20); // новый элемент не вставлен

if (ret.second == false) it = ret.first; // "it" теперь указывает на элемент 20

myset.insert(it, 25); // максимальная эффективность вставки

myset.insert(it, 24); // максимальная эффективность вставки

myset.insert(it, 26); // не максимальная эффективность вставки

int myints[] = { 5,10,15 }; // 10 уже установлено, не вставлено

myset.insert(myints, myints + 3);

std::cout << "myset contains:";

for (it = myset.begin(); it != myset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::erase**

Пример использования метода erase() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

std::set<int>::iterator it;

// вставить некоторые значения:

for (int i = 1; i < 10; i++) myset.insert(i \* 10); // 10 20 30 40 50 60 70 80 90

it = myset.begin();

++it; // "it" теперь указывает на 20

myset.erase(it);

myset.erase(40);

it = myset.find(60);

myset.erase(it, myset.end());

std::cout << "myset contains:";

for (it = myset.begin(); it != myset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::clear**

Пример использования метода clear() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

myset.insert(100);

myset.insert(200);

myset.insert(300);

std::cout << "myset contains:";

for (std::set<int>::iterator it = myset.begin(); it != myset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

myset.clear();

myset.insert(1101);

myset.insert(2202);

std::cout << "myset contains:";

for (std::set<int>::iterator it = myset.begin(); it != myset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::swap**

Пример использования метода swap() в std::set:

#include <iostream>

#include <set>

int main() {

int myints[] = { 12,75,10,32,20,25 };

std::set<int> first(myints, myints + 3); // 10,12,75

std::set<int> second(myints + 3, myints + 6); // 20,25,32

first.swap(second);

std::cout << "first contains:";

for (std::set<int>::iterator it = first.begin(); it != first.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

std::cout << "second contains:";

for (std::set<int>::iterator it = second.begin(); it != second.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::count**

Пример использования метода count() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

// установите некоторые начальные значения:

for (int i = 1; i < 5; ++i) myset.insert(i \* 3); // набор: 3 6 9 12

for (int i = 0; i < 10; ++i) {

std::cout << i;

if (myset.count(i) != 0)

std::cout << " is an element of myset.\n";

else

std::cout << " is not an element of myset.\n";

}

return 0;

}

Результат работы программы:
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#### **set::find**

Пример использования метода find() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

std::set<int>::iterator it;

// установите некоторые начальные значения:

for (int i = 1; i <= 5; i++) myset.insert(i \* 10); // набор: 10 20 30 40 50

it = myset.find(20);

myset.erase(it);

myset.erase(myset.find(40));

std::cout << "myset contains:";

for (it = myset.begin(); it != myset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **set::equal\_range**

Пример использования метода equal\_range() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

for (int i = 1; i <= 5; i++) myset.insert(i \* 10); // myset: 10 20 30 40 50

std::pair<std::set<int>::const\_iterator, std::set<int>::const\_iterator> ret;

ret = myset.equal\_range(30);

std::cout << "the lower bound points to: " << \*ret.first << '\n';

std::cout << "the upper bound points to: " << \*ret.second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::lower\_bound**

Пример использования методов lower\_bound() и upper\_bound() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

std::set<int>::iterator itlow, itup;

for (int i = 1; i < 10; i++) myset.insert(i \* 10); // 10 20 30 40 50 60 70 80 90

itlow = myset.lower\_bound(30); // ^

itup = myset.upper\_bound(60); // ^

myset.erase(itlow, itup); // 10 20 70 80 90

std::cout << "myset contains:";

for (std::set<int>::iterator it = myset.begin(); it != myset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Обратите внимание, что lower\_bound(30) возвращает итератор равным 30, тогда как upper\_bound(60) возвращает итератор равным 70.

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::upper\_bound**

#### **set::get\_allocator**

Пример использования метода get\_allocator() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

int\* p;

unsigned int i;

// выделите массив из 5 элементов, используя распределитель myset:

p = myset.get\_allocator().allocate(5);

// присвоить массиву некоторые значения

for (i = 0; i < 5; i++) p[i] = (i + 1) \* 10;

std::cout << "The allocated array contains:";

for (i = 0; i < 5; i++) std::cout << ' ' << p[i];

std::cout << '\n';

myset.get\_allocator().deallocate(p, 5);

return 0;

}

В примере показан сложный способ выделения памяти для массива целых чисел с использованием того же распределителя, который используется контейнером.

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **set::key\_comp**

Пример использования метода key\_comp() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

int highest;

std::set<int>::key\_compare mycomp = myset.key\_comp();

for (int i = 0; i <= 5; i++) myset.insert(i);

std::cout << "myset contains:";

highest = \*myset.rbegin();

std::set<int>::iterator it = myset.begin();

do {

std::cout << ' ' << \*it;

} while (mycomp(\*(++it), highest));

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **set::value\_comp**

Пример использования метода value\_comp() в std::set:

#include <iostream>

#include <set>

int main() {

std::set<int> myset;

std::set<int>::value\_compare mycomp = myset.value\_comp();

for (int i = 0; i <= 5; i++) myset.insert(i);

std::cout << "myset contains:";

int highest = \*myset.rbegin();

std::set<int>::iterator it = myset.begin();

do {

std::cout << ' ' << \*it;

} while (mycomp(\*(++it), highest));

std::cout << '\n';

return 0;

}

Результат работы программы:
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### **Multiset**

template < class T, // multiset::key\_type/value\_type class Compare = less<T>, // multiet::key\_compare/value\_compare class Alloc = allocator<T> // multiset::allocator\_type > класс multiset;

Мультимножество (multiset) - это контейнер, который хранит элементы в определенном порядке, где несколько элементов могут иметь одинаковые значения.

В мультимножестве значение элемента также служит его идентификатором (значение является ключом типа T). Значение элементов в мультимножестве нельзя изменять (элементы всегда являются константами), но их можно вставлять или удалять из контейнера.

Внутренне элементы в мультимножестве всегда отсортированы в соответствии с определенным критерием строгого частичного порядка, указанным его внутренним объектом сравнения (типа Compare).

Контейнеры multiset обычно медленнее, чем контейнеры unordered\_multiset, при доступе к отдельным элементам по их ключу, но они позволяют прямую итерацию по подмножествам в порядке их следования.

Мультимножества обычно реализуются в виде бинарных деревьев поиска.

**Свойства контейнера**:

* Ассоциативность: элементы в ассоциативных контейнерах обращаются по ключу, а не по абсолютной позиции в контейнере.
* Упорядоченность: элементы в контейнере всегда следуют строгому порядку. Все вставленные элементы получают позицию в этом порядке.
* Множество: значение элемента также является ключом, используемым для его идентификации.
* Множество эквивалентных ключей: в контейнере могут быть несколько элементов с эквивалентными ключами.
* Совместимость с аллокатором: контейнер использует объект аллокатора для динамической работы с памятью.

**Параметры шаблона**:

* T: тип элементов. Каждый элемент в множественном наборе также идентифицируется этим значением (каждое значение является ключом элемента).

Также имеет псевдонимы в виде типов multiset::key\_type и multiset::value\_type.

* Compare: двухаргументный предикат, который принимает два аргумента того же типа, что и элементы, и возвращает значение типа bool. Выражение comp(a,b), где comp - объект этого типа, а a и b - ключевые значения, должно вернуть true, если считается, что a предшествует b в строгом частичном порядке, определенном функцией.

Объект множественного набора использует это выражение для определения порядка следования элементов в контейнере и для сравнения эквивалентности ключей элементов (сравнение выполняется рефлексивно: они эквивалентны, если !comp(a,b) && !comp(b,a)).

Это может быть указатель на функцию или объект функции (см. конструктор для примера). По умолчанию используется less<T>, которая возвращает то же самое, что и оператор "меньше" (a<b).

Также имеет псевдонимы в виде типов multiset::key\_compare и multiset::value\_compare.

* Alloc: тип объекта аллокатора, используемого для определения модели выделения памяти. По умолчанию используется шаблон класса аллокатора, который определяет самую простую модель выделения памяти и не зависит от значения.

Также имеет псевдоним в виде типа multiset::allocator\_type.

#### **multiset::begin**

Пример использования методов begin() и end() в std::multiset:

#include <iostream>

#include <set>

int main() {

int myints[] = { 42,71,71,71,12 };

std::multiset<int> mymultiset(myints, myints + 5);

std::multiset<int>::iterator it;

std::cout << "mymultiset contains:";

for (std::multiset<int>::iterator it = mymultiset.begin(); it != mymultiset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::end**

#### **multiset::rbegin**

Пример использования методов rbegin() и rend() в std::multiset:

#include <iostream>

#include <set>

int main() {

int myints[] = { 77,16,2,30,30 };

std::multiset<int> mymultiset(myints, myints + 5);

std::cout << "mymultiset contains:";

for (std::multiset<int>::reverse\_iterator rit = mymultiset.rbegin(); rit != mymultiset.rend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::rend**

#### **multiset::cbegin**

Пример использования методов cbegin() и cend() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset = { 10,20,30,20,10 };

std::cout << "mymultiset contains:";

for (auto it = mymultiset.cbegin(); it != mymultiset.cend(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::cend**

#### **multiset::crbegin**

Пример использования методов crbegin() и crend() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset = { 10,20,30,20,10 };

std::cout << "mymultiset backwards:";

for (auto rit = mymultiset.crbegin(); rit != mymultiset.crend(); ++rit)

std::cout << ' ' << \*rit;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::crend**

#### **multiset::size**

Пример использования метода size() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> myints;

std::cout << "0. size: " << myints.size() << '\n';

for (int i = 0; i < 10; i++) myints.insert(i);

std::cout << "1. size: " << myints.size() << '\n';

myints.insert(5);

std::cout << "2. size: " << myints.size() << '\n';

myints.erase(5);

std::cout << "3. size: " << myints.size() << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::max\_size**

Пример использования метода max\_size() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

if (mymultiset.max\_size() > 1000) {

for (int i = 0; i < 1000; i++) mymultiset.insert(i);

std::cout << "The multiset contains 1000 elements.\n";

}

else std::cout << "The multiset could not hold 1000 elements.\n";

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::empty**

Пример использования метода empty() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

mymultiset.insert(10);

mymultiset.insert(20);

mymultiset.insert(10);

std::cout << "mymultiset contains:";

while (!mymultiset.empty()) {

std::cout << ' ' << \*mymultiset.begin();

mymultiset.erase(mymultiset.begin());

}

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::emplace**

Пример использования метода emplace() в std::multiset:

#include <iostream>

#include <set>

#include <string>

int main() {

std::multiset<std::string> mymultiset;

mymultiset.emplace("foo");

mymultiset.emplace("bar");

mymultiset.emplace("foo");

std::cout << "mymultiset contains:";

for (const std::string& x : mymultiset)

std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::emplace\_hint**

Пример использования метода emplace\_hint() в std::multiset:

#include <iostream>

#include <set>

#include <string>

int main() {

std::multiset<std::string> mymultiset;

auto it = mymultiset.cbegin();

mymultiset.emplace\_hint(it, "apple");

it = mymultiset.emplace\_hint(mymultiset.cend(), "orange");

it = mymultiset.emplace\_hint(it, "melon");

mymultiset.emplace\_hint(it, "melon");

std::cout << "mymultiset contains:";

for (const std::string& x : mymultiset)

std::cout << ' ' << x;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::insert**

Пример использования метода insert() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

std::multiset<int>::iterator it;

// установите некоторые начальные значения:

for (int i = 1; i <= 5; i++) mymultiset.insert(i \* 10); // 10 20 30 40 50

it = mymultiset.insert(25);

it = mymultiset.insert(it, 27); // максимальная эффективность вставки

it = mymultiset.insert(it, 29); // максимальная эффективность вставки

it = mymultiset.insert(it, 24); // не максимальная эффективность вставки (24<29)

int myints[] = { 5,10,15 };

mymultiset.insert(myints, myints + 3);

std::cout << "mymultiset contains:";

for (it = mymultiset.begin(); it != mymultiset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::erase**

Пример использования метода erase() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

std::multiset<int>::iterator it;

// вставить некоторые значения:

mymultiset.insert(40); // 40

for (int i = 1; i < 7; i++) mymultiset.insert(i \* 10); // 10 20 30 40 40 50 60

it = mymultiset.begin();

it++; // ^

mymultiset.erase(it); // 10 30 40 40 50 60

mymultiset.erase(40); // 10 30 50 60

it = mymultiset.find(50);

mymultiset.erase(it, mymultiset.end()); // 10 30

std::cout << "mymultiset contains:";

for (it = mymultiset.begin(); it != mymultiset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::clear**

Пример использования метода clear() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

mymultiset.insert(11);

mymultiset.insert(42);

mymultiset.insert(11);

std::cout << "mymultiset contains:";

for (std::multiset<int>::iterator it = mymultiset.begin(); it != mymultiset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

mymultiset.clear();

mymultiset.insert(200);

mymultiset.insert(100);

std::cout << "mymultiset contains:";

for (std::multiset<int>::iterator it = mymultiset.begin(); it != mymultiset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::swap**

Пример использования метода swap() в std::multiset:

#include <iostream>

#include <set>

int main() {

int myints[] = { 19,72,4,36,20,20 };

std::multiset<int> first(myints, myints + 3); // 4,19,72

std::multiset<int> second(myints + 3, myints + 6); // 20,20,36

first.swap(second);

std::cout << "first contains:";

for (std::multiset<int>::iterator it = first.begin(); it != first.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

std::cout << "second contains:";

for (std::multiset<int>::iterator it = second.begin(); it != second.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::count**

Пример использования метода count() в std::multiset:

#include <iostream>

#include <set>

int main() {

int myints[] = { 10,73,12,22,73,73,12 };

std::multiset<int> mymultiset(myints, myints + 7);

std::cout << "73 appears " << mymultiset.count(73) << " times in mymultiset.\n";

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::find**

Пример использования метода find() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

std::multiset<int>::iterator it;

// установите некоторые начальные значения:

for (int i = 1; i <= 5; i++) mymultiset.insert(i \* 10); // 10 20 30 40 50

it = mymultiset.find(20);

mymultiset.erase(it);

mymultiset.erase(mymultiset.find(40));

std::cout << "mymultiset contains:";

for (it = mymultiset.begin(); it != mymultiset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::equal\_range**

Пример использования метода equal\_range() в std::multiset:

#include <iostream>

#include <set>

typedef std::multiset<int>::iterator It;

int main() {

int myints[] = { 77,30,16,2,30,30 };

std::multiset<int> mymultiset(myints, myints + 6); // 2 16 30 30 30 77

std::pair<It, It> ret = mymultiset.equal\_range(30); // ^ ^

mymultiset.erase(ret.first, ret.second);

std::cout << "mymultiset contains:";

for (It it = mymultiset.begin(); it != mymultiset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::lower\_bound**

Пример использования методов lower\_bound() и upper\_bound() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

std::multiset<int>::iterator itlow, itup;

for (int i = 1; i < 8; i++) mymultiset.insert(i \* 10); // 10 20 30 40 50 60 70

itlow = mymultiset.lower\_bound(30); // ^

itup = mymultiset.upper\_bound(40); // ^

mymultiset.erase(itlow, itup); // 10 20 50 60 70

std::cout << "mymultiset contains:";

for (std::multiset<int>::iterator it = mymultiset.begin(); it != mymultiset.end(); ++it)

std::cout << ' ' << \*it;

std::cout << '\n';

return 0;

}

Обратите внимание, что lower\_bound(30) возвращает итератор равным 30, тогда как upper\_bound(40) возвращает итератор равным 50.

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multiset::upper\_bound**

#### **multiset::get\_allocator**

Пример использования метода get\_allocator() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

int\* p;

unsigned int i;

// выделите массив из 5 элементов, используя распределитель multiset:

p = mymultiset.get\_allocator().allocate(5);

// присвоить массиву некоторые значения

for (i = 0; i < 5; i++) p[i] = (i + 1) \* 10;

std::cout << "The allocated array contains:";

for (i = 0; i < 5; i++) std::cout << ' ' << p[i];

std::cout << '\n';

mymultiset.get\_allocator().deallocate(p, 5);

return 0;

}

В примере показан сложный способ выделения памяти для массива целых чисел с использованием того же распределителя, который используется контейнером.

Результат работы программы:
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#### **multiset::key\_comp**

Пример использования метода key\_comp() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

for (int i = 0; i < 5; i++) mymultiset.insert(i);

std::multiset<int>::key\_compare mycomp = mymultiset.key\_comp();

std::cout << "mymultiset contains:";

int highest = \*mymultiset.rbegin();

std::multiset<int>::iterator it = mymultiset.begin();

do {

std::cout << ' ' << \*it;

} while (mycomp(\*it++, highest));

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **multiset::value\_comp**

Пример использования метода value\_comp() в std::multiset:

#include <iostream>

#include <set>

int main() {

std::multiset<int> mymultiset;

std::multiset<int>::value\_compare mycomp = mymultiset.value\_comp();

for (int i = 0; i < 7; i++) mymultiset.insert(i);

std::cout << "mymultiset contains:";

int highest = \*mymultiset.rbegin();

std::multiset<int>::iterator it = mymultiset.begin();

do {

std::cout << ' ' << \*it;

} while (mycomp(\*it++, highest));

std::cout << '\n';

return 0;

}

Результат работы программы:
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## **Map**

### **Map**

template < class Key, // map::key\_type

class T, // map::mapped\_type

class Compare = less<Key>, // map::key\_compare

class Alloc = allocator<pair<const Key,T>> //map::allocator\_type > класс map;

Класс map представляет собой ассоциативный контейнер, который хранит элементы в виде комбинации ключа и значения, с определенным порядком следования.

В map ключи используются для сортировки и уникальной идентификации элементов, а значения хранят содержимое, связанное с этим ключом. Типы ключей и значений могут отличаться и объединены в тип "value\_type", который представляет собой пару значений:
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Внутри map элементы всегда отсортированы по ключу в соответствии с заданным порядком, определенным объектом сравнения (тип "Compare").

Контейнеры типа map обычно медленнее доступа к отдельным элементам по ключу по сравнению с контейнерами unordered\_map, но позволяют прямую итерацию по подмножеству элементов в порядке их следования.

Значения в map можно получить по соответствующему ключу с помощью оператора квадратных скобок ((operator[]).

map обычно реализуется в виде двоичного дерева поиска.

**Свойства контейнера**:

* Ассоциативный: элементы в ассоциативных контейнерах ссылается по ключу, а не по абсолютной позиции в контейнере.
* Упорядоченный: элементы в контейнере всегда следуют строгому порядку. Все вставленные элементы имеют свою позицию в этом порядке.
* Map: каждый элемент ассоциирует ключ с значением. Ключи служат для идентификации элементов, а значения представляют собой основное содержимое элементов.
* Уникальные ключи: в контейнере не может быть двух элементов с эквивалентными ключами.
* Аллокатор: контейнер использует аллокатор для управления памятью.

**Параметры шаблона**:

* Key: тип ключей. Каждый элемент в map уникально идентифицируется своим ключом.
* T: тип значения. Каждый элемент в map хранит некоторые данные в качестве значения.
* Compare: бинарный предикат, который принимает два ключа в качестве аргументов и возвращает bool. Этот предикат определяет порядок следования элементов и сравнивает ключи на эквивалентность.
* Alloc: тип аллокатора, используемого для управления выделением памяти.

#### **map::begin**

Пример использования методов begin() и end() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['b'] = 100;

mymap['a'] = 200;

mymap['c'] = 300;

// показать содержимое:

for (std::map<char, int>::iterator it = mymap.begin(); it != mymap.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::end**

#### **map::rbegin**

Пример использования методов rbegin() и rend() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['x'] = 100;

mymap['y'] = 200;

mymap['z'] = 300;

// показать содержимое:

std::map<char, int>::reverse\_iterator rit;

for (rit = mymap.rbegin(); rit != mymap.rend(); ++rit)

std::cout << rit->first << " => " << rit->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::rend**

#### **map::cbegin**

Пример использования методов cbegin() и cend() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['b'] = 100;

mymap['a'] = 200;

mymap['c'] = 300;

// вывод:

std::cout << "mymap contains:";

for (auto it = mymap.cbegin(); it != mymap.cend(); ++it)

std::cout << " [" << (\*it).first << ':' << (\*it).second << ']';

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::cend**

#### **map::crbegin**

Пример использования методов crbegin() и crend() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['b'] = 100;

mymap['a'] = 200;

mymap['c'] = 300;

std::cout << "mymap backwards:";

for (auto rit = mymap.crbegin(); rit != mymap.crend(); ++rit)

std::cout << " [" << rit->first << ':' << rit->second << ']';

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::crend**

#### **map::size**

Пример использования метода size() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['a'] = 101;

mymap['b'] = 202;

mymap['c'] = 302;

std::cout << "mymap.size() is " << mymap.size() << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::max\_size**

Пример использования метода max\_size() в std::map:

#include <iostream>

#include <map>

int main() {

int i;

std::map<int, int> mymap;

if (mymap.max\_size() > 1000) {

for (i = 0; i < 1000; i++) mymap[i] = 0;

std::cout << "The map contains 1000 elements.\n";

}

else std::cout << "The map could not hold 1000 elements.\n";

return 0;

}

Здесь элемент max\_size используется для предварительной проверки того, позволит ли карта вставить 1000 элементов.

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::empty**

Пример использования метода empty() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['a'] = 10;

mymap['b'] = 20;

mymap['c'] = 30;

while (!mymap.empty()) {

std::cout << mymap.begin()->first << " => " << mymap.begin()->second << '\n';

mymap.erase(mymap.begin());

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::at**

Пример использования метода at() в std::map:

#include <iostream>

#include <string>

#include <map>

int main() {

std::map<std::string, int> mymap = {

{ "alpha", 0 },

{ "beta", 0 },

{ "gamma", 0 } };

mymap.at("alpha") = 10;

mymap.at("beta") = 20;

mymap.at("gamma") = 30;

for (auto& x : mymap) {

std::cout << x.first << ": " << x.second << '\n';

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::operator[]**

Пример использования метода operarot[] в std::map:

#include <iostream>

#include <map>

#include <string>

int main() {

std::map<char, std::string> mymap;

mymap['a'] = "an element";

mymap['b'] = "another element";

mymap['c'] = mymap['b'];

std::cout << "mymap['a'] is " << mymap['a'] << '\n';

std::cout << "mymap['b'] is " << mymap['b'] << '\n';

std::cout << "mymap['c'] is " << mymap['c'] << '\n';

std::cout << "mymap['d'] is " << mymap['d'] << '\n';

std::cout << "mymap now contains " << mymap.size() << " elements.\n";

return 0;

}

Обратите внимание, как последний доступ (к элементу 'd') вставляет новый элемент в карту с этим ключом и инициализирует его значением по умолчанию (пустой строкой), даже если доступ к нему осуществляется только для извлечения его значения. Функция-член map::find не производит такого эффекта.

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::emplace**

Пример использования метода emplace() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap.emplace('x', 100);

mymap.emplace('y', 200);

mymap.emplace('z', 100);

std::cout << "mymap contains:";

for (auto& x : mymap)

std::cout << " [" << x.first << ':' << x.second << ']';

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **map::emplace\_hint**

Пример использования метода emplace\_hint() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

auto it = mymap.end();

it = mymap.emplace\_hint(it, 'b', 10);

mymap.emplace\_hint(it, 'a', 12);

mymap.emplace\_hint(mymap.end(), 'c', 14);

std::cout << "mymap contains:";

for (auto& x : mymap)

std::cout << " [" << x.first << ':' << x.second << ']';

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **map::insert**

Пример использования метода insert() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

// первая версия функции вставки (один параметр):

mymap.insert(std::pair<char, int>('a', 100));

mymap.insert(std::pair<char, int>('z', 200));

std::pair<std::map<char, int>::iterator, bool> ret;

ret = mymap.insert(std::pair<char, int>('z', 500));

if (ret.second == false) {

std::cout << "element 'z' already existed";

std::cout << " with a value of " << ret.first->second << '\n';

}

// вторая версия функции вставки (с положением подсказки):

std::map<char, int>::iterator it = mymap.begin();

mymap.insert(it, std::pair<char, int>('b', 300)); // максимальная эффективность вставки

mymap.insert(it, std::pair<char, int>('c', 400)); // не максимальная эффективность вставки

// третья версия функции вставки (вставка диапазона):

std::map<char, int> anothermap;

anothermap.insert(mymap.begin(), mymap.find('c'));

// отображение содержимого:

std::cout << "mymap contains:\n";

for (it = mymap.begin(); it != mymap.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

std::cout << "anothermap contains:\n";

for (it = anothermap.begin(); it != anothermap.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::erase**

Пример использования метода erase() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

std::map<char, int>::iterator it;

// вставить некоторые значения:

mymap['a'] = 10;

mymap['b'] = 20;

mymap['c'] = 30;

mymap['d'] = 40;

mymap['e'] = 50;

mymap['f'] = 60;

it = mymap.find('b');

mymap.erase(it); // стирание с помощью итератора

mymap.erase('c'); // стирание с помощью клавиши

it = mymap.find('e');

mymap.erase(it, mymap.end()); // стирание по диапазону

// показать содержимое:

for (it = mymap.begin(); it != mymap.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::clear**

Пример использования метода clear() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['x'] = 100;

mymap['y'] = 200;

mymap['z'] = 300;

std::cout << "mymap contains:\n";

for (std::map<char, int>::iterator it = mymap.begin(); it != mymap.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

mymap.clear();

mymap['a'] = 1101;

mymap['b'] = 2202;

std::cout << "mymap contains:\n";

for (std::map<char, int>::iterator it = mymap.begin(); it != mymap.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

return 0;

}

Результат работы программы:
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#### **map::swap**

Пример использования метода swap() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> foo, bar;

foo['x'] = 100;

foo['y'] = 200;

bar['a'] = 11;

bar['b'] = 22;

bar['c'] = 33;

foo.swap(bar);

std::cout << "foo contains:\n";

for (std::map<char, int>::iterator it = foo.begin(); it != foo.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

std::cout << "bar contains:\n";

for (std::map<char, int>::iterator it = bar.begin(); it != bar.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

return 0;

}

Результат работы программы:
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#### **map::count**

Пример использования метода count() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

char c;

mymap['a'] = 101;

mymap['c'] = 202;

mymap['f'] = 303;

for (c = 'a'; c < 'h'; c++) {

std::cout << c;

if (mymap.count(c) > 0)

std::cout << " is an element of mymap.\n";

else

std::cout << " is not an element of mymap.\n";

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::find**

Пример использования метода find() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

std::map<char, int>::iterator it;

mymap['a'] = 50;

mymap['b'] = 100;

mymap['c'] = 150;

mymap['d'] = 200;

it = mymap.find('b');

if (it != mymap.end())

mymap.erase(it);

// вывод:

std::cout << "elements in mymap:" << '\n';

std::cout << "a => " << mymap.find('a')->second << '\n';

std::cout << "c => " << mymap.find('c')->second << '\n';

std::cout << "d => " << mymap.find('d')->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::equal\_range**

Пример использования метода equal\_range() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['a'] = 10;

mymap['b'] = 20;

mymap['c'] = 30;

std::pair<std::map<char, int>::iterator, std::map<char, int>::iterator> ret;

ret = mymap.equal\_range('b');

std::cout << "lower bound points to: ";

std::cout << ret.first->first << " => " << ret.first->second << '\n';

std::cout << "upper bound points to: ";

std::cout << ret.second->first << " => " << ret.second->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::lower\_bound**

Пример использования методов lower\_bound() и upper\_bound() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

std::map<char, int>::iterator itlow, itup;

mymap['a'] = 20;

mymap['b'] = 40;

mymap['c'] = 60;

mymap['d'] = 80;

mymap['e'] = 100;

itlow = mymap.lower\_bound('b'); // itlow указывает на b

itup = mymap.upper\_bound('d'); // itup указывает на е (не d!)

mymap.erase(itlow, itup); // erases [itlow,itup)

// вывод:

for (std::map<char, int>::iterator it = mymap.begin(); it != mymap.end(); ++it)

std::cout << it->first << " => " << it->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::upper\_bound**

#### **map::get\_allocator**

Пример использования метода get\_allocator() в std::map:

#include <iostream>

#include <map>

int main() {

int psize;

std::map<char, int> mymap;

std::pair<const char, int>\* p;

// выделите массив из 5 элементов, используя распределитель mymap:

p = mymap.get\_allocator().allocate(5);

// присвоить массиву некоторые значения

psize = sizeof(std::map<char, int>::value\_type) \* 5;

std::cout << "The allocated array has a size of " << psize << " bytes.\n";

mymap.get\_allocator().deallocate(p, 5);

return 0;

}

В примере показан сложный способ выделения памяти для массива пар с использованием того же распределителя, который используется контейнером.

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::key\_comp**

Пример использования метода key\_comp() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

std::map<char, int>::key\_compare mycomp = mymap.key\_comp();

mymap['a'] = 100;

mymap['b'] = 200;

mymap['c'] = 300;

std::cout << "mymap contains:\n";

char highest = mymap.rbegin()->first; // ключевое значение последнего элемента

std::map<char, int>::iterator it = mymap.begin();

do {

std::cout << it->first << " => " << it->second << '\n';

} while (mycomp((\*it++).first, highest));

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **map::value\_comp**

Пример использования метода value\_comp() в std::map:

#include <iostream>

#include <map>

int main() {

std::map<char, int> mymap;

mymap['x'] = 1001;

mymap['y'] = 2002;

mymap['z'] = 3003;

std::cout << "mymap contains:\n";

std::pair<char, int> highest = \*mymap.rbegin(); // последний элемент

std::map<char, int>::iterator it = mymap.begin();

do {

std::cout << it->first << " => " << it->second << '\n';

} while (mymap.value\_comp()(\*it++, highest));

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

### **Multimap**

template < class Key, // multimap::key\_type

class T, // multimap::mapped\_type

class Compare = less<Key>, // multimap::key\_compare

class Alloc = allocator<pair<const Key,T>> // multimap::allocator\_type > класс multimap;

Мультисловарь (multimap) - это ассоциативный контейнер, который хранит элементы, состоящие из комбинации ключевого значения и значения отображения, следуя определенному порядку, где у нескольких элементов могут быть эквивалентные ключи.

В мультисловаре ключевые значения обычно используются для сортировки и уникальной идентификации элементов, в то время как значения отображения хранят связанное с этим ключом содержимое. Типы ключа и значения отображения могут отличаться и объединены в типе значения value\_type, который является парой, объединяющей оба значения:
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Внутренне элементы в мультисловаре всегда отсортированы по ключу, следуя определенному критерию строгого частичного порядка, указанному внутренним объектом сравнения (типа Compare).

Контейнеры мультисловарей обычно медленнее, чем контейнеры unordered\_multimap, при доступе к отдельным элементам по их ключу, но они позволяют прямую итерацию по подмножествам в порядке их следования.

Мультисловари обычно реализуются в виде бинарных деревьев поиска.

**Свойства контейнера**:

* Ассоциативный: элементы в ассоциативных контейнерах ссылается по ключу, а не по абсолютной позиции в контейнере.
* Упорядоченный: элементы в контейнере всегда следуют строгому порядку. Все вставленные элементы имеют свою позицию в этом порядке.
* Map: каждый элемент cвязывает ключ с значением. Ключи служат для идентификации элементов, а значения представляют собой основное содержимое элементов.
* Множественные эквивалентные ключи: в контейнере могут существовать несколько элементов с одинаковыми ключами.
* Аллокатор: контейнер использует аллокатор для управления памятью.

**Параметры шаблона**:

* Key: тип ключей элементов. Каждый элемент в мультисловаре идентифицируется своим ключевым значением.
* T: тип значений элементов. Каждый элемент в мультисловаре хранит некоторые данные в качестве значения.
* Compare: бинарный предикат, который принимает два ключа элементов в качестве аргументов и возвращает значение типа bool. Выражение comp(a, b), где comp - объект этого типа, а a и b - ключи элементов, должно возвращать true, если a считается предшествующим b в соответствующем строгом порядке сравнения. По умолчанию используется std::less<Key>, что соответствует применению оператора < для сравнения ключей.
* Alloc: тип объекта аллокатора, используемого для определения модели выделения памяти. По умолчанию используется класс-шаблон аллокатор std::allocator, который определяет наиболее простую модель выделения памяти и не зависит от типа значений элементов.

#### **multimap::begin**

Пример использования методов begin() и end() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

mymultimap.insert(std::pair<char, int>('a', 10));

mymultimap.insert(std::pair<char, int>('b', 20));

mymultimap.insert(std::pair<char, int>('b', 150));

// показать содержимое:

for (std::multimap<char, int>::iterator it = mymultimap.begin(); it != mymultimap.end(); ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

return 0;

}

Результат работы программы:
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#### **multimap::end**

#### **multimap::rbegin**

Пример использования методов rbegin() и rend() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

mymultimap.insert(std::make\_pair('x', 10));

mymultimap.insert(std::make\_pair('y', 20));

mymultimap.insert(std::make\_pair('y', 150));

mymultimap.insert(std::make\_pair('z', 9));

// показать содержимое:

std::multimap<char, int>::reverse\_iterator rit;

for (rit = mymultimap.rbegin(); rit != mymultimap.rend(); ++rit)

std::cout << rit->first << " => " << rit->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::rend**

#### **multimap::cbegin**

Пример использования методов cbegin() и cend() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap = { {'x',100}, {'y',200}, {'x',300} };

// вывод:

std::cout << "mymultimap contains:";

for (auto it = mymultimap.cbegin(); it != mymultimap.cend(); ++it)

std::cout << " [" << it->first << ':' << it->second << ']';

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::cend**

#### **multimap::crbegin**

Пример использования методов crbegin() и crend() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap = { {'x',100}, {'y',200}, {'x',300} };

// вывод:

std::cout << "mymultimap backwards:";

for (auto rit = mymultimap.crbegin(); rit != mymultimap.crend(); ++rit)

std::cout << " [" << rit->first << ':' << rit->second << ']';

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::crend**

#### **multimap::size**

Пример использования метода size() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

mymultimap.insert(std::make\_pair('x', 100));

mymultimap.insert(std::make\_pair('y', 200));

mymultimap.insert(std::make\_pair('y', 350));

mymultimap.insert(std::make\_pair('z', 500));

std::cout << "mymultimap.size() is " << mymultimap.size() << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::max\_size**

Пример использования метода max\_size() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<int, int> mymultimap;

if (mymultimap.max\_size() >= 1000u) {

for (int i = 0; i < 1000; i++)

mymultimap.insert(std::make\_pair(i, 0));

std::cout << "The multimap contains 1000 elements.\n";

}

else std::cout << "The multimap could not hold 1000 elements.\n";

return 0;

}

Здесь элемент max\_size используется для предварительной проверки того, позволит ли multimap вставить 1000 элементов.

Результат работы программы:
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#### **multimap::empty**

Пример использования метода empty() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

mymultimap.insert(std::pair<char, int>('b', 101));

mymultimap.insert(std::pair<char, int>('b', 202));

mymultimap.insert(std::pair<char, int>('q', 505));

while (!mymultimap.empty()) {

std::cout << mymultimap.begin()->first << " => ";

std::cout << mymultimap.begin()->second << '\n';

mymultimap.erase(mymultimap.begin());

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::emplace**

Пример использования метода emplace() в std::multimap:

#include <iostream>

#include <string>

#include <map>

int main() {

std::multimap<std::string, float> mymultimap;

mymultimap.emplace("apple", 1.50);

mymultimap.emplace("coffee", 2.10);

mymultimap.emplace("apple", 1.40);

std::cout << "mymultimap contains:";

for (auto& x : mymultimap)

std::cout << " [" << x.first << ':' << x.second << ']';

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::emplace\_hint**

Пример использования метода emplace\_hint() в std::multimap:

#include <iostream>

#include <string>

#include <map>

int main() {

std::multimap<std::string, int> mymultimap;

auto it = mymultimap.end();

it = mymultimap.emplace\_hint(it, "foo", 10);

mymultimap.emplace\_hint(it, "bar", 20);

mymultimap.emplace\_hint(mymultimap.end(), "foo", 30);

std::cout << "mymultimap contains:";

for (auto& x : mymultimap)

std::cout << " [" << x.first << ':' << x.second << ']';

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **multimap::insert**

Пример использования метода insert() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

std::multimap<char, int>::iterator it;

// первая версия функции вставки (один параметр):

mymultimap.insert(std::pair<char, int>('a', 100));

mymultimap.insert(std::pair<char, int>('z', 150));

it = mymultimap.insert(std::pair<char, int>('b', 75));

// вторая версия функции вставки (с положением подсказки):

mymultimap.insert(it, std::pair<char, int>('c', 300)); // максимальная эффективность вставки

mymultimap.insert(it, std::pair<char, int>('z', 400)); // не максимальная эффективность вставки

// третья версия функции вставки (вставка диапазона):

std::multimap<char, int> anothermultimap;

anothermultimap.insert(mymultimap.begin(), mymultimap.find('c'));

// отображение содержимого:

std::cout << "mymultimap contains:\n";

for (it = mymultimap.begin(); it != mymultimap.end(); ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

std::cout << "anothermultimap contains:\n";

for (it = anothermultimap.begin(); it != anothermultimap.end(); ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

return 0;

}

Результат работы программы:
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#### **multimap::erase**

Пример использования метода erase() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

// вставить некоторые значения:

mymultimap.insert(std::pair<char, int>('a', 10));

mymultimap.insert(std::pair<char, int>('b', 20));

mymultimap.insert(std::pair<char, int>('b', 30));

mymultimap.insert(std::pair<char, int>('c', 40));

mymultimap.insert(std::pair<char, int>('d', 50));

mymultimap.insert(std::pair<char, int>('d', 60));

mymultimap.insert(std::pair<char, int>('e', 70));

mymultimap.insert(std::pair<char, int>('f', 80));

std::multimap<char, int>::iterator it = mymultimap.find('b');

mymultimap.erase(it); // стирание с помощью итератора (1 элемент)

mymultimap.erase('d'); // стирание по клавише (2 элемента)

it = mymultimap.find('e');

mymultimap.erase(it, mymultimap.end()); // стирание по диапазону

// показать содержимое:

for (it = mymultimap.begin(); it != mymultimap.end(); ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

return 0;

}

Результат работы программы:
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#### **multimap::clear**

Пример использования метода clear() в std::multimap:

# #include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

std::multimap<char, int>::iterator it;

mymultimap.insert(std::pair<char, int>('b', 80));

mymultimap.insert(std::pair<char, int>('b', 120));

mymultimap.insert(std::pair<char, int>('q', 360));

std::cout << "mymultimap contains:\n";

for (it = mymultimap.begin(); it != mymultimap.end(); ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

mymultimap.clear();

mymultimap.insert(std::pair<char, int>('a', 11));

mymultimap.insert(std::pair<char, int>('x', 22));

std::cout << "mymultimap contains:\n";

for (it = mymultimap.begin(); it != mymultimap.end(); ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::swap**

Пример использования метода swap() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> foo, bar;

foo.insert(std::make\_pair('x', 100));

foo.insert(std::make\_pair('y', 200));

bar.insert(std::make\_pair('a', 11));

bar.insert(std::make\_pair('b', 22));

bar.insert(std::make\_pair('a', 55));

foo.swap(bar);

std::cout << "foo contains:\n";

for (std::multimap<char, int>::iterator it = foo.begin(); it != foo.end(); ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

std::cout << "bar contains:\n";

for (std::multimap<char, int>::iterator it = bar.begin(); it != bar.end(); ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

return 0;

}

Результат работы программы:
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#### **multimap::count**

Пример использования метода count() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymm;

mymm.insert(std::make\_pair('x', 50));

mymm.insert(std::make\_pair('y', 100));

mymm.insert(std::make\_pair('y', 150));

mymm.insert(std::make\_pair('y', 200));

mymm.insert(std::make\_pair('z', 250));

mymm.insert(std::make\_pair('z', 300));

for (char c = 'x'; c <= 'z'; c++) {

std::cout << "There are " << mymm.count(c) << " elements with key " << c << ":";

std::multimap<char, int>::iterator it;

for (it = mymm.equal\_range(c).first; it != mymm.equal\_range(c).second; ++it)

std::cout << ' ' << (\*it).second;

std::cout << '\n';

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::find**

Пример использования метода find() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymm;

mymm.insert(std::make\_pair('x', 10));

mymm.insert(std::make\_pair('y', 20));

mymm.insert(std::make\_pair('z', 30));

mymm.insert(std::make\_pair('z', 40));

std::multimap<char, int>::iterator it = mymm.find('x');

mymm.erase(it);

mymm.erase(mymm.find('z'));

// вывод:

std::cout << "elements in mymm:" << '\n';

std::cout << "y => " << mymm.find('y')->second << '\n';

std::cout << "z => " << mymm.find('z')->second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::equal\_range**

Пример использования метода equal\_range() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymm;

mymm.insert(std::pair<char, int>('a', 10));

mymm.insert(std::pair<char, int>('b', 20));

mymm.insert(std::pair<char, int>('b', 30));

mymm.insert(std::pair<char, int>('b', 40));

mymm.insert(std::pair<char, int>('c', 50));

mymm.insert(std::pair<char, int>('c', 60));

mymm.insert(std::pair<char, int>('d', 60));

std::cout << "mymm contains:\n";

for (char ch = 'a'; ch <= 'd'; ch++) {

std::pair <std::multimap<char, int>::iterator, std::multimap<char, int>::iterator> ret;

ret = mymm.equal\_range(ch);

std::cout << ch << " =>";

for (std::multimap<char, int>::iterator it = ret.first; it != ret.second; ++it)

std::cout << ' ' << it->second;

std::cout << '\n';

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::lower\_bound**

Пример использования методов lower\_bound() и upper\_bound() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

std::multimap<char, int>::iterator it, itlow, itup;

mymultimap.insert(std::make\_pair('a', 10));

mymultimap.insert(std::make\_pair('b', 121));

mymultimap.insert(std::make\_pair('c', 1001));

mymultimap.insert(std::make\_pair('c', 2002));

mymultimap.insert(std::make\_pair('d', 11011));

mymultimap.insert(std::make\_pair('e', 44));

itlow = mymultimap.lower\_bound('b'); // itlow указывает на b

itup = mymultimap.upper\_bound('d'); // itup указывает на e (не d)

// диапазон печати [itlow,itup):

for (it = itlow; it != itup; ++it)

std::cout << (\*it).first << " => " << (\*it).second << '\n';

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::upper\_bound**

#### **multimap::get\_allocator**

Пример использования метода get\_allocator() в std::multimap:

#include <iostream>

#include <map>

int main() {

int psize;

std::multimap<char, int> mymm;

std::pair<const char, int>\* p;

// выделите массив из 5 элементов с помощью распределителя mymm:

p = mymm.get\_allocator().allocate(5);

// присвоить массиву некоторые значения

psize = sizeof(std::multimap<char, int>::value\_type) \* 5;

std::cout << "The allocated array has a size of " << psize << " bytes.\n";

mymm.get\_allocator().deallocate(p, 5);

return 0;

}

В примере показан сложный способ выделения памяти для массива пар с использованием того же распределителя, который используется контейнером.

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры)

#### **multimap::key\_comp**

Пример использования метода key\_comp() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

std::multimap<char, int>::key\_compare mycomp = mymultimap.key\_comp();

mymultimap.insert(std::make\_pair('a', 100));

mymultimap.insert(std::make\_pair('b', 200));

mymultimap.insert(std::make\_pair('b', 211));

mymultimap.insert(std::make\_pair('c', 300));

std::cout << "mymultimap contains:\n";

char highest = mymultimap.rbegin()->first; // ключевое значение последнего элемента

std::multimap<char, int>::iterator it = mymultimap.begin();

do {

std::cout << (\*it).first << " => " << (\*it).second << '\n';

} while (mycomp((\*it++).first, highest));

std::cout << '\n';

return 0;

}

Результат работы программы:
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#### **multimap::value\_comp**

Пример использования метода value\_comp() в std::multimap:

#include <iostream>

#include <map>

int main() {

std::multimap<char, int> mymultimap;

mymultimap.insert(std::make\_pair('x', 101));

mymultimap.insert(std::make\_pair('y', 202));

mymultimap.insert(std::make\_pair('y', 252));

mymultimap.insert(std::make\_pair('z', 303));

std::cout << "mymultimap contains:\n";

std::pair<char, int> highest = \*mymultimap.rbegin(); // последний элемент

std::multimap<char, int>::iterator it = mymultimap.begin();

do {

std::cout << (\*it).first << " => " << (\*it).second << '\n';

} while (mymultimap.value\_comp()(\*it++, highest));

return 0;

}

Результат работы программы:
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# **Неупорядоченные ассоциативные контейнеры**



## **Unordered\_set**

### **Unordered\_set**

template < class Key, // unordered\_set::key\_type/value\_type class Hash = hash<Key>, // unordered\_set::hasher class Pred = equal\_to<Key>, // unordered\_set::key\_equal class Alloc = allocator<Key> // unordered\_set::allocator\_type > класс unordered\_set;

Неупорядоченное множество (unordered\_set) - это контейнер, который хранит уникальные элементы в произвольном порядке и позволяет быстро находить отдельные элементы по их значению.

В неупорядоченном множестве значение элемента одновременно является его ключом, который идентифицирует его уникально. Ключи неизменяемы, поэтому элементы в неупорядоченном множестве не могут быть изменены после добавления в контейнер, хотя их можно вставлять и удалять.

Внутренне неупорядоченное множество не сортирует элементы в определенном порядке, а организует их в корзины в зависимости от их хеш-значений, чтобы обеспечить быстрый доступ к отдельным элементам напрямую по их значениям (с постоянной средней временной сложностью).

Контейнеры типа unordered\_set обеспечивают более быстрый доступ к отдельным элементам по их ключу, чем контейнеры типа set, хотя они обычно менее эффективны для итерации по диапазону подмножества элементов.

Итераторы в контейнере являются как минимум прямыми итераторами (forward iterators).

**Свойства контейнера**:

* Ассоциативный: элементы в ассоциативных контейнерах определяются и ссылками на их ключи, а не абсолютным положением в контейнере.
* Неупорядоченный: неупорядоченные контейнеры организуют свои элементы с использованием хеш-таблиц, которые позволяют быстро получать доступ к элементам по их ключу.
* Множество: значение элемента также является ключом, используемым для его идентификации.
* Уникальные ключи: в контейнере нет двух элементов с эквивалентными ключами.
* С учетом выделения памяти: контейнер использует объект аллокатора для динамической обработки своих потребностей в памяти.

**Параметры шаблона**:

* Key: тип элементов. Каждый элемент в неупорядоченном множестве также уникально идентифицируется этим значением. Обозначается как ключевой тип (key\_type) и тип значения (value\_type) в неупорядоченном множестве.
* Hash: тип объекта функции, которая принимает объект того же типа, что и элементы, в качестве аргумента и возвращает уникальное значение типа size\_t на основе этого объекта. Это может быть класс, реализующий оператор вызова функции, или указатель на функцию (см. конструктор для примера). По умолчанию используется хеш-функция hash<Key>, которая возвращает значение хеша с вероятностью коллизий, стремящейся к 1,0/std::numeric\_limits<size\_t>::max().

Объект неупорядоченного множества использует возвращаемые этой функцией хеш-значения для внутренней организации своих элементов, ускоряя процесс нахождения отдельных элементов.

Обозначается как хеш-функция (hasher) в неупорядоченном множестве.

* Pred: двоичный предикат, который принимает два аргумента того же типа, что и элементы, и возвращает значение bool. Выражение pred(a,b), где pred - объект этого типа, а a и b - ключевые значения, должно возвращать true, если a должно считаться эквивалентным b. Это может быть класс, реализующий оператор вызова функции, или указатель на функцию (см. конструктор для примера). По умолчанию используется предикат equal\_to<Key>, который возвращает то же значение, что и применение оператора равенства (a == b).

Объект неупорядоченного множества использует это выражение для определения эквивалентности двух ключей элементов. В неупорядоченном множестве нет двух элементов, у которых ключи дают истинное значение при использовании этого предиката.

Обозначается как предикат эквивалентности ключей (key\_equal) в неупорядоченном множестве.

* Alloc: тип объекта аллокатора, используемого для определения модели выделения памяти. По умолчанию используется шаблон класса аллокатора, который определяет простейшую модель выделения памяти и не зависит от значения.

Обозначается как тип аллокатора (allocator\_type) в неупорядоченном множестве.

#### **unordered\_set::begin**

Пример использования методов begin() и end() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset =

{ "Mercury","Venus","Earth","Mars","Jupiter","Saturn","Uranus","Neptune" };

std::cout << "myset contains:";

for (auto it = myset.begin(); it != myset.end(); ++it)

std::cout << " " << \*it;

std::cout << std::endl;

std::cout << "myset's buckets contain:\n";

for (unsigned i = 0; i < myset.bucket\_count(); ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto local\_it = myset.begin(i); local\_it != myset.end(i); ++local\_it)

std::cout << " " << \*local\_it;

std::cout << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::end**

#### **unordered\_set::cbegin**

Пример использования методов cbegin() и cend() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset =

{ "Mercury","Venus","Earth","Mars","Jupiter","Saturn","Uranus","Neptune" };

std::cout << "myset contains:";

for (auto it = myset.cbegin(); it != myset.cend(); ++it)

std::cout << " " << \*it; // не удается изменить \*it

std::cout << std::endl;

std::cout << "myset's buckets contain:\n";

for (unsigned i = 0; i < myset.bucket\_count(); ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto local\_it = myset.cbegin(i); local\_it != myset.cend(i); ++local\_it)

std::cout << " " << \*local\_it;

std::cout << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::cend**

#### **unordered\_set::size**

Пример использования метода size() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset;

std::cout << "0. size: " << myset.size() << std::endl;

myset = { "milk","potatoes","eggs" };

std::cout << "1. size: " << myset.size() << std::endl;

myset.insert("pineapple");

std::cout << "2. size: " << myset.size() << std::endl;

myset.erase("milk");

std::cout << "3. size: " << myset.size() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::max\_size**

Пример использования метода max\_size() в std::unordered\_set:

#include <iostream>

#include <unordered\_set>

int main() {

std::unordered\_set<int> myset;

std::cout << "max\_size = " << myset.max\_size() << std::endl;

std::cout << "max\_bucket\_count = " << myset.max\_bucket\_count() << std::endl;

std::cout << "max\_load\_factor = " << myset.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::empty**

Пример использования метода empty() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> first;

std::unordered\_set<std::string> second = { "alpha","beta","gamma" };

std::cout << "first " << (first.empty() ? "is empty" : "is not empty") << std::endl;

std::cout << "second " << (second.empty() ? "is empty" : "is not empty") << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::reserve**

Пример использования метода reserve() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset;

myset.reserve(5);

myset.insert("office");

myset.insert("house");

myset.insert("gym");

myset.insert("parking");

myset.insert("highway");

std::cout << "myset contains:";

for (const std::string& x : myset) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Вызвав reserve с размером, который мы ожидали для контейнера unordered\_set, мы избежали многократных повторений, которые могли бы возникнуть при увеличении размера контейнера, и оптимизировали размер хэш-таблицы.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::emplace**

Пример использования метода emplace() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset;

myset.emplace("potatoes");

myset.emplace("milk");

myset.emplace("flour");

std::cout << "myset contains:";

for (const std::string& x : myset) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::emplace\_hint**

#### **unordered\_set::insert**

Пример использования метода insert() в std::unordered\_set:

#include <iostream>

#include <string>

#include <array>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset = { "yellow","green","blue" };

std::array<std::string, 2> myarray = { "black","white" };

std::string mystring = "red";

myset.insert(mystring); // вставка копии

myset.insert(mystring + "dish"); // переместить вставку

myset.insert(myarray.begin(), myarray.end()); // ввод диапазона

myset.insert({ "purple","orange" }); // вставка списка инициализаторов

std::cout << "myset contains:";

for (const std::string& x : myset) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::erase**

Пример использования метода erase() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset =

{ "USA","Canada","France","UK","Japan","Germany","Italy" };

myset.erase(myset.begin()); // стирание с помощью итератора

myset.erase("France"); // стирание с помощью клавиши

myset.erase(myset.find("Japan"), myset.end()); // стирание по диапазону

std::cout << "myset contains:";

for (const std::string& x : myset) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::clear**

Пример использования метода clear() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset =

{ "chair", "table", "lamp", "sofa" };

std::cout << "myset contains:";

for (const std::string& x : myset) std::cout << " " << x;

std::cout << std::endl;

myset.clear();

myset.insert("bed");

myset.insert("wardrobe");

myset.insert("nightstand");

std::cout << "myset contains:";

for (const std::string& x : myset) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::swap**

Пример использования метода swap() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string>

first = { "iron","copper","oil" },

second = { "wood","corn","milk" };

first.swap(second);

std::cout << "first:";

for (const std::string& x : first) std::cout << " " << x;

std::cout << std::endl;

std::cout << "second:";

for (const std::string& x : second) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::count**

Пример использования метода count() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset = { "hat", "umbrella", "suit" };

for (auto& x : { "hat","sunglasses","suit","t-shirt" }) {

if (myset.count(x) > 0)

std::cout << "myset has " << x << std::endl;

else

std::cout << "myset has no " << x << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::find**

Пример использования метода find() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset = { "red","green","blue" };

std::string input;

std::cout << "color? ";

getline(std::cin, input);

std::unordered\_set<std::string>::const\_iterator got = myset.find(input);

if (got == myset.end())

std::cout << "not found in myset";

else

std::cout << \*got << " is in myset";

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::equal\_range**

#### **unordered\_set::get\_allocator**

#### **unordered\_set::key\_eq**

Пример использования метода key\_eq() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset;

bool case\_insensitive = myset.key\_eq()("checking", "CHECKING");

std::cout << "myset.key\_eq() is ";

std::cout << (case\_insensitive ? "case insensitive" : "case sensitive");

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::hash\_function**

Пример использования метода hash\_function() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

typedef std::unordered\_set<std::string> stringset;

int main() {

stringset myset;

stringset::hasher fn = myset.hash\_function();

std::cout << "that: " << fn("that") << std::endl;

std::cout << "than: " << fn("than") << std::endl;

return 0;

}

Обратите внимание, что две похожие строки дают совершенно разные хэш-значения.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::bucket**

Пример использования метода bucket() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset = { "water","sand","ice","foam" };

for (const std::string& x : myset) {

std::cout << x << " is in bucket #" << myset.bucket(x) << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::bucket\_count**

Пример использования метода bucket\_count() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset =

{ "Mercury","Venus","Earth","Mars","Jupiter","Saturn","Uranus","Neptune" };

unsigned n = myset.bucket\_count();

std::cout << "myset has " << n << " buckets.\n";

for (unsigned i = 0; i < n; ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto it = myset.begin(i); it != myset.end(i); ++it)

std::cout << " " << \*it;

std::cout << "\n";

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::bucket\_size**

Пример использования метода bucket\_size() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset =

{ "red", "green", "blue", "yellow", "purple", "pink" };

unsigned nbuckets = myset.bucket\_count();

std::cout << "myset has " << nbuckets << " buckets:\n";

for (unsigned i = 0; i < nbuckets; ++i) {

std::cout << "bucket #" << i << " has " << myset.bucket\_size(i) << " elements.\n";

}

return 0;

}

Результат работы программы:
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#### **unordered\_set::max\_bucket\_count**

Пример использования метода max\_bucket\_count() в std::unordered\_set:

#include <iostream>

#include <unordered\_set>

int main() {

std::unordered\_set<int> myset;

std::cout << "max\_size = " << myset.max\_size() << std::endl;

std::cout << "max\_bucket\_count = " << myset.max\_bucket\_count() << std::endl;

std::cout << "max\_load\_factor = " << myset.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::rehash**

Пример использования метода rehash() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset;

myset.rehash(12);

myset.insert("office");

myset.insert("house");

myset.insert("gym");

myset.insert("parking");

myset.insert("highway");

std::cout << "current bucket\_count: " << myset.bucket\_count() << std::endl;

return 0;

}

Вызывая rehash для резервирования определенного минимального количества сегментов в хэш-таблице, мы избегаем многократных повторных хэшей, которые могут возникнуть при расширении контейнера.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::load\_factor**

Пример использования метода load\_factor() в std::unordered\_set:

#include <iostream>

#include <unordered\_set>

int main() {

std::unordered\_set<int> myset;

std::cout << "size = " << myset.size() << std::endl;

std::cout << "bucket\_count = " << myset.bucket\_count() << std::endl;

std::cout << "load\_factor = " << myset.load\_factor() << std::endl;

std::cout << "max\_load\_factor = " << myset.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_set::max\_load\_factor**

Пример использования метода max\_load\_factor() в std::unordered\_set:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_set<std::string> myset =

{ "New York", "Paris", "London", "Hong Kong", "Bangalore", "Tel Aviv" };

std::cout << "current max\_load\_factor: " << myset.max\_load\_factor() << std::endl;

std::cout << "current size: " << myset.size() << std::endl;

std::cout << "current bucket\_count: " << myset.bucket\_count() << std::endl;

std::cout << "current load\_factor: " << myset.load\_factor() << std::endl;

float z = myset.max\_load\_factor();

myset.max\_load\_factor(z / 2.0);

std::cout << "[max\_load\_factor halved]" << std::endl;

std::cout << "new max\_load\_factor: " << myset.max\_load\_factor() << std::endl;

std::cout << "new size: " << myset.size() << std::endl;

std::cout << "new bucket\_count: " << myset.bucket\_count() << std::endl;

std::cout << "new load\_factor: " << myset.load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

### **Unordered\_multiset**

template < class Key, //unordered\_multiset::key\_type/value\_type class Hash = hash<Key>, // unordered\_multiset::hasher class Pred = equal\_to<Key>, // unordered\_multiset::key\_equal class Alloc = allocator<Key> // unordered\_multiset::allocator\_type > класс unordered\_multiset;

Неупорядоченное мультимножество представляет собой контейнер, в котором элементы хранятся без определенного порядка, позволяя быстро находить отдельные элементы по их значению, подобно контейнерам unordered\_set, но при этом допускается наличие элементов с эквивалентными значениями.

В неупорядоченном мультимножестве значение элемента одновременно является его ключом, используемым для его идентификации. Ключи являются неизменяемыми, поэтому элементы в неупорядоченном мультимножестве не могут быть изменены после помещения в контейнер, но их можно вставлять и удалять.

Внутренне элементы в неупорядоченном мультимножестве не сортируются в определенном порядке, а организуются в корзины в зависимости от их хеш-значений, что позволяет быстро получать доступ к отдельным элементам напрямую по их значениям (с постоянной сложностью времени в среднем).

Элементы с эквивалентными значениями группируются в одну и ту же корзину, таким образом, итератор перебирать все эти элементы.

Итераторы в контейнере являются как минимум прямыми итераторами.

Обратите внимание, что этот контейнер не определен в своем собственном заголовочном файле, а использует заголовочный файл <unordered\_set> вместе с контейнером unordered\_set.

**Свойства контейнера**:

* Ассоциативный: элементы в ассоциативных контейнерах доступны по ключу, а не по их абсолютной позиции в контейнере.
* Неупорядоченный: неупорядоченные контейнеры организуют свои элементы с использованием хеш-таблиц, что позволяет быстро получать доступ к элементам по их ключу.
* Мультимножество: значение элемента также является ключом, используемым для его идентификации.
* Множественные эквивалентные ключи: контейнер может содержать несколько элементов с эквивалентными ключами.
* С поддержкой аллокатора: контейнер использует объект аллокатора для динамического управления своими потребностями в памяти.

**Параметры шаблона**:

* Key: тип элементов. Каждый элемент в неупорядоченном мультимножестве также идентифицируется этим значением.

Типы ключа и значения неупорядоченного мультимножества обозначаются как unordered\_multiset::key\_type и unordered\_multiset::value\_type.

* Hash: унарный функциональный объект, принимающий объект того же типа, что и элементы, в качестве аргумента и возвращающий уникальное значение типа size\_t на основе него. Это может быть либо класс, реализующий оператор вызова функции, либо указатель на функцию (см. конструктор для примера). По умолчанию используется hash<Key>, который возвращает хеш-значение с вероятностью коллизий, стремящейся к 1.0/std::numeric\_limits<size\_t>::max().

Объект unordered\_multiset использует возвращаемые этой функцией хеш-значения для внутренней организации своих элементов, ускоряя процесс нахождения отдельных элементов.

Типы hasher и unordered\_multiset::hasher являются синонимами.

* Pred: бинарный предикат, принимающий два аргумента того же типа, что и элементы, и возвращающий значение типа bool. Выражение pred(a, b), где pred - объект этого типа, а a и b - значения ключей, должно возвращать true, если a считается эквивалентным b. Это может быть либо класс, реализующий оператор вызова функции, либо указатель на функцию (см. конструктор для примера). По умолчанию используется equal\_to<Key>, который возвращает то же значение, что и оператор равенства (a == b).

Объект unordered\_multiset использует это выражение для определения эквивалентности двух ключей элементов. Этот контейнер поддерживает несколько элементов с эквивалентными ключами.

Типы Pred и unordered\_multiset::key\_equal являются синонимами.

* Alloc: тип объекта аллокатора, используемого для определения модели выделения памяти. По умолчанию используется шаблон класса аллокатора, который определяет самую простую модель выделения памяти, независимую от значения.

Тип Alloc и unordered\_multiset::allocator\_type являются синонимами.

#### **unordered\_multiset::begin**

Пример использования методов begin() и end() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "father","mother","son","daughter","son","son" };

std::cout << "myums contains:";

for (auto it = myums.begin(); it != myums.end(); ++it)

std::cout << " " << \*it;

std::cout << std::endl;

std::cout << "myums's buckets contain:\n";

for (unsigned i = 0; i < myums.bucket\_count(); ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto local\_it = myums.begin(i); local\_it != myums.end(i); ++local\_it)

std::cout << " " << \*local\_it;

std::cout << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::end**

#### **unordered\_multiset::cbegin**

Пример использования методов cbegin() и cend() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "father","mother","son","daughter","son","son" };

std::cout << "myums contains:";

for (auto it = myums.begin(); it != myums.end(); ++it)

std::cout << " " << \*it; // не удается изменить \*it

std::cout << std::endl;

std::cout << "myums's buckets contain:\n";

for (unsigned i = 0; i < myums.bucket\_count(); ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto local\_it = myums.begin(i); local\_it != myums.end(i); ++local\_it)

std::cout << " " << \*local\_it;

std::cout << std::endl;

}

return 0;

}

Результат работы программы:
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#### **unordered\_multiset::cend**

#### **unordered\_multiset::size**

Пример использования метода size() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myset;

std::cout << "0. size: " << myset.size() << std::endl;

myset = { "house","parking","office" };

std::cout << "1. size: " << myset.size() << std::endl;

myset.insert("house");

std::cout << "2. size: " << myset.size() << std::endl;

myset.erase("house");

std::cout << "3. size: " << myset.size() << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multiset::max\_size**

Пример использования метода max\_size() в std::unordered\_multiset:

#include <iostream>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> myset;

std::cout << "max\_size = " << myset.max\_size() << std::endl;

std::cout << "max\_bucket\_count = " << myset.max\_bucket\_count() << std::endl;

std::cout << "max\_load\_factor = " << myset.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::empty**

Пример использования метода empty() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> first;

std::unordered\_multiset<std::string> second = { "mom","dad","son","daughter","son" };

std::cout << "first " << (first.empty() ? "is empty" : "is not empty") << std::endl;

std::cout << "second " << (second.empty() ? "is empty" : "is not empty") << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::reserve**

Пример использования метода reserve() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums;

myums.reserve(5);

myums.insert("klingon");

myums.insert("human");

myums.insert("vulcan");

myums.insert("klingon");

myums.insert("klingon");

std::cout << "myums contains:";

for (const std::string& x : myums) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Вызвав reserve с размером, который мы ожидали для контейнера unordered\_multiset, мы избежали многократных повторений, которые могли бы возникнуть при увеличении размера контейнера, и оптимизировали размер хэш-таблицы.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::emplace**

Пример использования метода emplace() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums;

myums.emplace("milk");

myums.emplace("tea");

myums.emplace("coffee");

myums.emplace("milk");

std::cout << "myums contains:";

for (const std::string& x : myums) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::emplace\_hint**

#### **unordered\_multiset::insert**

Пример использования метода insert() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <array>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums = { "red","green","blue" };

std::array<std::string, 2> myarray = { "red","yellow" };

std::string mystring = "red";

myums.insert(mystring); // вставка копии

myums.insert(mystring + "dish"); // переместить вставку

myums.insert(myarray.begin(), myarray.end()); // ввод диапазона

myums.insert({ "purple","orange" }); // вставка списка инициализаторов

std::cout << "myums contains:";

for (const std::string& x : myums) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::erase**

Пример использования метода erase() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "fish","duck","cow","cow","pig","hen","sheep" };

myums.erase(myums.begin()); // стирание с помощью итератора

myums.erase("sheep"); // стирание с помощью клавиши

myums.erase(myums.find("fish"), myums.end()); // стирание по диапазону

std::cout << "myums contains:";

for (const std::string& x : myums) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::clear**

Пример использования метода clear() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "chair","table","lamp","sofa","chair" };

std::cout << "myums contains:";

for (const std::string& x : myums) std::cout << " " << x;

std::cout << std::endl;

myums.clear();

myums.insert("bed");

myums.insert("bed");

myums.insert("wardrobe");

myums.insert("nightstand");

std::cout << "myums contains:";

for (const std::string& x : myums) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::swap**

Пример использования метода swap() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string>

first = { "cow","chicken","pig","pig" },

second = { "wolf","rabbit","rabbit" };

first.swap(second);

std::cout << "first:";

for (const std::string& x : first) std::cout << " " << x;

std::cout << std::endl;

std::cout << "second:";

for (const std::string& x : second) std::cout << " " << x;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multiset::count**

Пример использования метода count() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "cow","pig","chicken","pig","pig","cow" };

for (auto& x : { "cow","sheep","pig" }) {

std::cout << x << ": " << myums.count(x) << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::find**

Пример использования метода find() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "cow","cow","pig","sheep","pig" };

std::unordered\_multiset<std::string>::iterator it = myums.find("pig");

if (it != myums.end())

std::cout << \*it << " found" << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::equal\_range**

Пример использования метода equal\_range() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "cow","pig","pig","chicken","pig","chicken" };

auto myrange = myums.equal\_range("pig");

std::cout << "These pigs were found:";

while (myrange.first != myrange.second) {

std::cout << " " << \*myrange.first++;

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::get\_allocator**

#### **unordered\_multiset::key\_eq**

Пример использования метода key\_eq() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums;

bool case\_insensitive = myums.key\_eq()("case", "CASE");

std::cout << "myums.key\_eq() is ";

std::cout << (case\_insensitive ? "case insensitive" : "case sensitive");

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::hash\_function**

Пример использования метода hash\_function() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

typedef std::unordered\_multiset<std::string> stringset;

int main() {

stringset myums;

stringset::hasher fn = myums.hash\_function();

std::cout << "that: " << fn("that") << std::endl;

std::cout << "than: " << fn("than") << std::endl;

return 0;

}

Обратите внимание, что две похожие строки дают совершенно разные хэш-значения.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::bucket**

Пример использования метода bucket() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "water","sand","ice","water" };

for (const std::string& x : myums) {

std::cout << x << " is in bucket #" << myums.bucket(x) << std::endl;

}

return 0;

}

Результат работы программы:
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#### **unordered\_multiset::bucket\_count**

Пример использования метода bucket\_count() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "Klingon","Vulcan","Klingon","Cardassian","Vulcan","Human" };

unsigned n = myums.bucket\_count();

std::cout << "myums has " << n << " buckets.\n";

for (unsigned i = 0; i < n; ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto it = myums.begin(i); it != myums.end(i); ++it)

std::cout << " " << \*it;

std::cout << "\n";

}

return 0;

}

Результат работы программы:
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#### **unordered\_multiset::bucket\_size**

Пример использования метода bucket\_size() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "human","klingon","klingon","vulcan","romulan","cardassian" };

unsigned nbuckets = myums.bucket\_count();

std::cout << "myums has " << nbuckets << " buckets:\n";

for (unsigned i = 0; i < nbuckets; ++i) {

std::cout << "bucket #" << i << " has " << myums.bucket\_size(i) << " elements.\n";

}

return 0;

}

Результат работы программы:
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#### **unordered\_multiset::max\_bucket\_count**

Пример использования метода max\_bucket\_count() в std::unordered\_multiset:

#include <iostream>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> myums;

std::cout << "max\_size = " << myums.max\_size() << std::endl;

std::cout << "max\_bucket\_count = " << myums.max\_bucket\_count() << std::endl;

std::cout << "max\_load\_factor = " << myums.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::rehash**

Пример использования метода rehash() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums;

myums.rehash(12);

myums.insert("red");

myums.insert("red");

myums.insert("blue");

myums.insert("green");

myums.insert("yellow");

std::cout << "current bucket\_count: " << myums.bucket\_count() << std::endl;

return 0;

}

Вызывая rehash для резервирования определенного минимального количества сегментов в хэш-таблице, мы избегаем многократных повторных хэшей, которые могут возникнуть при расширении контейнера.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multiset::load\_factor**

Пример использования метода load\_factor() в std::unordered\_multiset:

#include <iostream>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> myums;

std::cout << "size = " << myums.size() << std::endl;

std::cout << "bucket\_count = " << myums.bucket\_count() << std::endl;

std::cout << "load\_factor = " << myums.load\_factor() << std::endl;

std::cout << "max\_load\_factor = " << myums.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multiset::max\_load\_factor**

Пример использования метода max\_load\_factor() в std::unordered\_multiset:

#include <iostream>

#include <string>

#include <unordered\_set>

int main() {

std::unordered\_multiset<std::string> myums =

{ "human","klingon","vulcan","vulcan","andorian","vulcan" };

std::cout << "current max\_load\_factor: " << myums.max\_load\_factor() << std::endl;

std::cout << "current size: " << myums.size() << std::endl;

std::cout << "current bucket\_count: " << myums.bucket\_count() << std::endl;

std::cout << "current load\_factor: " << myums.load\_factor() << std::endl;

float z = myums.max\_load\_factor();

myums.max\_load\_factor(z / 2.0);

std::cout << "[max\_load\_factor halved]" << std::endl;

std::cout << "new max\_load\_factor: " << myums.max\_load\_factor() << std::endl;

std::cout << "new size: " << myums.size() << std::endl;

std::cout << "new bucket\_count: " << myums.bucket\_count() << std::endl;

std::cout << "new load\_factor: " << myums.load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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## **Unordered\_map**

### **Unordered\_map**

template < class Key, //unordered\_map::key\_type class T, // unordered\_map::mapped\_type class Hash = hash<Key>, // unordered\_map::hasher class Pred = equal\_to<Key>, // unordered\_map::key\_equal class Alloc = allocator< pair<const Key,T> > // unordered\_map::allocator\_type > класс unordered\_map;

Unordered\_map - это ассоциативный контейнер, который хранит элементы, состоящие из комбинации ключевого значения и значения отображения, и позволяет быстро извлекать отдельные элементы по их ключам.

В unordered\_map ключевое значение обычно используется для уникальной идентификации элемента, в то время как значения отображения представляют объект с связанным содержимым для этого ключа. Типы ключа и значения могут отличаться.

Внутренне элементы в unordered\_map не сортируются по ключу или значению, но они организованы в корзины (buckets) в зависимости от их хэш-значений для обеспечения быстрого доступа к отдельным элементам по их ключам (с постоянной средней сложностью по времени).

Контейнеры unordered\_map обеспечивают более быстрый доступ к отдельным элементам по ключу, чем контейнеры map, хотя они, как правило, менее эффективны для итерации по диапазону подмножества элементов.

Unordered map реализует оператор прямого доступа (operator[]), который позволяет получить прямой доступ к значению отображения, используя ключ в качестве аргумента.

Итераторы в контейнере являются как минимум прямыми итераторами.

**Свойства контейнера**:

* Ассоциативный: элементы в ассоциативных контейнерах доступны по ключу, а не по абсолютной позиции в контейнере.
* Неупорядоченный: неупорядоченные контейнеры организуют свои элементы с использованием хэш-таблиц, что позволяет быстро получать доступ к элементам по ключу.
* Map: каждый элемент связывает ключ с значением. Ключи используются для идентификации элементов, главное содержимое которых - это значение.
* Уникальные ключи: в контейнере не может быть двух элементов с эквивалентными ключами.
* Совместимость с аллокаторами: контейнер использует объект аллокатора для управления выделением памяти.

**Параметры шаблона**:

* Key: тип ключей. Каждый элемент в unordered\_map уникально идентифицируется значением ключа.
* T: тип значений. Каждый элемент в unordered\_map используется для хранения данных в качестве значения.
* Hash: тип объекта-хэш-функции, который принимает объект типа ключа в качестве аргумента и возвращает уникальное значение типа size\_t на основе него. По умолчанию используется hash<Key>, который возвращает хэш-значение с вероятностью коллизии, стремящейся к 1.0/std::numeric\_limits<size\_t>::max().
* Pred: тип бинарного предиката, который принимает два аргумента типа ключа и возвращает bool. По умолчанию используется equal\_to<Key>, который возвращает результат применения оператора равенства (a == b). unordered\_map использует этот предикат для определения эквивалентности ключей элементов.
* Alloc: тип объекта аллокатора, используемого для управления выделением памяти. По умолчанию используется класс-шаблон allocator< pair<const Key, T> >, который определяет наиболее простую модель выделения памяти и не зависит от типа значения.

#### **unordered\_map::begin**

Пример использования методов begin() и end() в std::unordered\_map:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap;

mymap = { {"Australia","Canberra"},{"U.S.","Washington"},{"France","Paris"} };

std::cout << "mymap contains:";

for (auto it = mymap.begin(); it != mymap.end(); ++it)

std::cout << " " << it->first << ":" << it->second;

std::cout << std::endl;

std::cout << "mymap's buckets contain:\n";

for (unsigned i = 0; i < mymap.bucket\_count(); ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto local\_it = mymap.begin(i); local\_it != mymap.end(i); ++local\_it)

std::cout << " " << local\_it->first << ":" << local\_it->second;

std::cout << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::end**

#### **unordered\_map::cbegin**

Пример использования методов cbegin() и cend() в std::unordered\_map:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap;

mymap = { {"Australia","Canberra"},{"U.S.","Washington"},{"France","Paris"} };

std::cout << "mymap contains:";

for (auto it = mymap.cbegin(); it != mymap.cend(); ++it)

std::cout << " " << it->first << ":" << it->second; // не удается изменить \*it

std::cout << std::endl;

std::cout << "mymap's buckets contain:\n";

for (unsigned i = 0; i < mymap.bucket\_count(); ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto local\_it = mymap.cbegin(i); local\_it != mymap.cend(i); ++local\_it)

std::cout << " " << local\_it->first << ":" << local\_it->second;

std::cout << std::endl;

}

return 0;

}

Результат работы программы:
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#### **unordered\_map::cend**

#### **unordered\_map::size**

Пример использования метода size() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, double> mymap = {

{"milk",2.30},

{"potatoes",1.90},

{"eggs",0.40}

};

std::cout << "mymap.size() is " << mymap.size() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::max\_size**

Пример использования метода max\_size() в std::unordered\_map:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_map<int, int> mymap;

std::cout << "max\_size = " << mymap.max\_size() << std::endl;

std::cout << "max\_bucket\_count = " << mymap.max\_bucket\_count() << std::endl;

std::cout << "max\_load\_factor = " << mymap.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::empty**

Пример использования метода empty() в std::unordered\_map:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_map<int, int> first;

std::unordered\_map<int, int> second = { {1,10},{2,20},{3,30} };

std::cout << "first " << (first.empty() ? "is empty" : "is not empty") << std::endl;

std::cout << "second " << (second.empty() ? "is empty" : "is not empty") << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::reserve**

Пример использования метода reserve() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap;

mymap.reserve(6);

mymap["house"] = "maison";

mymap["apple"] = "pomme";

mymap["tree"] = "arbre";

mymap["book"] = "livre";

mymap["door"] = "porte";

mymap["grapefruit"] = "pamplemousse";

for (auto& x : mymap) {

std::cout << x.first << ": " << x.second << std::endl;

}

return 0;

}

Вызвав reserve с размером, который мы ожидали для контейнера unordered\_map, мы избежали многократных повторений, которые могли бы возникнуть при увеличении размера контейнера, и оптимизировали размер хэш-таблицы.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::at**

Пример использования метода at() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, int> mymap = {

{ "Mars", 3000},

{ "Saturn", 60000},

{ "Jupiter", 70000 } };

mymap.at("Mars") = 3396;

mymap.at("Saturn") += 272;

mymap.at("Jupiter") = mymap.at("Saturn") + 9638;

for (auto& x : mymap) {

std::cout << x.first << ": " << x.second << std::endl;

}

return 0;

}

Результат работы программы:
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#### **unordered\_map::operator[]**

Пример использования метода operator[] в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap;

mymap["Bakery"] = "Barbara"; // вставлен новый элемент

mymap["Seafood"] = "Lisa"; // вставлен новый элемент

mymap["Produce"] = "John"; // вставлен новый элемент

std::string name = mymap["Bakery"]; // доступ к существующему элементу (чтение)

mymap["Seafood"] = name; // доступ к существующему элементу (запись)

mymap["Bakery"] = mymap["Produce"]; // доступ к существующим элементам (чтение/запись)

name = mymap["Deli"]; // несуществующий элемент: вставлен новый элемент "Deli"!

mymap["Produce"] = mymap["Gifts"]; // вставлен новый элемент "Gifts", написано "Produce"

for (auto& x : mymap) {

std::cout << x.first << ": " << x.second << std::endl;

}

return 0;

}

Результат работы программы:
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#### **unordered\_map::emplace**

Пример использования метода emplace() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap;

mymap.emplace("NCC-1701", "J.T. Kirk");

mymap.emplace("NCC-1701-D", "J.L. Picard");

mymap.emplace("NCC-74656", "K. Janeway");

std::cout << "mymap contains:" << std::endl;

for (auto& x : mymap)

std::cout << x.first << ": " << x.second << std::endl;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_map::emplace\_hint**

#### **unordered\_map::insert**

Пример использования метода insert() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, double>

myrecipe,

mypantry = { {"milk",2.0},{"flour",1.5} };

std::pair<std::string, double> myshopping("baking powder", 0.3);

myrecipe.insert(myshopping); // вставка копии

myrecipe.insert(std::make\_pair<std::string, double>("eggs", 6.0)); // переместить вставку

myrecipe.insert(mypantry.begin(), mypantry.end()); // ввод диапазона

myrecipe.insert({ {"sugar",0.8},{"salt",0.1} }); // вставка списка инициализаторов

std::cout << "myrecipe contains:" << std::endl;

for (auto& x : myrecipe)

std::cout << x.first << ": " << x.second << std::endl;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_map::erase**

Пример использования метода erase() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap;

// заполняющий контейнер:

mymap["U.S."] = "Washington";

mymap["U.K."] = "London";

mymap["France"] = "Paris";

mymap["Russia"] = "Moscow";

mymap["China"] = "Beijing";

mymap["Germany"] = "Berlin";

mymap["Japan"] = "Tokyo";

// стереть примеры:

mymap.erase(mymap.begin()); // стирание с помощью итератора

mymap.erase("France"); // стирание с помощью клавиши

mymap.erase(mymap.find("China"), mymap.end()); // стирание по диапазону

// показать содержимое:

for (auto& x : mymap)

std::cout << x.first << ": " << x.second << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_map::clear**

Пример использования метода clear() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap =

{ {"house","maison"}, {"car","voiture"}, {"grapefruit","pamplemousse"} };

std::cout << "mymap contains:";

for (auto& x : mymap) std::cout << " " << x.first << "=" << x.second;

std::cout << std::endl;

mymap.clear();

mymap["hello"] = "bonjour";

mymap["sun"] = "soleil";

std::cout << "mymap contains:";

for (auto& x : mymap) std::cout << " " << x.first << "=" << x.second;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_map::swap**

Пример использования метода swap() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string>

first = { {"Star Wars","G. Lucas"},{"Alien","R. Scott"},{"Terminator","J. Cameron"} },

second = { {"Inception","C. Nolan"},{"Donnie Darko","R. Kelly"} };

first.swap(second);

std::cout << "first: ";

for (auto& x : first) std::cout << x.first << " (" << x.second << "), ";

std::cout << std::endl;

std::cout << "second: ";

for (auto& x : second) std::cout << x.first << " (" << x.second << "), ";

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_map::count**

Пример использования метода count() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, double> mymap = {

{"Burger",2.99},

{"Fries",1.99},

{"Soda",1.50} };

for (auto& x : { "Burger","Pizza","Salad","Soda" }) {

if (mymap.count(x) > 0)

std::cout << "mymap has " << x << std::endl;

else

std::cout << "mymap has no " << x << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::find**

Пример использования метода find() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, double> mymap = {

{"mom",5.4},

{"dad",6.1},

{"bro",5.9} };

std::string input;

std::cout << "who? ";

getline(std::cin, input);

std::unordered\_map<std::string, double>::const\_iterator got = mymap.find(input);

if (got == mymap.end())

std::cout << "not found";

else

std::cout << got->first << " is " << got->second;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_map::equal\_range**

#### **unordered\_map::get\_allocator**

#### **unordered\_map::key\_eq**

Пример использования метода key\_eq() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap;

bool case\_insensitive = mymap.key\_eq()("test", "TEST");

std::cout << "mymap.key\_eq() is ";

std::cout << (case\_insensitive ? "case insensitive" : "case sensitive");

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_map::hash\_function**

Пример использования метода hash\_function() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

typedef std::unordered\_map<std::string, std::string> stringmap;

int main() {

stringmap mymap;

stringmap::hasher fn = mymap.hash\_function();

std::cout << "this: " << fn("this") << std::endl;

std::cout << "thin: " << fn("thin") << std::endl;

return 0;

}

Обратите внимание, что две похожие строки дают совершенно разные хэш-значения.

Результат работы программы:
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#### **unordered\_map::bucket**

Пример использования метода bucket() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap = {

{"us","United States"},

{"uk","United Kingdom"},

{"fr","France"},

{"de","Germany"}

};

for (auto& x : mymap) {

std::cout << "Element [" << x.first << ":" << x.second << "]";

std::cout << " is in bucket #" << mymap.bucket(x.first) << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::bucket\_count**

Пример использования метода bucket\_count() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap = {

{"house","maison"},

{"apple","pomme"},

{"tree","arbre"},

{"book","livre"},

{"door","porte"},

{"grapefruit","pamplemousse"}

};

unsigned n = mymap.bucket\_count();

std::cout << "mymap has " << n << " buckets.\n";

for (unsigned i = 0; i < n; ++i) {

std::cout << "bucket #" << i << " contains: ";

for (auto it = mymap.begin(i); it != mymap.end(i); ++it)

std::cout << "[" << it->first << ":" << it->second << "] ";

std::cout << "\n";

}

return 0;

}

Результат работы программы:
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#### **unordered\_map::bucket\_size**

Пример использования метода bucket\_size() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap = {

{"us","United States"},

{"uk","United Kingdom"},

{"fr","France"},

{"de","Germany"}

};

unsigned nbuckets = mymap.bucket\_count();

std::cout << "mymap has " << nbuckets << " buckets:\n";

for (unsigned i = 0; i < nbuckets; ++i) {

std::cout << "bucket #" << i << " has " << mymap.bucket\_size(i) << " elements.\n";

}

return 0;

}

Результат работы программы:
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#### **unordered\_map::max\_bucket\_count**

Пример использования метода max\_bucket\_count() в std::unordered\_map:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_map<int, int> mymap;

std::cout << "max\_size = " << mymap.max\_size() << std::endl;

std::cout << "max\_bucket\_count = " << mymap.max\_bucket\_count() << std::endl;

std::cout << "max\_load\_factor = " << mymap.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::rehash**

Пример использования метода rehash() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap;

mymap.rehash(20);

mymap["house"] = "maison";

mymap["apple"] = "pomme";

mymap["tree"] = "arbre";

mymap["book"] = "livre";

mymap["door"] = "porte";

mymap["grapefruit"] = "pamplemousse";

std::cout << "current bucket\_count: " << mymap.bucket\_count() << std::endl;

return 0;

}

Вызывая rehash для резервирования определенного минимального количества сегментов в хэш-таблице, мы избегаем многократных повторных хэшей, которые могут возникнуть при расширении контейнера.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::load\_factor**

Пример использования метода load\_factor() в std::unordered\_map:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_map<int, int> mymap;

std::cout << "size = " << mymap.size() << std::endl;

std::cout << "bucket\_count = " << mymap.bucket\_count() << std::endl;

std::cout << "load\_factor = " << mymap.load\_factor() << std::endl;

std::cout << "max\_load\_factor = " << mymap.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_map::max\_load\_factor**

Пример использования метода max\_load\_factor() в std::unordered\_map:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_map<std::string, std::string> mymap = {

{"Au","gold"},

{"Ag","Silver"},

{"Cu","Copper"},

{"Pt","Platinum"}

};

std::cout << "current max\_load\_factor: " << mymap.max\_load\_factor() << std::endl;

std::cout << "current size: " << mymap.size() << std::endl;

std::cout << "current bucket\_count: " << mymap.bucket\_count() << std::endl;

std::cout << "current load\_factor: " << mymap.load\_factor() << std::endl;

float z = mymap.max\_load\_factor();

mymap.max\_load\_factor(z / 2.0);

std::cout << "[max\_load\_factor halved]" << std::endl;

std::cout << "new max\_load\_factor: " << mymap.max\_load\_factor() << std::endl;

std::cout << "new size: " << mymap.size() << std::endl;

std::cout << "new bucket\_count: " << mymap.bucket\_count() << std::endl;

std::cout << "new load\_factor: " << mymap.load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

### **Unordered\_multimap**

template < class Key, //unordered\_multimap::key\_type class T, // unordered\_multimap::mapped\_type class Hash = hash<Key>, // unordered\_multimap::hasher class Pred = equal\_to<Key>, // unordered\_multimap::key\_equal class Alloc = allocator< pair<const Key,T> //unordered\_multimap::allocator\_type> класс unordered\_multimap;

unordered\_multimap (неупорядоченный мультисловарь) - это ассоциативный контейнер, который хранит элементы, состоящие из комбинации ключа и значения, подобно контейнеру unordered\_map, но с возможностью иметь несколько элементов с одинаковыми ключами.

В unordered\_multimap ключ обычно используется для уникальной идентификации элемента, в то время как значение представляет собой объект, связанный с этим ключом. Типы ключа и значения могут отличаться.

Внутренне элементы в unordered\_multimap не сортируются по ключу или значению, а организуются в корзины (buckets) в зависимости от их хеш-значений, что позволяет быстро получать доступ к отдельным элементам по их ключам (в среднем за постоянное время).

Элементы с эквивалентными ключами группируются в одной корзине, и итератор (см. equal\_range) может перебирать все такие элементы.

Итераторы в контейнере являются как минимум прямыми итераторами.

Обратите внимание, что этот контейнер не определен в своем собственном заголовочном файле, а использует заголовочный файл <unordered\_map> вместе с контейнером unordered\_map.

**Свойства** **контейнера**:

* Ассоциативный: элементы в ассоциативных контейнерах идентифицируются по ключу, а не по абсолютной позиции в контейнере.
* Неупорядоченный: неупорядоченные контейнеры организуют свои элементы с использованием хеш-таблицы, что позволяет быстро получать доступ к элементам по ключу.
* Словарь: каждый элемент ассоциирует ключ с значением. Ключи предназначены для идентификации элементов, основное содержимое которых составляет значение.
* Возможность иметь несколько эквивалентных ключей: контейнер может содержать несколько элементов с эквивалентными ключами.
* Поддержка аллокатора: контейнер использует объект аллокатора для динамической обработки своих потребностей в памяти.

**Параметры шаблона**:

* Key: тип ключевых значений. Каждый элемент в unordered\_multimap идентифицируется значением ключа.
* T: тип значения. Каждый элемент в unordered\_multimap используется для хранения данных в качестве значения.
* Hash: функтор, который принимает объект типа Key в качестве аргумента и возвращает уникальное значение типа size\_t на основе ключа. По умолчанию используется hash<Key>.
* Pred: бинарный предикат, который принимает два аргумента типа Key и возвращает bool. По умолчанию используется equal\_to<Key>.
* Alloc: тип аллокатора, используемого для выделения памяти. По умолчанию используется allocator<pair<const Key, T».

#### **unordered\_multimap::begin**

Пример использования методов begin() и end() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"apple","red"},

{"apple","green"},

{"orange","orange"},

{"strawberry","red"}

};

std::cout << "myumm contains:";

for (auto it = myumm.begin(); it != myumm.end(); ++it)

std::cout << " " << it->first << ":" << it->second;

std::cout << std::endl;

std::cout << "myumm's buckets contain:\n";

for (unsigned i = 0; i < myumm.bucket\_count(); ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto local\_it = myumm.begin(i); local\_it != myumm.end(i); ++local\_it)

std::cout << " " << local\_it->first << ":" << local\_it->second;

std::cout << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::end**

#### **unordered\_multimap::cbegin**

Пример использования методов cbegin() и cend() в std::unordered\_multimap:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"apple","red"},

{"apple","green"},

{"orange","orange"},

{"strawberry","red"}

};

std::cout << "myumm contains:";

for (auto it = myumm.cbegin(); it != myumm.cend(); ++it)

std::cout << " " << it->first << ":" << it->second; // не удается изменить \*it

std::cout << std::endl;

std::cout << "myumm's buckets contain:\n";

for (unsigned i = 0; i < myumm.bucket\_count(); ++i) {

std::cout << "bucket #" << i << " contains:";

for (auto local\_it = myumm.cbegin(i); local\_it != myumm.cend(i); ++local\_it)

std::cout << " " << local\_it->first << ":" << local\_it->second;

std::cout << std::endl;

}

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::cend**

#### **unordered\_multimap::size**

Пример использования метода size() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"Smith","Pharmacy"},

{"Jones","Library"},

{"Dole","Church"},

{"Smith","Office"}

};

std::cout << "myumm.size() is " << myumm.size() << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::max\_size**

Пример использования метода max\_size() в std::unordered\_multimap:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_multimap<int, int> mymap;

std::cout << "max\_size = " << mymap.max\_size() << std::endl;

std::cout << "max\_bucket\_count = " << mymap.max\_bucket\_count() << std::endl;

std::cout << "max\_load\_factor = " << mymap.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::empty**

Пример использования метода empty() в std::unordered\_multimap:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_multimap<int, int> first;

std::unordered\_multimap<int, int> second = { {1,10},{2,20},{1,15} };

std::cout << "first " << (first.empty() ? "is empty" : "is not empty") << std::endl;

std::cout << "second " << (second.empty() ? "is empty" : "is not empty") << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::reserve**

Пример использования метода reserve() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm;

myumm.reserve(7);

myumm.insert({ {"apple","NY"},{"apple","WA"},{"peach","GA"} });

myumm.insert({ {"orange","FL"},{"cherry","UT"} });

myumm.insert({ {"strawberry","LA"},{"strawberry","NC"} });

for (auto& x : myumm) {

std::cout << x.first << ": " << x.second << std::endl;

}

return 0;

}

Вызвав reserve с размером, который мы ожидали для контейнера unordered\_multimap, мы избежали многократных повторений, которые могли бы возникнуть при увеличении размера контейнера, и оптимизировали размер хэш-таблицы.

Результат работы программы:
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#### **unordered\_multimap::emplace**

Пример использования метода emplace() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm;

myumm.emplace("NCC-1701", "C. Pike");

myumm.emplace("NCC-1701", "J.T. Kirk");

myumm.emplace("NCC-1701-D", "J.L. Picard");

myumm.emplace("NCC-74656", "K. Janeway");

std::cout << "myumm contains:" << std::endl;

for (auto& x : myumm)

std::cout << x.first << ": " << x.second << std::endl;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::emplace\_hint**

#### **unordered\_multimap::insert**

Пример использования метода insert() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, int>

first,

second = { {"AAPL",200},{"GOOG",100} };

std::pair<std::string, int> mypair("MSFT", 500);

first.insert(mypair); // вставка копии

first.insert(std::make\_pair<std::string, int>("GOOG", 50)); // переместить вставку

first.insert(second.begin(), second.end()); // ввод диапазона

first.insert({ {"ORCL",100},{"GOOG",100} }); // вставка списка инициализаторов

std::cout << "first contains:" << std::endl;

for (auto& x : first)

std::cout << x.first << ": " << x.second << std::endl;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::erase**

Пример использования метода erase() в std::unordered\_multimap:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"strawberry","red"},

{"banana","yellow"},

{"orange","orange"},

{"lemon","yellow"},

{"apple","red"},

{"apple","green"},

{"pear","green"},

};

// стереть примеры:

myumm.erase(myumm.begin()); // стирание с помощью итератора

myumm.erase("apple"); // стирание с помощью клавиши (стирает 2 элемента)

myumm.erase(myumm.find("orange"), myumm.end()); // стирание по диапазону

// показать содержимое:

for (auto& x : myumm)

std::cout << x.first << ": " << x.second << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::clear**

Пример использования метода clear() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm =

{ {"Tom","Produce"}, {"Bob","Toys"}, {"Bob","Garden"} };

std::cout << "myumm contains:";

for (auto& x : myumm) std::cout << " " << x.first << ":" << x.second;

std::cout << std::endl;

myumm.clear();

myumm.insert(std::make\_pair("Bob", "Jail"));

std::cout << "myumm contains:";

for (auto& x : myumm) std::cout << " " << x.first << ":" << x.second;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::swap**

Пример использования метода swap() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string>

a = { {"orange","FL"},{"apple","NY"},{"apple","WA"} },

b = { {"strawberry","LA"},{"strawberry","NC"},{"pear","OR"} };

a.swap(b);

std::cout << "a: ";

for (auto& x : a) std::cout << " " << x.first << ":" << x.second;

std::cout << std::endl;

std::cout << "b: ";

for (auto& x : b) std::cout << " " << x.first << ":" << x.second;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::count**

Пример использования метода count() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"orange","FL"},

{"strawberry","LA"},

{"strawberry","OK"},

{"pumpkin","NH"} };

for (auto& x : { "orange","lemon","strawberry" }) {

std::cout << x << ": " << myumm.count(x) << " entries.\n";

}

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::find**

Пример использования метода find() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> mymap = {

{"mom","church"},

{"mom","college"},

{"dad","office"},

{"bro","school"} };

std::cout << "one of the values for 'mom' is: ";

std::cout << mymap.find("mom")->second;

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::equal\_range**

Пример использования метода equal\_range() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

#include <algorithm>

typedef std::unordered\_multimap<std::string, std::string> stringmap;

int main() {

stringmap myumm = {

{"orange","FL"},

{"strawberry","LA"},

{"strawberry","OK"},

{"pumpkin","NH"}

};

std::cout << "Entries with strawberry:";

auto range = myumm.equal\_range("strawberry");

for\_each(

range.first,

range.second,

[](stringmap::value\_type& x) {std::cout << " " << x.second;}

);

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::get\_allocator**

#### **unordered\_multimap::key\_eq**

Пример использования метода key\_eq() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm;

bool case\_insensitive = myumm.key\_eq()("test", "TEST");

std::cout << "myumm.key\_eq() is ";

std::cout << (case\_insensitive ? "case insensitive" : "case sensitive");

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::hash\_function**

Пример использования метода hash\_function() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

typedef std::unordered\_multimap<std::string, std::string> stringmap;

int main() {

stringmap myumm;

stringmap::hasher fn = myumm.hash\_function();

std::cout << "this: " << fn("this") << std::endl;

std::cout << "thin: " << fn("thin") << std::endl;

return 0;

}

Обратите внимание, что две похожие строки дают совершенно разные хэш-значения.

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

#### **unordered\_multimap::bucket**

Пример использования метода bucket() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"John","Middle East"},

{"John","Africa"},

{"Adam","Europe"},

{"Bill","Norh-America"}

};

for (auto& x : myumm) {

std::cout << "Element [" << x.first << ":" << x.second << "]";

std::cout << " is in bucket #" << myumm.bucket(x.first) << std::endl;

}

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::bucket\_count**

Пример использования метода bucket\_count() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"bed","bedroom"},

{"oven","kitchen"},

{"towel","bathroom"},

{"towel","beach"},

{"plant","garden"}

};

unsigned n = myumm.bucket\_count();

std::cout << "myumm has " << n << " buckets.\n";

for (unsigned i = 0; i < n; ++i) {

std::cout << "bucket #" << i << " contains: ";

for (auto it = myumm.begin(i); it != myumm.end(i); ++it)

std::cout << "[" << it->first << ":" << it->second << "] ";

std::cout << "\n";

}

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::bucket\_size**

Пример использования метода bucket\_size() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"John","Alpha"},

{"Alfred","Beta"},

{"Thomas","Gamma"},

{"John","Delta"}

};

unsigned nbuckets = myumm.bucket\_count();

std::cout << "myumm has " << nbuckets << " buckets:\n";

for (unsigned i = 0; i < nbuckets; ++i) {

std::cout << "bucket #" << i << " has " << myumm.bucket\_size(i) << " elements.\n";

}

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::max\_bucket\_count**

Пример использования метода max\_bucket\_count() в std::unordered\_multimap:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_multimap<int, int> mymap;

std::cout << "max\_size = " << mymap.max\_size() << std::endl;

std::cout << "max\_bucket\_count = " << mymap.max\_bucket\_count() << std::endl;

std::cout << "max\_load\_factor = " << mymap.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::rehash**

Пример использования метода rehash() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm;

myumm.rehash(20);

myumm.insert({ {"apple","NY"},{"apple","WA"},{"peach","GA"} });

myumm.insert({ {"orange","FL"},{"cherry","UT"} });

myumm.insert({ {"strawberry","LA"},{"strawberry","NC"} });

std::cout << "current bucket\_count: " << myumm.bucket\_count() << std::endl;

return 0;

}

Вызывая rehash для резервирования определенного минимального количества сегментов в хэш-таблице, мы избегаем многократных повторных хэшей, которые могут возникнуть при расширении контейнера.

Результат работы программы:
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#### **unordered\_multimap::load\_factor**

Пример использования метода load\_factor() в std::unordered\_multimap:

#include <iostream>

#include <unordered\_map>

int main() {

std::unordered\_multimap<int, int> mymap;

std::cout << "size = " << mymap.size() << std::endl;

std::cout << "bucket\_count = " << mymap.bucket\_count() << std::endl;

std::cout << "load\_factor = " << mymap.load\_factor() << std::endl;

std::cout << "max\_load\_factor = " << mymap.max\_load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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#### **unordered\_multimap::max\_load\_factor**

Пример использования метода max\_load\_factor() в std::unordered\_multimap:

#include <iostream>

#include <string>

#include <unordered\_map>

int main() {

std::unordered\_multimap<std::string, std::string> myumm = {

{"apple","NY"},

{"apple","WA"},

{"peach","GA"},

{"cherry","UT"}

};

std::cout << "current max\_load\_factor: " << myumm.max\_load\_factor() << std::endl;

std::cout << "current size: " << myumm.size() << std::endl;

std::cout << "current bucket\_count: " << myumm.bucket\_count() << std::endl;

std::cout << "current load\_factor: " << myumm.load\_factor() << std::endl;

float z = myumm.max\_load\_factor();

myumm.max\_load\_factor(z / 2.0);

std::cout << "[max\_load\_factor halved]" << std::endl;

std::cout << "new max\_load\_factor: " << myumm.max\_load\_factor() << std::endl;

std::cout << "new size: " << myumm.size() << std::endl;

std::cout << "new bucket\_count: " << myumm.bucket\_count() << std::endl;

std::cout << "new load\_factor: " << myumm.load\_factor() << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Ассоциативные_контейнеры_1)

# **Адаптеры для контейнеров**

## **Stack**

template <class T, class Container = deque<T> > класс stack;

Стеки являются контейнерными адаптерами, специально разработанными для работы в контексте LIFO (last-in first-out), где элементы вставляются и извлекаются только с одного конца контейнера.

Стеки реализуются в виде контейнерных адаптеров, которые используют внутренний контейнер определенного типа в качестве базового контейнера, предоставляя набор функций-членов для доступа к его элементам. Элементы добавляются и удаляются с "заднего" конца конкретного контейнера, который называется вершиной стека.

В качестве базового контейнера может использоваться один из стандартных шаблонов классов контейнеров или другой специально разработанный класс контейнера. Этот базовый контейнер должен поддерживать следующие операции:

* empty(): проверяет, является ли стек пустым
* size(): возвращает количество элементов в стеке
* back(): получает доступ к верхнему элементу стека
* push\_back(): добавляет элемент в верхушку стека
* pop\_back(): удаляет верхний элемент стека

Стандартные классы контейнеров vector, deque и list удовлетворяют этим требованиям. По умолчанию, если не указан класс контейнера при создании объекта класса stack, используется стандартный контейнер deque.

**Параметры шаблона**:

* T: тип элементов в стеке.
* Container: тип внутреннего контейнера, в котором хранятся элементы.

Класс std::stack также определяет несколько типов-членов, включая value\_type, container\_type и size\_type, которые представляют типы элементов, тип внутреннего контейнера и беззнаковый целочисленный тип (обычно size\_t) соответственно.

Класс std::stack предоставляет ряд функций-членов, включая конструкторы, функции для проверки пустоты, получения размера, доступа к верхнему элементу, вставки элемента, конструирования и вставки элемента, удаления верхнего элемента и обмена содержимым с другим стеком.

Также имеются перегрузки не-членовых функций, включая операторы отношения и функцию swap, позволяющую обменять содержимое между двумя стеками.

#### **stack::empty**

Пример использования метода empty() в std::stack:

#include <iostream>

#include <stack>

int main() {

std::stack<int> mystack;

int sum(0);

for (int i = 1;i <= 10;i++) mystack.push(i);

while (!mystack.empty()) {

sum += mystack.top();

mystack.pop();

}

std::cout << "total: " << sum << '\n';

return 0;

}

В примере содержимое стека инициализируется последовательностью чисел (от 1 до 10). Затем он извлекает элементы один за другим, пока не станет пустым, и вычисляет их сумму.

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **stack::size**

Пример использования метода size() в std::stack:

#include <iostream>

#include <stack>

int main() {

std::stack<int> myints;

std::cout << "0. size: " << myints.size() << '\n';

for (int i = 0; i < 5; i++) myints.push(i);

std::cout << "1. size: " << myints.size() << '\n';

myints.pop();

std::cout << "2. size: " << myints.size() << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **stack::top**

Пример использования метода top() в std::stack:

#include <iostream>

#include <stack>

int main() {

std::stack<int> mystack;

mystack.push(10);

mystack.push(20);

mystack.top() -= 5;

std::cout << "mystack.top() is now " << mystack.top() << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **stack::push**

Пример использования методов push() и pop() в std::stack:

#include <iostream>

#include <stack>

int main() {

std::stack<int> mystack;

for (int i = 0; i < 5; ++i) mystack.push(i);

std::cout << "Popping out elements...";

while (!mystack.empty()) {

std::cout << ' ' << mystack.top();

mystack.pop();

}

std::cout << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **stack::emplace**

Пример использования метода emplace() в std::stack:

#include <iostream>

#include <stack>

#include <string>

int main() {

std::stack<std::string> mystack;

mystack.emplace("First sentence");

mystack.emplace("Second sentence");

std::cout << "mystack contains:\n";

while (!mystack.empty()) {

std::cout << mystack.top() << '\n';

mystack.pop();

}

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **stack::pop**

#### **stack::swap**

Пример использования метода swap() в std::stack:

#include <iostream>

#include <stack>

int main() {

std::stack<int> foo, bar;

foo.push(10); foo.push(20); foo.push(30);

bar.push(111); bar.push(222);

foo.swap(bar);

std::cout << "size of foo: " << foo.size() << '\n';

std::cout << "size of bar: " << bar.size() << '\n';

return 0;

}

Результат работы программы:
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## **Queue**

template <class T, class Container = deque<T> > класс queue;

Очереди являются контейнерными адаптерами, специально разработанными для работы в контексте FIFO (первым пришел - первым вышел), где элементы вставляются в один конец контейнера и извлекаются с другого.

Очереди реализуются в виде контейнерных адаптеров, которые используют внутренний контейнер определенного типа в качестве базового контейнера, предоставляя набор функций-членов для доступа к его элементам. Элементы добавляются в "конец" конкретного контейнера и извлекаются из его "начала".

В качестве базового контейнера может использоваться один из стандартных шаблонов классов контейнеров или другой специально разработанный класс контейнера. Этот базовый контейнер должен поддерживать как минимум следующие операции:

* empty(): проверяет, является ли очередь пустой
* size(): возвращает количество элементов в очереди
* front(): получает доступ к следующему элементу в очереди
* back(): получает доступ к последнему элементу в очереди
* push\_back(): добавляет элемент в конец очереди
* pop\_front(): удаляет следующий элемент из очереди

Стандартные классы контейнеров deque и list удовлетворяют этим требованиям. По умолчанию, если не указан класс контейнера при создании объекта класса queue, используется стандартный контейнер deque.

**Параметры шаблона**:

* T: тип элементов в очереди.
* Container: тип внутреннего контейнера, в котором хранятся элементы.

Класс std::queue также определяет несколько типов-членов, включая value\_type, container\_type и size\_type, которые представляют типы элементов, тип внутреннего контейнера и беззнаковый целочисленный тип (обычно size\_t) соответственно.

Класс std::queue предоставляет ряд функций-членов, включая конструкторы, функции для проверки пустоты, получения размера, доступа к следующему и последнему элементам, вставки элемента, конструирования и вставки элемента, удаления следующего элемента и обмена содержимым с другой очередью.

Также имеются перегрузки не-членовых функций, включая операторы отношения и функцию swap, позволяющую обменять содержимое между двумя очередями.

#### **queue::empty**

Пример использования метода empty() в std::queue:

#include <iostream>

#include <queue>

int main() {

std::queue<int> myqueue;

int sum(0);

for (int i = 1;i <= 10;i++) myqueue.push(i);

while (!myqueue.empty()) {

sum += myqueue.front();

myqueue.pop();

}

std::cout << "total: " << sum << '\n';

return 0;

}

В примере содержимое очереди инициализируется последовательностью чисел (от 1 до 10). Затем он извлекает элементы один за другим, пока не станет пустым, и вычисляет их сумму.

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **queue::size**

Пример использования метода size() в std::queue:

#include <iostream>

#include <queue>

int main() {

std::queue<int> myints;

std::cout << "0. size: " << myints.size() << '\n';

for (int i = 0; i < 5; i++) myints.push(i);

std::cout << "1. size: " << myints.size() << '\n';

myints.pop();

std::cout << "2. size: " << myints.size() << '\n';

return 0;

}

Результат работы программы:
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#### **queue::push**

Пример использования методов push() и pop() в std::queue:

#include <iostream>

#include <queue>

int main() {

std::queue<int> myqueue;

int myint;

std::cout << "Please enter some integers (enter 0 to end):\n";

do {

std::cin >> myint;

myqueue.push(myint);

} while (myint);

std::cout << "myqueue contains: ";

while (!myqueue.empty()) {

std::cout << ' ' << myqueue.front();

myqueue.pop();

}

std::cout << '\n';

return 0;

}

В примере используется push для добавления новых элементов в очередь, которые затем выводятся в том же порядке.

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **queue::emplace**

Пример использования метода emplace() в std::queue:

#include <iostream>

#include <queue>

#include <string>

int main() {

std::queue<std::string> myqueue;

myqueue.emplace("First sentence");

myqueue.emplace("Second sentence");

std::cout << "myqueue contains:\n";

while (!myqueue.empty()) {

std::cout << myqueue.front() << '\n';

myqueue.pop();

}

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **queue::pop**

#### **queue::swap**

Пример использования метода swap() в std::queue:

#include <iostream>

#include <queue>

int main() {

std::queue<int> foo, bar;

foo.push(10); foo.push(20); foo.push(30);

bar.push(111); bar.push(222);

foo.swap(bar);

std::cout << "size of foo: " << foo.size() << '\n';

std::cout << "size of bar: " << bar.size() << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **queue::front**

Пример использования метода front() в std::queue:

#include <iostream>

#include <queue>

int main() {

std::queue<int> myqueue;

myqueue.push(77);

myqueue.push(16);

myqueue.front() -= myqueue.back();

std::cout << "myqueue.front() is now " << myqueue.front() << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **queue::back**

Пример использования метода back() в std::queue:

#include <iostream>

#include <queue>

int main() {

std::queue<int> myqueue;

myqueue.push(12);

myqueue.push(75); // теперь это back

myqueue.back() -= myqueue.front();

std::cout << "myqueue.back() is now " << myqueue.back() << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

## **Priority\_queue**

template <class T,

class Container = vector<T>,

class Compare = less<typename Container::value\_type> > класс priority\_queue;

Приоритетные очереди являются контейнерными адаптерами, специально разработанными таким образом, чтобы их первый элемент всегда был наибольшим среди элементов, которые они содержат, в соответствии с заданным строгим критерием слабого упорядочивания.

Контекст работы приоритетной очереди похож на кучу (heap), где элементы могут быть вставлены в любой момент, и только максимальный элемент (верхний элемент) может быть извлечен из приоритетной очереди.

Приоритетные очереди реализуются в виде контейнерных адаптеров, которые используют внутренний контейнер определенного типа в качестве базового контейнера, предоставляя набор функций-членов для доступа к элементам. Элементы извлекаются из "задней" части контейнера, которая является верхней частью приоритетной очереди.

В качестве базового контейнера может быть использован любой стандартный контейнер или специально разработанный контейнер. Контейнер должен быть доступен с помощью итераторов произвольного доступа и поддерживать следующие операции:

* empty(): проверяет, является ли очередь пустой
* size(): возвращает количество элементов в очереди
* front(): получает доступ к первому элементу в очереди
* push\_back(): добавляет элемент в конец очереди
* pop\_back(): удаляет последний элемент из очереди

Стандартные контейнеры vector и deque удовлетворяют этим требованиям. По умолчанию, если не указан тип контейнера при создании объекта класса priority\_queue, используется стандартный контейнер vector.

Для поддержки внутренней структуры кучи в приоритетной очереди всегда требуется поддержка итераторов произвольного доступа. Это автоматически обрабатывается контейнерным адаптером, который автоматически вызывает алгоритмические функции make\_heap, push\_heap и pop\_heap при необходимости.

**Параметры шаблона**:

* T: тип элементов в очереди.
* Container: тип внутреннего контейнера, в котором хранятся элементы.
* Compare: бинарный предикат, который принимает два элемента типа T в качестве аргументов и возвращает значение типа bool. Выражение comp(a, b), где comp - объект этого типа, а a и b - элементы в контейнере, должно возвращать true, если a считается предшествующим b в соответствии с заданным строгим упорядочиванием. Приоритетная очередь использует эту функцию для поддержания упорядоченности элементов таким образом, чтобы при извлечении элементов сохранялись свойства кучи (т.е. извлекался последний элемент согласно заданному порядку). По умолчанию используется less<T>, которая возвращает то же самое значение, что и оператор "меньше" (a < b).

Класс std::priority\_queue также определяет несколько типов-членов, включая value\_type, container\_type и size\_type, которые представляют типы элементов, тип внутреннего контейнера и беззнаковый целочисленный тип (обычно size\_t) соответственно.

Класс std::priority\_queue предоставляет ряд функций-членов, включая конструкторы, функции для проверки пустоты, получения размера, доступа к верхнему элементу, вставки элемента, конструирования и вставки элемента, удаления верхнего элемента и обмена содержимым с другой приоритетной очередью.

Кроме того, имеются перегрузки не-членовых функций, включая функцию swap, которая позволяет обменять содержимое между двумя приоритетными очередями.

#### **priority\_queue::empty**

Пример использования метода empty() в std::prioprity\_queue:

#include <iostream>

#include <queue>

int main() {

std::priority\_queue<int> mypq;

int sum(0);

for (int i = 1;i <= 10;i++) mypq.push(i);

while (!mypq.empty()) {

sum += mypq.top();

mypq.pop();

}

std::cout << "total: " << sum << '\n';

return 0;

}

В примере содержимое приоритетной очереди инициализируется последовательностью чисел (от 1 до 10). Затем он извлекает элементы один за другим, пока не станет пустым, и вычисляет их сумму.

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **priority\_queue::size**

Пример использования метода size() в std::prioprity\_queue:

#include <iostream>

#include <queue>

int main() {

std::priority\_queue<int> myints;

std::cout << "0. size: " << myints.size() << '\n';

for (int i = 0; i < 5; i++) myints.push(i);

std::cout << "1. size: " << myints.size() << '\n';

myints.pop();

std::cout << "2. size: " << myints.size() << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **priority\_queue::top**

Пример использования метода top() в std::prioprity\_queue:

#include <iostream>

#include <queue>

int main() {

std::priority\_queue<int> mypq;

mypq.push(10);

mypq.push(20);

mypq.push(15);

std::cout << "mypq.top() is now " << mypq.top() << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **priority\_queue::push**

Пример использования методов push() и pop() в std::prioprity\_queue:

#include <iostream>

#include <queue>

int main() {

std::priority\_queue<int> mypq;

mypq.push(30);

mypq.push(100);

mypq.push(25);

mypq.push(40);

std::cout << "Popping out elements...";

while (!mypq.empty()) {

std::cout << ' ' << mypq.top();

mypq.pop();

}

std::cout << '\n';

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **priority\_queue::emplace**

Пример использования метода emplace() в std::prioprity\_queue:

#include <iostream>

#include <queue>

#include <string>

int main() {

std::priority\_queue<std::string> mypq;

mypq.emplace("orange");

mypq.emplace("strawberry");

mypq.emplace("apple");

mypq.emplace("pear");

std::cout << "mypq contains:";

while (!mypq.empty()) {

std::cout << ' ' << mypq.top();

mypq.pop();

}

std::cout << '\n';

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

#### **priority\_queue::pop**

#### **priority\_queue::swap**

Пример использования метода swap() в std::prioprity\_queue:

#include <iostream>

#include <queue>

int main() {

std::priority\_queue<int> foo, bar;

foo.push(15); foo.push(30); foo.push(10);

bar.push(101); bar.push(202);

foo.swap(bar);

std::cout << "size of foo: " << foo.size() << '\n';

std::cout << "size of bar: " << bar.size() << '\n';

return 0;

}

Результат работы программы:
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[<Адаптеры для контейнеров>](#_Адаптеры_для_контейнеров)

# *Последовательные контейнеры*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Members | | <array> | <vector> | <deque> | <forward\_list> | <list> |
| Алгоритмы, не изменяющие последовательность | adjacent\_find | [adjacent\_find](#_adjacent_find) | [adjacent\_find](#_adjacent_find_1) | [adjacent\_find](#_adjacent_find_2) |  | [adjacent\_find](#_adjacent_find_3) |
| count | [count](#_count) | [count](#_count_1) | [count](#_count_2) |  | [count](#_count_3) |
| count\_if | [count\_if](#_count_if) | [count\_if](#_count_if_1) | [count\_if](#_count_if_2) |  | [count\_if](#_count_if_3) |
| equal | [equal](#_equal) | [equal](#_equal_1) | [equal](#_equal_2) |  | [equal](#_equal_3) |
| find | [find](#_find) | [find](#_find_1) | [find](#_find_2) | [find](#_find_3) | [find](#_find_4) |
| find\_if | [find\_if](#_find_if) | [find\_if](#_find_if_1) | [find\_if](#_find_if_2) | [find\_if](#_find_if_3) | [find\_if](#_find_if_4) |
| find\_end | [find\_end](#_find_end) | [find\_end](#_find_end_1) | [find\_end](#_find_end_2) |  | [find\_end](#_find_end_3) |
| find\_first\_of | [find\_first\_of](#_find_first_of) | [find\_first\_of](#_find_first_of_1) | [find\_first\_of](#_find_first_of_2) |  | [find\_first\_of](#_find_first_of_3) |
| for\_each | [for\_each](#_for_each) | [for\_each](#_for_each_1) | [for\_each](#_for_each_2) | [for\_each](#_for_each_3) | [for\_each](#_for_each_4) |
| mismatch | [mismatch](#_mismatch) | [mismatch](#_mismatch_1) | [mismatch](#_mismatch_2) | [mismatch](#_mismatch_3) | [mismatch](#_mismatch_4) |
| search | [search](#_search) | [search](#_search_1) | [search](#_search_2) |  | [search](#_search_3) |
| search\_n | [search\_n](#_search_n) | [search\_n](#_search_n_1) | [search\_n](#_search_n_2) |  | [search\_n](#_search_n_3) |
| Минимум и максимум | max\_element | [max\_element](#_max_element) | [max\_element](#_max_element_1) | [max\_element](#_max_element_2) |  | [max\_element](#_max_element_3) |
| min\_element | [min\_element](#_min_element) | [min\_element](#_min_element_1) | [min\_element](#_min_element_2) |  | [min\_element](#_min_element_3) |
| Обобщенные численные алгоритмы | accumulate | [accumulate](#_accumulate) | [accumulate](#_accumulate_1) | [accumulate](#_accumulate_2) |  | [accumulate](#_accumulate_3) |
| adjacent\_difference | [adjacent\_difference](#_adjacent_difference) | [adjacent\_difference](#_adjacent_difference_1) | [adjacent\_difference](#_adjacent_difference_2) |  | [adjacent\_difference](#_adjacent_difference_3) |
| inner\_product | [inner\_product](#_inner_product) | [inner\_product](#_inner_product_1) | [inner\_product](#_inner_product_2) |  | [inner\_product](#_inner_product_3) |
| partial\_sum | [partial\_sum](#_partial_sum) | [partial\_sum](#_partial_sum_1) | [partial\_sum](#_partial_sum_2) |  | [partial\_sum](#_partial_sum_3) |
| Алгоритмы перестановки | swap | [swap](#_swap) | [swap](#_swap_1) | [swap](#_swap_2) |  |  |
| iter\_swap | [iter\_swap](#_iter_swap) | [iter\_swap](#_iter_swap_1) | [iter\_swap](#_iter_swap_2) |  |  |
| swap\_ranges | [swap\_ranges](#_swap_ranges) | [swap\_ranges](#_swap_ranges_1) | [swap\_ranges](#_swap_ranges_2) |  |  |
| Алгоритмы замены | replace | [replace](#_replace) | [replace](#_replace_1) | [replace](#_replace_2) |  | [replace](#_replace_3) |
| replace\_if | [replace\_if](#_replace_if) | [replace\_if](#_replace_if_1) | [replace\_if](#_replace_if_2) |  | [replace\_if](#_replace_if_3) |
| replace\_copy | [replace\_copy](#_replace_copy) | [replace\_copy](#_replace_copy_1) | [replace\_copy](#_replace_copy_2) |  | [replace\_copy](#_replace_copy_3) |
| replace\_copy\_if | [replace\_copy\_if](#_replace_copy_if) | [replace\_copy\_if](#_replace_copy_if_1) | [replace\_copy\_if](#_replace_copy_if_2) |  | [replace\_copy\_if](#_replace_copy_if_3) |
| Алгоритмы удаления | remove | [remove](#_remove) | [remove](#_remove_1) | [remove](#_remove_2) |  | [remove](#_remove_3) |
| remove\_if |  | [remove\_if](#_remove_if_1) | [remove\_if](#_remove_if_2) |  | [remove\_if](#_remove_if_3) |
| remove\_copy | [remove\_copy](#_remove_copy) | [remove\_copy](#_remove_copy_1) | [remove\_copy](#_remove_copy_2) |  | [remove\_copy](#_remove_copy_3) |
| remove\_copy\_if | [remove\_copy\_if](#_remove_copy_if) | [remove\_copy\_if](#_remove_copy_if_1) | [remove\_copy\_if](#_remove_copy_if_2) |  | [remove\_copy\_if](#_remove_copy_if_3) |
| Алгоритмы, изменяющие последовательность | copy | [copy](#_copy) | [copy](#_copy_1) | [copy](#_copy_2) | [copy](#_copy_4) | [copy](#_copy_3) |
| copy\_backward | [copy\_backward](#_copy_backward) | [copy\_backward](#_copy_backward_1) | [copy\_backward](#_copy_backward_2) |  |  |
| fill | [fill](#_fill) | [fill](#_fill_1) | [fill](#_fill_2) |  | [fill](#_fill_3) |
| fill\_n | [fill\_n](#_fill_n) | [fill\_n](#_fill_n_1) | [fill\_n](#_fill_n_2) |  | [fill\_n](#_fill_n_3) |
| generate | [generate](#_generate) | [generate](#_generate_1) | [generate](#_generate_2) | [generate](#_generate_3) | [generate](#_generate_4) |
| generate\_n | [generate\_n](#_generate_n) | [generate\_n](#_generate_n_1) | [generate\_n](#_generate_n_2) | [generate\_n](#_generate_n_3) | [generate\_n](#_generate_n_4) |
| partition | [partition](#_partition) | [partition](#_partition_1) | [partition](#_partition_2) |  | [partition](#_partition_3) |
| random\_shuffle | [random\_shuffle](#_random_shuffle) | [random\_shuffle](#_random_shuffle_1) | [random\_shuffle](#_random_shuffle_2) |  | [random\_shuffle](#_random_shuffle_3) |
| reverse | [reverse](#_reverse) | [reverse](#_reverse_1) | [reverse](#_reverse_2) | [reverse](#_reverse_3) | [reverse](#_reverse_4) |
| reverse\_copy | [reverse\_copy](#_reverse_copy) | [reverse\_copy](#_reverse_copy_1) | [reverse\_copy](#_reverse_copy_2) |  | [reverse\_copy](#_reverse_copy_3) |
| rotate | [rotate](#_rotate) | [rotate](#_rotate_1) | [rotate](#_rotate_2) |  | [rotate](#_rotate_3) |
| rotate\_copy | [rotate\_copy](#_rotate_copy) | [rotate\_copy](#_rotate_copy_1) | [rotate\_copy](#_rotate_copy_2) |  | [rotate\_copy](#_rotate_copy_3) |
| stable\_partition | [stable\_partition](#_stable_partition) | [stable\_partition](#_stable_partition_1) | [stable\_partition](#_stable_partition_2) | [stable\_partition](#_stable_partition_3) | [stable\_partition](#_stable_partition_4) |
| transform | [transform](#_transform) | [transform](#_transform_1) | [transform](#_transform_2) | [transform](#_transform_3) | [transform](#_transform_4) |
| unique | [unique](#_unique) | [unique](#_unique_1) | [unique](#_unique_2) | [unique](#_unique_3) | [unique](#_unique_4) |
| unique\_copy | [unique\_copy](#_unique_copy) | [unique\_copy](#_unique_copy_1) | [unique\_copy](#_unique_copy_2) | [unique\_copy](#_unique_copy_3) | [unique\_copy](#_unique_copy_4) |
| Алгоритмы сортировки | inplace\_merge | [inplace\_merge](#_inplace_merge) | [inplace\_merge](#_inplace_merge_1) | [inplace\_merge](#_inplace_merge_2) |  | [inplace\_merge](#_inplace_merge_3) |
| is\_sorted | [is\_sorted](#_is_sorted) | [is\_sorted](#_is_sorted_1) | [is\_sorted](#_is_sorted_2) |  | [is\_sorted](#_is_sorted_3) |
| lexicographical\_compare | [lexicographical\_compare](#_lexicographical_compare) | [lexicographical\_compare](#_lexicographical_compare_1) | [lexicographical\_compare](#_lexicographical_compare_2) |  | [lexicographical\_compare](#_lexicographical_compare_3) |
| merge |  | [merge](#_merge) |  |  | [merge](#_merge_1) |
| nth\_element | [nth\_element](#_nth_element) | [nth\_element](#_nth_element_1) | [nth\_element](#_nth_element_2) |  |  |
| partial\_sort | [partial\_sort](#_partial_sort) | [partial\_sort](#_partial_sort_1) | [partial\_sort](#_partial_sort_2) |  |  |
| partial\_sort\_copy | [partial\_sort\_copy](#_partial_sort_copy) | [partial\_sort\_copy](#_partial_sort_copy_1) | [partial\_sort\_copy](#_partial_sort_copy_2) |  |  |
| sort | [sort](#_sort) | [sort](#_sort_1) | [sort](#_sort_2) |  | [sort](#_sort_3) |
| stable\_sort | [stable\_sort](#_stable_sort) | [stable\_sort](#_stable_sort_1) | [stable\_sort](#_stable_sort_2) |  | [stable\_sort](#_stable_sort_3) |
| Алгоритмы для бинарного поиска | binary\_search | [binary\_search](#_binary_search) | [binary\_search](#_binary_search_1) | [binary\_search](#_binary_search_2) |  | [binary\_search](#_binary_search_3) |
| equal\_range | [equal\_range](#_equal_range) | [equal\_range](#_equal_range_1) | [equal\_range](#_equal_range_2) |  | [equal\_range](#_equal_range_3) |
| lower\_bound | [lower\_bound](#_lower_bound) | [lower\_bound](#_lower_bound_1) | [lower\_bound](#_lower_bound_2) |  | [lower\_bound](#_lower_bound_3) |
| upper\_bound | [upper\_bound](#_upper_bound) | [upper\_bound](#_upper_bound_1) | [upper\_bound](#_upper_bound_2) | [upper\_bound](#_upper_bound_3) | [upper\_bound](#_upper_bound_4) |

# *Ассоциативные контейнеры*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Members | | <set> | | <map> | |
| set | multiset | map | multimap |
| Алгоритмы, не изменяющие последовательность | adjacent\_find | [adjacent\_find](#_adjacent_find_4) | [adjacent\_find](#_adjacent_find_6) | [adjacent\_find](#_adjacent_find_5) |  |
| count | [count](#_count_4) | [count](#_count_5) |  |  |
| count\_if | [count\_if](#_count_if_4) | [count\_if](#_count_if_6) | [count\_if](#_count_if_5) |  |
| equal | [equal](#_equal_4) | [equal](#_equal_6) | [equal](#_equal_5) |  |
| find | [find](#_find_5) | [find](#_find_7) | [find](#_find_6) |  |
| find\_if | [find\_if](#_find_if_5) | [find\_if](#_find_if_7) | [find\_if](#_find_if_6) | [find\_if](#_find_if_9) |
| find\_end | [find\_end](#_find_end_4) |  | [find\_end](#_find_end_5) | [find\_end](#_find_end_7) |
| find\_first\_of | [find\_first\_of](#_find_first_of_4) | [find\_first\_of](#_find_first_of_6) | [find\_first\_of](#_find_first_of_5) |  |
| for\_each | [for\_each](#_for_each_5) | [for\_each](#_for_each_7) | [for\_each](#_for_each_6) | [for\_each](#_for_each_9) |
| mismatch | [mismatch](#_mismatch_5) | [mismatch](#_mismatch_7) | [mismatch](#_mismatch_6) | [mismatch](#_mismatch_9) |
| search | [search](#_search_4) |  | [search](#_search_5) | [search](#_search_7) |
| search\_n | [search\_n](#_search_n_4) |  | [search\_n](#_search_n_5) |  |
| Минимум и максимум | max\_element | [max\_element](#_max_element_4) | [max\_element](#_max_element_6) | [max\_element](#_max_element_5) | [max\_element](#_max_element_8) |
| min\_element | [min\_element](#_min_element_4) | [min\_element](#_min_element_6) | [min\_element](#_min_element_5) | [min\_element](#_min_element_8) |
| Обобщенные численные алгоритмы | accumulate | [accumulate](#_accumulate_4) | [accumulate](#_accumulate_6) | [accumulate](#_accumulate_5) | [accumulate](#_accumulate_8) |
| adjacent\_difference | [adjacent\_difference](#_adjacent_difference_4) | [adjacent\_difference](#_adjacent_difference_5) |  |  |
| inner\_product | [inner\_product](#_inner_product_4) | [inner\_product](#_inner_product_5) |  |  |
| partial\_sum | [partial\_sum](#_partial_sum_4) | [partial\_sum](#_partial_sum_5) |  |  |
| Алгоритмы перестановки | swap | [swap](#_swap_3) |  | [swap](#_swap_4) | [swap](#_swap_6) |
| iter\_swap |  |  |  |  |
| swap\_ranges |  |  |  |  |
| Алгоритмы замены | replace |  |  |  |  |
| replace\_if |  |  |  |  |
| replace\_copy | [replace\_copy](#_replace_copy_4) |  |  |  |
| replace\_copy\_if | [replace\_copy\_if](#_replace_copy_if_4) |  | [replace\_copy\_if](#_replace_copy_if_5) |  |
| Алгоритмы удаления | remove |  |  |  |  |
| remove\_if |  |  |  |  |
| remove\_copy | [remove\_copy](#_remove_copy_4) |  |  |  |
| remove\_copy\_if | [remove\_copy\_if](#_remove_copy_if_4) |  | [remove\_copy\_if](#_remove_copy_if_5) |  |
| Алгоритмы, изменяющие последовательность | copy | [copy](#_copy_5) | [copy](#_copy_7) | [copy](#_copy_6) | [copy](#_copy_9) |
| copy\_backward | [copy\_backward](#_copy_backward_3) |  |  |  |
| fill |  |  |  |  |
| fill\_n |  |  |  |  |
| generate |  |  |  |  |
| generate\_n |  |  |  |  |
| partition |  |  |  |  |
| random\_shuffle |  |  |  |  |
| reverse |  |  |  |  |
| reverse\_copy |  |  |  | [reverse\_copy](#_reverse_copy_5) |
| rotate |  |  |  |  |
| rotate\_copy |  |  |  |  |
| stable\_partition |  |  |  |  |
| transform | [transform](#_transform_5) | [transform](#_transform_7) | [transform](#_transform_6) | [transform](#_transform_9) |
| unique |  |  |  |  |
| unique\_copy | [unique\_copy](#_uniqie_copy) |  | [unique\_copy](#_unique_copy_5) | [unique\_copy](#_unique_copy_7) |
| Алгоритмы сортировки | inplace\_merge |  |  |  |  |
| is\_sorted | [is\_sorted](#_is_sorted_4) |  | [is\_sorted](#_is_sorted_5) | [is\_sorted](#_is_sorted_7) |
| lexicographical\_compare | [lexicographical\_compare](#_lexicographical_compare_4) | [lexicographical\_compare](#_lexicographical_compare_6) | [lexicographical\_compare](#_lexicographical_compare_5) | [lexicographical\_compare](#_lexicographical_compare_8) |
| merge | [merge](#_merge_2) | [merge](#_merge_4) | [merge](#_merge_3) | [merge](#_merge_6) |
| nth\_element |  |  |  |  |
| partial\_sort |  |  |  |  |
| partial\_sort\_copy | [partial\_sort\_copy](#_partial_sort_copy_3) |  | [partial\_sort\_copy](#_partial_sort_copy_4) |  |
| sort |  |  |  |  |
| stable\_sort |  |  |  |  |
| Алгоритмы для бинарного поиска | binary\_search | [binary\_search](#_binary_search_4) |  |  |  |
| equal\_range | [equal\_range](#_equal_range_4) |  | [equal\_range](#_equal_range_5) |  |
| lower\_bound | [lower\_bound](#_lower_bound_4) | [lower\_bound](#_lower_bound_6) | [lower\_bound](#_lower_bound_5) | [lower\_bound](#_lower_bound_8) |
| upper\_bound | [upper\_bound](#_upper_bound_5) | [upper\_bound](#_upper_bound_7) | [upper\_bound](#_upper_bound_6) |  |

# *Неупорядоченные ассоциативные контейнеры*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Members | | <unordered\_set> | | <unordered\_map> | |
| unordered\_set | unordered\_miltiset | unordered\_map | unordered\_miltimap |
| Алгоритмы, не изменяющие последовательность | adjacent\_find | [adjacent\_find](#_adjacent_find_7) | [adjacent\_find](#_adjacent_find_8) | [adjacent\_find](#_adjacent_find_9) |  |
| count | [count](#_count_6) | [count](#_count_7) | [count](#_count_8) |  |
| count\_if | [count\_if](#_count_if_7) | [count\_if](#_count_if_8) | [count\_if](#_count_if_9) | [count\_if](#_count_if_10) |
| equal | [equal](#_equal_7) | [equal](#_equal_8) | [equal](#_equal_9) | [equal](#_equal_10) |
| find | [find](#_find_8) | [find](#_find_9) | [find](#_find_10) |  |
| find\_if | [find\_if](#_find_if_8) | [find\_if](#_find_if_10) | [find\_if](#_find_if_11) | [find\_if](#_find_if_12) |
| find\_end | [find\_end](#_find_end_6) |  | [find\_end](#_find_end_8) | [find\_end](#_find_end_9) |
| find\_first\_of | [find\_first\_of](#_find_first_of_7) | [find\_first\_of](#_find_first_of_8) |  | [find\_first\_of](#_find_first_of_9) |
| for\_each | [for\_each](#_for_each_8) | [for\_each](#_for_each_10) | [for\_each](#_for_each_11) | [for\_each](#_for_each_12) |
| mismatch | [mismatch](#_mismatch_8) | [mismatch](#_mismatch_10) | [mismatch](#_mismatch_11) | [mismatch](#_mismatch_12) |
| search | [search](#_search_6) | [search](#_seacrh) | [search](#_search_8) | [search](#_search_9) |
| search\_n | [search\_n](#_search_n_6) | [search\_n](#_search_n_7) | [search\_n](#_search_n_8) | [search\_n](#_search_n_9) |
| Минимум и максимум | max\_element | [max\_element](#_max_element_7) | [max\_element](#_max_element_9) | [max\_element](#_max_element_10) | [max\_element](#_max_element_11) |
| min\_element | [min\_element](#_min_element_7) | [min\_element](#_min_element_9) | [min\_element](#_min_element_10) | [min\_element](#_min_element_11) |
| Обобщенные численные алгоритмы | accumulate | [accumulate](#_accumulate_7) | [accumulate](#_accumulate_9) | [accumulate](#_accumulate_10) | [accumulate](#_accumulate_11) |
| adjacent\_difference | [adjacent\_difference](#_adjacent_difference_6) | [adjacent\_difference](#_adjacent_difference_7) |  |  |
| inner\_product | [inner\_product](#_inner_product_6) | [inner\_product](#_inner_product_7) | [inner\_product](#_inner_product_8) |  |
| partial\_sum | [partial\_sum](#_partial_sum_6) | [partial\_sum](#_partial_sum_7) |  |  |
| Алгоритмы перестановки | swap | [swap](#_swap_5) | [swap](#_swap_7) | [swap](#_swap_8) | [swap](#_swap_9) |
| iter\_swap |  |  |  |  |
| swap\_ranges |  |  |  |  |
| Алгоритмы замены | replace |  |  |  |  |
| replace\_if |  |  |  |  |
| replace\_copy | [replace\_copy](#_replace_copy_5) | [replace\_copy](#_replacy_copy) |  |  |
| replace\_copy\_if | [replace\_copy\_if](#_replace_copy_if_6) | [replace\_copy\_if](#_replace_copy_if_7) |  |  |
| Алгоритмы удаления | remove |  | [remove](#_remove_4) |  |  |
| remove\_if |  |  |  |  |
| remove\_copy | [remove\_copy](#_remove_copy_5) | [remove\_copy](#_remove_copy_6) |  |  |
| remove\_copy\_if | [remove\_copy\_if](#_remove_copy_if_6) | [remove\_copy\_if](#_remove_copy_if_7) | [remove\_copy\_if](#_remove_copy_if_8) |  |
| Алгоритмы, изменяющие последовательность | copy | [copy](#_copy_8) | [copy](#_copy_10) | [copy](#_copy_11) | [copy](#_copy_12) |
| copy\_backward | [copy\_backward](#_copy_backward_4) |  |  |  |
| fill |  |  |  |  |
| fill\_n |  |  | [fill\_n](#_fill_n_4) |  |
| generate |  |  |  |  |
| generate\_n |  |  | [generate\_n](#_genetate_n) |  |
| partition |  |  |  |  |
| random\_shuffle |  |  |  |  |
| reverse |  |  |  |  |
| reverse\_copy | [reverse\_copy](#_reverse_copy_4) | [reverse\_copy](#_reverse_copy_6) | [reverse\_copy](#_reverse_copy_7) |  |
| rotate |  |  |  |  |
| rotate\_copy |  |  |  |  |
| stable\_partition |  |  |  |  |
| transform | [transform](#_transform_8) | [transform](#_transform_10) |  | [transform](#_transform_11) |
| unique |  |  |  |  |
| unique\_copy | [unique\_copy](#_unique_copy_6) |  |  |  |
| Алгоритмы сортировки | inplace\_merge |  |  |  |  |
| is\_sorted | [is\_sorted](#_is_sorted_6) | [is\_sorted](#_is_sorted_8) | [is\_sorted](#_is_sorted_9) |  |
| lexicographical\_compare | [lexicographical\_compare](#_lexicographical_compare_7) | [lexicographical\_compare](#_lexicographical_compare_9) | [lexicographical\_compare](#_lexicographical_compare_10) | [lexicographical\_compare](#_lexicographical_compare_11) |
| merge | [merge](#_merge_5) |  |  | [merge](#_merge_7) |
| nth\_element |  |  |  |  |
| partial\_sort |  |  |  |  |
| partial\_sort\_copy | [partial\_sort\_copy](#_partial_sort_copy_5) |  |  |  |
| sort |  |  |  |  |
| stable\_sort |  |  |  |  |
| Алгоритмы для бинарного поиска | binary\_search |  | [binary\_search](#_binary_search_5) |  |  |
| equal\_range | [equal\_range](#_equal_range_6) | [equal\_range](#_equal_range_7) | [equal\_range](#_equal_range_8) | [equal\_range](#_equal_range_9) |
| lower\_bound | [lower\_bound](#_lower_bound_7) |  | [lower\_bound](#_lower_bound_9) |  |
| upper\_bound | [upper\_bound](#_upper_bound_8) |  |  |  |

# **Последовательные контейнеры**

## **Array**

#### **adjacent\_find**

Пример использования алгоритма adjacent\_find:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 6> arr = { 1, 2, 3, 3, 4, 5 };

auto result = std::adjacent\_find(arr.begin(), arr.end());

if (result != arr.end()) {

std::cout << "Найдена пара соседних элементов, равных друг другу: "

<< \*result << " и " << \*(result + 1) << std::endl;

}

else {

std::cout << "Соседние элементы, равные друг другу, не найдены." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **count**

Пример использования алгоритма count:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 6> arr = { 1, 2, 3, 3, 4, 5 };

int value = 3;

int count = std::count(arr.begin(), arr.end(), value);

std::cout << "Количество вхождений элемента " << value << " в массиве: " << count << std::endl;

return 0;

}

Результат работы программы:
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#### **count\_if**

Пример использования алгоритма coun\_if:

#include <iostream>

#include <array>

#include <algorithm>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 6> arr = { 1, 2, 3, 4, 5, 6 };

int count = std::count\_if(arr.begin(), arr.end(), isEven);

std::cout << "Количество четных элементов в массиве: " << count << std::endl;

return 0;

}

Результат работы программы:
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#### **equal**

Пример использования алгоритма equal:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr1 = { 1, 2, 3, 4, 5 };

std::array<int, 5> arr2 = { 1, 2, 3, 4, 5 };

bool isEqual = std::equal(arr1.begin(), arr1.end(), arr2.begin());

std::cout << "Массивы arr1 и arr2 " << (isEqual ? "равны" : "не равны") << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **find**

Пример использования алгоритма find:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 2, 3, 4, 5 };

auto it = std::find(arr.begin(), arr.end(), 3);

if (it != arr.end()) {

std::cout << "Элемент 3 найден в массиве arr." << std::endl;

}

else {

std::cout << "Элемент 3 не найден в массиве arr." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <array>

#include <algorithm>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 2, 3, 4, 5 };

auto it = std::find\_if(arr.begin(), arr.end(), isEven);

if (it != arr.end()) {

std::cout << "Первое четное число в массиве arr: " << \*it << std::endl;

}

else {

std::cout << "Четное число не найдено в массиве arr." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **find\_end**

Пример использования алгоритма find\_end:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 10> arr = { 1, 2, 3, 4, 5, 3, 4, 5, 3, 4 };

std::array<int, 2> subArr = { 3, 4 };

auto it = std::find\_end(arr.begin(), arr.end(), subArr.begin(), subArr.end());

if (it != arr.end()) {

std::cout << "Подмассив найден в массиве arr, начиная с индекса: " << std::distance(arr.begin(), it) << std::endl;

}

else {

std::cout << "Подмассив не найден в массиве arr." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **find\_first\_of**

Пример использования алгоритма find\_first\_of:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 10> arr = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

std::array<int, 3> searchValues = { 4, 8, 12 };

auto it = std::find\_first\_of(arr.begin(), arr.end(), searchValues.begin(), searchValues.end());

if (it != arr.end()) {

std::cout << "Первое вхождение одного из искомых значений в массиве arr: " << \*it << std::endl;

}

else {

std::cout << "Искомые значения не найдены в массиве arr." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <array>

#include <algorithm>

void printSquare(int num) {

std::cout << num \* num << " ";

}

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 2, 3, 4, 5 };

std::cout << "Исходный массив: ";

for (int num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Квадраты элементов массива: ";

std::for\_each(arr.begin(), arr.end(), printSquare);

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr1 = { 1, 2, 3, 4, 5 };

std::array<int, 5> arr2 = { 1, 2, 3, 6, 5 };

auto pair = std::mismatch(arr1.begin(), arr1.end(), arr2.begin());

if (pair.first == arr1.end()) {

std::cout << "Все элементы массивов совпадают." << std::endl;

}

else {

std::cout << "Первое несовпадение: " << \*pair.first << " и " << \*pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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#### **search**

Пример использования алгоритма search:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 8> arr = { 1, 2, 3, 4, 5, 6, 7, 8 };

std::array<int, 3> pattern = { 4, 5, 6 };

auto result = std::search(arr.begin(), arr.end(), pattern.begin(), pattern.end());

if (result != arr.end()) {

std::cout << "Найдено совпадение начиная с позиции " << std::distance(arr.begin(), result) << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **search\_n**

Пример использования алгоритма search\_n:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 8> arr = { 1, 2, 3, 4, 4, 4, 5, 6 };

int value = 4;

int count = 3;

auto result = std::search\_n(arr.begin(), arr.end(), count, value);

if (result != arr.end()) {

std::cout << "Найдено совпадение " << count << " элементов со значением " << value << " начиная с позиции " << std::distance(arr.begin(), result) << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 3, 1, 4, 1, 5 };

int maxValue = \*std::max\_element(arr.begin(), arr.end());

std::cout << "Максимальное значение: " << maxValue << std::endl;

return 0;

}

Результат работы программы:
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#### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 3, 1, 4, 1, 5 };

int minValue = \*std::min\_element(arr.begin(), arr.end());

std::cout << "Минимальное значение: " << minValue << std::endl;

return 0;

}

Результат работы программы:
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#### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <array>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 2, 3, 4, 5 };

int sum = std::accumulate(arr.begin(), arr.end(), 0);

std::cout << "Сумма элементов: " << sum << std::endl;

return 0;

}

Результат работы программы:
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#### **adjacent\_difference**

Пример использования алгоритма adjacent\_difference:

#include <iostream>

#include <array>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 3, 5, 7, 9 };

std::array<int, 5> diff;

std::adjacent\_difference(arr.begin(), arr.end(), diff.begin());

std::cout << "Разности между соседними элементами: ";

for (const auto& num : diff) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)
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#### **inner\_product**

Пример использования алгоритма inner\_product:

#include <iostream>

#include <array>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr1 = { 1, 2, 3, 4, 5 };

std::array<int, 5> arr2 = { 6, 7, 8, 9, 10 };

int result = std::inner\_product(arr1.begin(), arr1.end(), arr2.begin(), 0);

std::cout << "Внутреннее произведение: " << result << std::endl;

return 0;

}

Результат работы программы:
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#### **partial\_sum**

Пример использования алгоритма partial\_sum:

#include <iostream>

#include <array>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 2, 3, 4, 5 };

std::array<int, 5> result;

std::partial\_sum(arr.begin(), arr.end(), result.begin());

std::cout << "Частичные суммы: ";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **swap**

Пример использования алгоритма swap:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr1 = { 1, 2, 3, 4, 5 };

std::array<int, 5> arr2 = { 6, 7, 8, 9, 10 };

std::cout << "До обмена:\n";

std::cout << "arr1: ";

for (const auto& num : arr1) {

std::cout << num << " ";

}

std::cout << "\narr2: ";

for (const auto& num : arr2) {

std::cout << num << " ";

}

std::cout << std::endl;

std::swap(arr1, arr2);

std::cout << "После обмена:\n";

std::cout << "arr1: ";

for (const auto& num : arr1) {

std::cout << num << " ";

}

std::cout << "\narr2: ";

for (const auto& num : arr2) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **iter\_swap**

Пример использования алгоритма iter\_swap:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 2, 3, 4, 5 };

auto it1 = arr.begin();

auto it2 = arr.begin() + 3;

std::cout << "До обмена:\n";

std::cout << "arr: ";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

std::iter\_swap(it1, it2);

std::cout << "После обмена:\n";

std::cout << "arr: ";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **swap\_ranges**

Пример использования алгоритма swap\_ranges:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr1 = { 1, 2, 3, 4, 5 };

std::array<int, 5> arr2 = { 6, 7, 8, 9, 10 };

std::cout << "До обмена:\n";

std::cout << "arr1: ";

for (const auto& num : arr1) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "arr2: ";

for (const auto& num : arr2) {

std::cout << num << " ";

}

std::cout << std::endl;

std::swap\_ranges(arr1.begin(), arr1.end(), arr2.begin());

std::cout << "После обмена:\n";

std::cout << "arr1: ";

for (const auto& num : arr1) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "arr2: ";

for (const auto& num : arr2) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace**

Пример использования алгоритма replace:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 6> arr = { 1, 2, 3, 4, 5, 3 };

int oldValue = 3;

int newValue = 9;

std::cout << "До замены:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

std::replace(arr.begin(), arr.end(), oldValue, newValue);

std::cout << "После замены:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_if**

Пример использования алгоритма replace\_if:

#include <iostream>

#include <array>

#include <algorithm>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 6> arr = { 1, 2, 3, 4, 5, 6 };

int newValue = 0;

std::cout << "До замены:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

std::replace\_if(arr.begin(), arr.end(), isEven, newValue);

std::cout << "После замены:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_copy**

Пример использования алгоритма replace\_copy:

#include <iostream>

#include <array>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 6> arr = { 1, 2, 3, 4, 5, 6 };

std::array<int, 6> newArr;

int oldValue = 2;

int newValue = 0;

std::replace\_copy(arr.begin(), arr.end(), newArr.begin(), oldValue, newValue);

std::cout << "Исходный массив:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Новый массив после замены:\n";

for (const auto& num : newArr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_copy\_if**

Пример использования алгоритма replace\_copy\_if:

#include <iostream>

#include <array>

#include <algorithm>

#include <iterator>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 6> arr = { 1, 2, 3, 4, 5, 6 };

std::array<int, 6> newArr;

int newValue = 0;

std::replace\_copy\_if(arr.begin(), arr.end(), newArr.begin(), isEven, newValue);

std::cout << "Исходный массив:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Новый массив после замены:\n";

for (const auto& num : newArr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove**

Пример использования алгоритма remove:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 7> arr = { 1, 2, 3, 2, 4, 2, 5 };

int valueToRemove = 2;

auto newEnd = std::remove(arr.begin(), arr.end(), valueToRemove);

std::cout << "Исходный массив:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Массив после удаления элементов:\n";

for (auto it = arr.begin(); it != newEnd; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_copy**

Пример использования алгоритма remove\_copy:

#include <iostream>

#include <array>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 7> arr = { 1, 2, 3, 4, 5, 6, 7 };

std::array<int, 7> result;

// Копируем все числа, кроме 3, в новый массив

std::remove\_copy(arr.begin(), arr.end(), result.begin(), 3);

std::cout << "Результирующий массив:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_copy\_if**

Пример использования алгоритма remove\_copy\_if:

#include <iostream>

#include <array>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 7> arr = { 1, 2, 3, 4, 5, 6, 7 };

std::array<int, 7> result;

// Копируем все нечетные числа в новый массив

std::remove\_copy\_if(arr.begin(), arr.end(), result.begin(), [](int num) { return num % 2 != 0; });

std::cout << "Результирующий массив:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <array>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 2, 3, 4, 5 };

std::array<int, 5> result;

// Копируем элементы из исходного массива в новый массив

std::copy(arr.begin(), arr.end(), result.begin());

std::cout << "Результирующий массив:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **copy\_backward**

Пример использования алгоритма copy\_backward:

#include <iostream>

#include <array>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr = { 1, 2, 3, 4, 5 };

std::array<int, 5> result;

// Копируем элементы из исходного массива в новый массив в обратном порядке

std::copy\_backward(arr.begin(), arr.end(), result.end());

std::cout << "Результирующий массив:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **fill**

Пример использования алгоритма fill:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr;

// Заполняем весь массив значением 42

std::fill(arr.begin(), arr.end(), 42);

std::cout << "Массив после заполнения:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **fill\_n**

Пример использования алгоритма fill\_n:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr;

// Заполняем первые 3 элемента массива значением 42

std::fill\_n(arr.begin(), 3, 42);

std::cout << "Массив после заполнения:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate**

Пример использования алгоритма generate:

#include <iostream>

#include <array>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::array<int, 5> arr;

// Генерируем значения для каждого элемента массива с помощью функции generateValue

std::generate(arr.begin(), arr.end(), generateValue);

std::cout << "Массив после генерации значений:\n";

for (const auto& num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate\_n**

Пример использования алгоритма generate\_n:

#include <iostream>

#include <array>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

std::array<int, 5> arr;

std::generate\_n(arr.begin(), 5, generateValue);

std::cout << "Generated array: ";

for (const auto& element : arr) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **partition**

Пример использования алгоритма partition:

#include <iostream>

#include <array>

#include <algorithm>

bool isEven(int number) {

return number % 2 == 0;

}

int main() {

std::array<int, 8> arr{ 1, 2, 3, 4, 5, 6, 7, 8 };

std::partition(arr.begin(), arr.end(), isEven);

std::cout << "Partitioned array: ";

for (const auto& element : arr) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **random\_shuffle**

Пример использования алгоритма random\_shuffle:

#include <iostream>

#include <array>

#include <algorithm>

#include <random>

int main() {

std::array<int, 5> arr{ 1, 2, 3, 4, 5 };

std::random\_device rd;

std::mt19937 gen(rd());

std::shuffle(arr.begin(), arr.end(), gen);

std::cout << "Shuffled array: ";

for (const auto& element : arr) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **reverse**

Пример использования алгоритма reverse:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 5> arr{ 1, 2, 3, 4, 5 };

std::reverse(arr.begin(), arr.end());

std::cout << "Reversed array: ";

for (const auto& element : arr) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **reverse\_copy**

Пример использования алгоритма reverse­\_copy:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 5> arr{ 1, 2, 3, 4, 5 };

std::array<int, 5> reversedArr;

std::reverse\_copy(arr.begin(), arr.end(), reversedArr.begin());

std::cout << "Reversed copy of array: ";

for (const auto& element : reversedArr) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **rotate**

Пример использования алгоритма rotate:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 5> arr{ 1, 2, 3, 4, 5 };

std::rotate(arr.begin(), arr.begin() + 2, arr.end());

std::cout << "Rotated array: ";

for (const auto& element : arr) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **rotate\_copy**

Пример использования алгоритма rotate\_copy:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 5> arr{ 1, 2, 3, 4, 5 };

std::array<int, 5> rotatedArr;

std::rotate\_copy(arr.begin(), arr.begin() + 2, arr.end(), rotatedArr.begin());

std::cout << "Original array: ";

for (const auto& element : arr) {

std::cout << element << " ";

}

std::cout << std::endl;

std::cout << "Rotated array: ";

for (const auto& element : rotatedArr) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **stable\_partition**

Пример использования алгоритма stable\_partition:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 5> arr{ 1, 2, 3, 4, 5 };

auto isEven = [](int num) { return num % 2 == 0; };

std::stable\_partition(arr.begin(), arr.end(), isEven);

std::cout << "Partitioned array: ";

for (const auto& element : arr) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 5> arr{ 1, 2, 3, 4, 5 };

std::array<int, 5> result;

std::transform(arr.begin(), arr.end(), result.begin(), [](int num) {

return num \* 2;

});

std::cout << "Transformed array: ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **unique**

Пример использования алгоритма unique:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 8> arr{ 1, 2, 2, 3, 3, 3, 4, 5 };

auto last = std::unique(arr.begin(), arr.end());

std::cout << "Unique elements in array: ";

for (auto it = arr.begin(); it != last; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)
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#### **unique\_copy**

Пример использования алгоритма unique\_copy:

#include <iostream>

#include <array>

#include <algorithm>

#include <iterator>

int main() {

std::array<int, 8> arr{ 1, 2, 2, 3, 3, 3, 4, 5 };

std::array<int, 8> result;

auto last = std::unique\_copy(arr.begin(), arr.end(), result.begin());

std::cout << "Unique elements in array: ";

for (auto it = result.begin(); it != last; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **inplace\_merge**

Пример использования алгоритма inplace\_merge:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 8> arr1{ 1, 3, 5, 7 };

std::array<int, 4> arr2{ 2, 4, 6, 8 };

std::cout << "Before merge: ";

for (const auto& element : arr1) {

std::cout << element << " ";

}

for (const auto& element : arr2) {

std::cout << element << " ";

}

std::cout << std::endl;

std::inplace\_merge(arr1.begin(), arr1.end(), arr1.end() + arr2.size());

std::cout << "After merge: ";

for (const auto& element : arr1) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 5> arr{ 1, 2, 3, 4, 5 };

if (std::is\_sorted(arr.begin(), arr.end())) {

std::cout << "The array is sorted." << std::endl;

}

else {

std::cout << "The array is not sorted." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_copmare:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 5> arr1{ 1, 2, 3, 4, 5 };

std::array<int, 5> arr2{ 1, 2, 3, 5, 4 };

if (std::lexicographical\_compare(arr1.begin(), arr1.end(), arr2.begin(), arr2.end())) {

std::cout << "arr1 is lexicographically less than arr2." << std::endl;

}

else {

std::cout << "arr1 is lexicographically greater or equal to arr2." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **nth\_element**

Пример использования алгоритма nth\_element:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 6> arr{ 9, 7, 5, 3, 1, 8 };

std::nth\_element(arr.begin(), arr.begin() + 3, arr.end());

std::cout << "Partial sorted array: ";

for (int num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **partial\_sort**

Пример использования алгоритма partial\_sort:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 6> arr{ 9, 7, 5, 3, 1, 8 };

std::partial\_sort(arr.begin(), arr.begin() + 3, arr.end());

std::cout << "Partial sorted array: ";

for (int num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **partial\_sort\_copy**

Пример использования алгоритма partial\_sort\_copy:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 6> arr{ 9, 7, 5, 3, 1, 8 };

std::array<int, 3> result{};

std::partial\_sort\_copy(arr.begin(), arr.end(), result.begin(), result.end());

std::cout << "Partial sorted copy: ";

for (int num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **sort**

Пример использования алгоритма sort:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 6> arr{ 9, 7, 5, 3, 1, 8 };

std::sort(arr.begin(), arr.end());

std::cout << "Sorted array: ";

for (int num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **stable\_sort**

Пример использования алгоритма stable\_sort:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 6> arr{ 9, 7, 5, 3, 1, 8 };

std::stable\_sort(arr.begin(), arr.end());

std::cout << "Sorted array: ";

for (int num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **binary\_search**

Пример использования алгоритма binary\_search:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 6> arr{ 1, 3, 5, 7, 9, 11 };

int target = 7;

bool found = std::binary\_search(arr.begin(), arr.end(), target);

if (found) {

std::cout << "Value " << target << " found in the array." << std::endl;

}

else {

std::cout << "Value " << target << " not found in the array." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 7> arr{ 1, 2, 3, 4, 4, 5, 6 };

auto range = std::equal\_range(arr.begin(), arr.end(), 4);

std::cout << "Range of elements equal to 4 in the array: [";

for (auto it = range.first; it != range.second; ++it) {

std::cout << \*it << " ";

}

std::cout << "]" << std::endl;

return 0;

}

Результат работы программы:
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#### **lower\_bound**

Пример использования алгоритма lower\_bound:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 7> arr{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::lower\_bound(arr.begin(), arr.end(), 4);

if (it != arr.end()) {

std::cout << "First element not less than 4 in the array: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:
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#### **upper\_bound**

Пример использования алгоритма upper\_bound:

#include <iostream>

#include <array>

#include <algorithm>

int main() {

std::array<int, 7> arr{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::upper\_bound(arr.begin(), arr.end(), 4);

if (it != arr.end()) {

std::cout << "First element greater than 4 in the array: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

## **Vector**

#### **adjacent\_find**

Пример использования алгоритма adjacent\_find:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 3, 4, 5 };

auto result = std::adjacent\_find(vec.begin(), vec.end());

if (result != vec.end()) {

std::cout << "Найдена пара соседних элементов, равных друг другу: "

<< \*result << " и " << \*(result + 1) << std::endl;

}

else {

std::cout << "Соседние элементы, равные друг другу, не найдены." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **count**

Пример использования алгоритма count:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 3, 4, 5 };

int value = 3;

int count = std::count(vec.begin(), vec.end(), value);

std::cout << "Количество вхождений элемента " << value << " в векторе: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **count\_if**

Пример использования алгоритма count\_if:

#include <iostream>

#include <vector>

#include <algorithm>

bool isPositive(int num) {

return num > 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { -1, 2, -3, 4, -5, 6 };

int count = std::count\_if(vec.begin(), vec.end(), isPositive);

std::cout << "Количество положительных элементов в векторе: " << count << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **equal**

Пример использования алгоритма equal:

# #include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec1 = { 1, 2, 3, 4, 5 };

std::vector<int> vec2 = { 1, 2, 3, 4, 5 };

bool isEqual = std::equal(vec1.begin(), vec1.end(), vec2.begin());

std::cout << "Векторы vec1 и vec2 " << (isEqual ? "равны" : "не равны") << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **find**

Пример использования алгоритма find:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5 };

auto it = std::find(vec.begin(), vec.end(), 3);

if (it != vec.end()) {

std::cout << "Элемент 3 найден в векторе vec." << std::endl;

}

else {

std::cout << "Элемент 3 не найден в векторе vec." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <vector>

#include <algorithm>

bool isPositive(int num) {

return num > 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { -2, -1, 0, 1, 2 };

auto it = std::find\_if(vec.begin(), vec.end(), isPositive);

if (it != vec.end()) {

std::cout << "Первое положительное число в векторе vec: " << \*it << std::endl;

}

else {

std::cout << "Положительное число не найдено в векторе vec." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **find\_end**

Пример использования алгоритма find\_end:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 3, 4, 5, 3, 4 };

std::vector<int> subVec = { 3, 4 };

auto it = std::find\_end(vec.begin(), vec.end(), subVec.begin(), subVec.end());

if (it != vec.end()) {

std::cout << "Подвектор найден в векторе vec, начиная с индекса: " << std::distance(vec.begin(), it) << std::endl;

}

else {

std::cout << "Подвектор не найден в векторе vec." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **find\_first\_of**

Пример использования алгоритма find\_first\_of:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

std::vector<int> searchValues = { 4, 8, 12 };

auto it = std::find\_first\_of(vec.begin(), vec.end(), searchValues.begin(), searchValues.end());

if (it != vec.end()) {

std::cout << "Первое вхождение одного из искомых значений в векторе vec: " << \*it << std::endl;

}

else {

std::cout << "Искомые значения не найдены в векторе vec." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <vector>

#include <algorithm>

void printCube(int num) {

std::cout << num \* num \* num << " ";

}

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5 };

std::cout << "Исходный вектор: ";

for (int num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Кубы элементов вектора: ";

std::for\_each(vec.begin(), vec.end(), printCube);

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec1 = { 1, 2, 3, 4, 5 };

std::vector<int> vec2 = { 1, 2, 3, 6, 5 };

auto pair = std::mismatch(vec1.begin(), vec1.end(), vec2.begin());

if (pair.first == vec1.end()) {

std::cout << "Все элементы векторов совпадают." << std::endl;

}

else {

std::cout << "Первое несовпадение: " << \*pair.first << " и " << \*pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **search**

Пример использования алгоритма search:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 6, 7, 8 };

std::vector<int> pattern = { 4, 5, 6 };

auto result = std::search(vec.begin(), vec.end(), pattern.begin(), pattern.end());

if (result != vec.end()) {

std::cout << "Найдено совпадение начиная с позиции " << std::distance(vec.begin(), result) << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **search\_n**

Пример использования алгоритма search\_n:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 4, 4, 5, 6 };

int value = 4;

int count = 3;

auto result = std::search\_n(vec.begin(), vec.end(), count, value);

if (result != vec.end()) {

std::cout << "Найдено совпадение " << count << " элементов со значением " << value << " начиная с позиции " << std::distance(vec.begin(), result) << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 3, 1, 4, 1, 5 };

int maxValue = \*std::max\_element(vec.begin(), vec.end());

std::cout << "Максимальное значение: " << maxValue << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 3, 1, 4, 1, 5 };

int minValue = \*std::min\_element(vec.begin(), vec.end());

std::cout << "Минимальное значение: " << minValue << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <vector>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5 };

int sum = std::accumulate(vec.begin(), vec.end(), 0);

std::cout << "Сумма элементов: " << sum << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **adjacent\_difference**

Пример использования алгоритма adjacent\_difference:

#include <iostream>

#include <vector>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 3, 5, 7, 9 };

std::vector<int> diff(vec.size());

std::adjacent\_difference(vec.begin(), vec.end(), diff.begin());

std::cout << "Разности между соседними элементами: ";

for (const auto& num : diff) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **inner\_product**

Пример использования алгоритма inner\_product:

#include <iostream>

#include <vector>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec1 = { 1, 2, 3, 4, 5 };

std::vector<int> vec2 = { 6, 7, 8, 9, 10 };

int result = std::inner\_product(vec1.begin(), vec1.end(), vec2.begin(), 0);

std::cout << "Внутреннее произведение: " << result << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **partial\_sum**

Пример использования алгоритма partial\_sum:

#include <iostream>

#include <vector>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5 };

std::vector<int> result(vec.size());

std::partial\_sum(vec.begin(), vec.end(), result.begin());

std::cout << "Частичные суммы: ";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **swap**

Пример использования алгоритма swap:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec1 = { 1, 2, 3, 4, 5 };

std::vector<int> vec2 = { 6, 7, 8, 9, 10 };

std::cout << "До обмена:\n";

std::cout << "vec1: ";

for (const auto& num : vec1) {

std::cout << num << " ";

}

std::cout << "\nvec2: ";

for (const auto& num : vec2) {

std::cout << num << " ";

}

std::cout << std::endl;

std::swap(vec1, vec2);

std::cout << "После обмена:\n";

std::cout << "vec1: ";

for (const auto& num : vec1) {

std::cout << num << " ";

}

std::cout << "\nvec2: ";

for (const auto& num : vec2) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **iter\_swap**

Пример использования алгоритма iter\_swap:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5 };

auto it1 = vec.begin();

auto it2 = vec.begin() + 3;

std::cout << "До обмена:\n";

std::cout << "vec: ";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

std::iter\_swap(it1, it2);

std::cout << "После обмена:\n";

std::cout << "vec: ";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **swap\_ranges**

Пример использования алгоритма swap\_ranges:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec1 = { 1, 2, 3, 4, 5 };

std::vector<int> vec2 = { 6, 7, 8, 9, 10 };

std::cout << "До обмена:\n";

std::cout << "vec1: ";

for (const auto& num : vec1) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "vec2: ";

for (const auto& num : vec2) {

std::cout << num << " ";

}

std::cout << std::endl;

std::swap\_ranges(vec1.begin(), vec1.end(), vec2.begin());

std::cout << "После обмена:\n";

std::cout << "vec1: ";

for (const auto& num : vec1) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "vec2: ";

for (const auto& num : vec2) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace**

Пример использования алгоритма replace:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 3 };

int oldValue = 3;

int newValue = 9;

std::cout << "До замены:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

std::replace(vec.begin(), vec.end(), oldValue, newValue);

std::cout << "После замены:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_if**

Пример использования алгоритма replace\_if:

#include <iostream>

#include <vector>

#include <algorithm>

bool isNegative(int num) {

return num < 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { -1, 2, -3, 4, -5, 6 };

int newValue = 0;

std::cout << "До замены:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

std::replace\_if(vec.begin(), vec.end(), isNegative, newValue);

std::cout << "После замены:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_copy**

Пример использования алгоритма replace\_copy:

#include <iostream>

#include <vector>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 6 };

std::vector<int> newVec;

int oldValue = 2;

int newValue = 0;

std::replace\_copy(vec.begin(), vec.end(), std::back\_inserter(newVec), oldValue, newValue);

std::cout << "Исходный вектор:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Новый вектор после замены:\n";

for (const auto& num : newVec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_copy\_if**

Пример использования алгоритма replace\_copy\_if:

#include <iostream>

#include <vector>

#include <algorithm>

#include <iterator>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 6 };

std::vector<int> newVec;

int newValue = 0;

std::replace\_copy\_if(vec.begin(), vec.end(), std::back\_inserter(newVec), isEven, newValue);

std::cout << "Исходный вектор:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Новый вектор после замены:\n";

for (const auto& num : newVec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove**

Пример использования алгоритма remove:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 2, 4, 2, 5 };

int valueToRemove = 2;

auto newEnd = std::remove(vec.begin(), vec.end(), valueToRemove);

std::cout << "Исходный вектор:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Вектор после удаления элементов:\n";

for (auto it = vec.begin(); it != newEnd; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_if**

Пример использования алгоритма remove\_if:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 6, 7 };

// Удаляем все четные числа

vec.erase(std::remove\_if(vec.begin(), vec.end(), [](int num) {

return num % 2 == 0;

}), vec.end());

std::cout << "Вектор после удаления четных чисел:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **remove\_copy**

Пример использования алгоритма remove\_copy:

#include <iostream>

#include <vector>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 6, 7 };

std::vector<int> result;

// Копируем все числа, кроме 5, в новый вектор

std::remove\_copy(vec.begin(), vec.end(), std::back\_inserter(result), 5);

std::cout << "Результирующий вектор:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **remove\_copy\_if**

Пример использования алгоритма remove\_copy\_if:

#include <iostream>

#include <vector>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5, 6, 7 };

std::vector<int> result;

// Копируем все четные числа в новый вектор

std::remove\_copy\_if(vec.begin(), vec.end(), std::back\_inserter(result), [](int num) { return num % 2 == 0; });

std::cout << "Результирующий вектор:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <vector>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5 };

std::vector<int> result(vec.size());

// Копируем элементы из исходного вектора в новый вектор

std::copy(vec.begin(), vec.end(), result.begin());

std::cout << "Результирующий вектор:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **copy\_backward**

Пример использования алгоритма copy\_backward:

#include <iostream>

#include <vector>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec = { 1, 2, 3, 4, 5 };

std::vector<int> result(vec.size());

// Копируем элементы из исходного вектора в новый вектор в обратном порядке

std::copy\_backward(vec.begin(), vec.end(), result.end());

std::cout << "Результирующий вектор:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **fill**

Пример использования алгоритма fill:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec(5);

// Заполняем весь вектор значением 42

std::fill(vec.begin(), vec.end(), 42);

std::cout << "Вектор после заполнения:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **fill\_n**

Пример использования алгоритма fill\_n:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec(5);

// Заполняем первые 4 элемента вектора значением 42

std::fill\_n(vec.begin(), 4, 42);

std::cout << "Вектор после заполнения:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate**

Пример использования алгоритма generate:

#include <iostream>

#include <vector>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::vector<int> vec(5);

// Генерируем значения для каждого элемента вектора с помощью функции generateValue

std::generate(vec.begin(), vec.end(), generateValue);

std::cout << "Вектор после генерации значений:\n";

for (const auto& num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate\_n**

Пример использования алгоритма generate\_n:

#include <iostream>

#include <vector>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

std::vector<int> vec(5);

std::generate\_n(vec.begin(), 5, generateValue);

std::cout << "Generated vector: ";

for (const auto& element : vec) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **partition**

Пример использования алгоритма partition:

#include <iostream>

#include <vector>

#include <algorithm>

bool isEven(int number) {

return number % 2 == 0;

}

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 5, 6, 7, 8 };

std::partition(vec.begin(), vec.end(), isEven);

std::cout << "Partitioned vector: ";

for (const auto& element : vec) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **random\_shuffle**

Пример использования алгоритма random\_shuffle:

#include <iostream>

#include <vector>

#include <algorithm>

#include <random>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 5 };

std::random\_device rd;

std::mt19937 gen(rd());

std::shuffle(vec.begin(), vec.end(), gen);

std::cout << "Shuffled vector: ";

for (const auto& element : vec) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **reverse**

Пример использования алгоритма reverse:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 5 };

std::reverse(vec.begin(), vec.end());

std::cout << "Reversed vector: ";

for (const auto& element : vec) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **reverse\_copy**

Пример использования алгоритма reverse­\_copy:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 5 };

std::vector<int> reversedVec(vec.size());

std::reverse\_copy(vec.begin(), vec.end(), reversedVec.begin());

std::cout << "Reversed copy of vector: ";

for (const auto& element : reversedVec) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **rotate**

Пример использования алгоритма rotate:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 5 };

std::rotate(vec.begin(), vec.begin() + 3, vec.end());

std::cout << "Rotated vector: ";

for (const auto& element : vec) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **rotate\_copy**

Пример использования алгоритма rotate\_copy:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 5 };

std::vector<int> rotatedVec(vec.size());

std::rotate\_copy(vec.begin(), vec.begin() + 3, vec.end(), rotatedVec.begin());

std::cout << "Original vector: ";

for (const auto& element : vec) {

std::cout << element << " ";

}

std::cout << std::endl;

std::cout << "Rotated vector: ";

for (const auto& element : rotatedVec) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **stable\_partition**

Пример использования алгоритма stable\_partition:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 5 };

auto isEven = [](int num) { return num % 2 == 0; };

std::stable\_partition(vec.begin(), vec.end(), isEven);

std::cout << "Partitioned vector: ";

for (const auto& element : vec) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 5 };

std::vector<int> result(vec.size());

std::transform(vec.begin(), vec.end(), result.begin(), [](int num) {

return num \* 2;

});

std::cout << "Transformed vector: ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **unique**

Пример использования алгоритма unique:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 2, 3, 3, 3, 4, 5 };

auto last = std::unique(vec.begin(), vec.end());

std::cout << "Unique elements in vector: ";

for (auto it = vec.begin(); it != last; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **unique\_copy**

Пример использования алгоритма unique\_copy:

#include <iostream>

#include <vector>

#include <algorithm>

#include <iterator>

int main() {

std::vector<int> vec{ 1, 2, 2, 3, 3, 3, 4, 5 };

std::vector<int> result(vec.size());

auto last = std::unique\_copy(vec.begin(), vec.end(), result.begin());

std::cout << "Unique elements in vector: ";

for (auto it = result.begin(); it != last; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **inplace\_merge**

Пример использования алгоритма inplace\_merge:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec1{ 1, 3, 5, 7 };

std::vector<int> vec2{ 2, 4, 6, 8 };

std::cout << "Before merge: ";

for (const auto& element : vec1) {

std::cout << element << " ";

}

for (const auto& element : vec2) {

std::cout << element << " ";

}

std::cout << std::endl;

std::inplace\_merge(vec1.begin(), vec1.end(), vec1.end() + vec2.size());

std::cout << "After merge: ";

for (const auto& element : vec1) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 5, 4 };

if (std::is\_sorted(vec.begin(), vec.end())) {

std::cout << "The vector is sorted." << std::endl;

}

else {

std::cout << "The vector is not sorted." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_copmare:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec1{ 1, 2, 3, 4, 5 };

std::vector<int> vec2{ 1, 2, 3, 5, 4 };

if (std::lexicographical\_compare(vec1.begin(), vec1.end(), vec2.begin(), vec2.end())) {

std::cout << "vec1 is lexicographically less than vec2." << std::endl;

}

else {

std::cout << "vec1 is lexicographically greater or equal to vec2." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **merge**

Пример использования алгоритма merge:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec1{ 1, 3, 5 };

std::vector<int> vec2{ 2, 4, 6 };

std::vector<int> merged;

merged.reserve(vec1.size() + vec2.size());

std::merge(vec1.begin(), vec1.end(), vec2.begin(), vec2.end(), std::back\_inserter(merged));

std::cout << "Merged vector: ";

for (int num : merged) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **nth\_element**

Пример использования алгоритма nth\_element:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 9, 7, 5, 3, 1, 8 };

std::nth\_element(vec.begin(), vec.begin() + 3, vec.end());

std::cout << "Partial sorted vector: ";

for (int num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **partial\_sort**

Пример использования алгоритма partial\_sort:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 9, 7, 5, 3, 1, 8 };

std::partial\_sort(vec.begin(), vec.begin() + 3, vec.end());

std::cout << "Partial sorted vector: ";

for (int num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **partial\_sort\_copy**

Пример использования алгоритма partial\_sort\_copy:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 9, 7, 5, 3, 1, 8 };

std::vector<int> result(3);

std::partial\_sort\_copy(vec.begin(), vec.end(), result.begin(), result.end());

std::cout << "Partial sorted copy: ";

for (int num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **sort**

Пример использования алгоритма sort:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 9, 7, 5, 3, 1, 8 };

std::sort(vec.begin(), vec.end());

std::cout << "Sorted vector: ";

for (int num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **stable\_sort**

Пример использования алгоритма stable\_sort:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 9, 7, 5, 3, 1, 8 };

std::stable\_sort(vec.begin(), vec.end());

std::cout << "Sorted vector: ";

for (int num : vec) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **binary\_search**

Пример использования алгоритма binary\_search:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 3, 5, 7, 9, 11 };

int target = 7;

bool found = std::binary\_search(vec.begin(), vec.end(), target);

if (found) {

std::cout << "Value " << target << " found in the vector." << std::endl;

}

else {

std::cout << "Value " << target << " not found in the vector." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 4, 5, 6 };

auto range = std::equal\_range(vec.begin(), vec.end(), 4);

std::cout << "Range of elements equal to 4 in the vector: [";

for (auto it = range.first; it != range.second; ++it) {

std::cout << \*it << " ";

}

std::cout << "]" << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **lower\_bound**

Пример использования алгоритма lower\_bound:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::lower\_bound(vec.begin(), vec.end(), 4);

if (it != vec.end()) {

std::cout << "First element not less than 4 in the vector: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **upper\_bound**

Пример использования алгоритма upper\_bound:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

std::vector<int> vec{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::upper\_bound(vec.begin(), vec.end(), 4);

if (it != vec.end()) {

std::cout << "First element greater than 4 in the vector: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

## **Deque**

#### **adjacent\_find**

Пример использования алгоритма adjacent\_find:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 3, 4, 5 };

auto result = std::adjacent\_find(deq.begin(), deq.end());

if (result != deq.end()) {

std::cout << "Найдена пара соседних элементов, равных друг другу: "

<< \*result << " и " << \*(result + 1) << std::endl;

}

else {

std::cout << "Соседние элементы, равные друг другу, не найдены." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **count**

Пример использования алгоритма count:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 3, 4, 5 };

int value = 3;

int count = std::count(deq.begin(), deq.end(), value);

std::cout << "Количество вхождений элемента " << value << " в деке: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **count\_if**

Пример использования алгоритма coun\_if:

#include <iostream>

#include <deque>

#include <algorithm>

bool isOdd(int num) {

return num % 2 != 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6 };

int count = std::count\_if(deq.begin(), deq.end(), isOdd);

std::cout << "Количество нечетных элементов в деке: " << count << std::endl;

return 0;

}

Результат работы программы:
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#### **equal**

Пример использования алгоритма equal:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq1 = { 1, 2, 3, 4, 5 };

std::deque<int> deq2 = { 1, 2, 3, 4, 5 };

bool isEqual = std::equal(deq1.begin(), deq1.end(), deq2.begin());

std::cout << "Деки deq1 и deq2 " << (isEqual ? "равны" : "не равны") << std::endl;

return 0;

}

Результат работы программы:
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#### **find**

Пример использования алгоритма find:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5 };

auto it = std::find(deq.begin(), deq.end(), 3);

if (it != deq.end()) {

std::cout << "Элемент 3 найден в деке deq." << std::endl;

}

else {

std::cout << "Элемент 3 не найден в деке deq." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <deque>

#include <algorithm>

bool isOdd(int num) {

return num % 2 != 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5 };

auto it = std::find\_if(deq.begin(), deq.end(), isOdd);

if (it != deq.end()) {

std::cout << "Первое нечетное число в деке deq: " << \*it << std::endl;

}

else {

std::cout << "Нечетное число не найдено в деке deq." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **find\_end**

Пример использования алгоритма find\_end:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 3, 4, 5, 3, 4 };

std::deque<int> subDeq = { 3, 4 };

auto it = std::find\_end(deq.begin(), deq.end(), subDeq.begin(), subDeq.end());

if (it != deq.end()) {

std::cout << "Поддек найден в деке deq, начиная с индекса: " << std::distance(deq.begin(), it) << std::endl;

}

else {

std::cout << "Поддек не найден в деке deq." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **find\_first\_of**

Пример использования алгоритма find\_first\_of:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

std::deque<int> searchValues = { 4, 8, 12 };

auto it = std::find\_first\_of(deq.begin(), deq.end(), searchValues.begin(), searchValues.end());

if (it != deq.end()) {

std::cout << "Первое вхождение одного из искомых значений в деке deq: " << \*it << std::endl;

}

else {

std::cout << "Искомые значения не найдены в деке deq." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <deque>

#include <algorithm>

void printDouble(int num) {

std::cout << num \* 2 << " ";

}

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5 };

std::cout << "Исходная дека: ";

for (int num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Удвоенные элементы деки: ";

std::for\_each(deq.begin(), deq.end(), printDouble);

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq1 = { 1, 2, 3, 4, 5 };

std::deque<int> deq2 = { 1, 2, 3, 6, 5 };

auto pair = std::mismatch(deq1.begin(), deq1.end(), deq2.begin());

if (pair.first == deq1.end()) {

std::cout << "Все элементы деков совпадают." << std::endl;

}

else {

std::cout << "Первое несовпадение: " << \*pair.first << " и " << \*pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **search**

Пример использования алгоритма search:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6, 7, 8 };

std::deque<int> pattern = { 4, 5, 6 };

auto result = std::search(deq.begin(), deq.end(), pattern.begin(), pattern.end());

if (result != deq.end()) {

std::cout << "Найдено совпадение начиная с позиции " << std::distance(deq.begin(), result) << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **search\_n**

Пример использования алгоритма search\_n:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 4, 4, 5, 6 };

int value = 4;

int count = 3;

auto result = std::search\_n(deq.begin(), deq.end(), count, value);

if (result != deq.end()) {

std::cout << "Найдено совпадение " << count << " элементов со значением " << value << " начиная с позиции " << std::distance(deq.begin(), result) << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 3, 1, 4, 1, 5 };

int maxValue = \*std::max\_element(deq.begin(), deq.end());

std::cout << "Максимальное значение: " << maxValue << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 3, 1, 4, 1, 5 };

int minValue = \*std::min\_element(deq.begin(), deq.end());

std::cout << "Минимальное значение: " << minValue << std::endl;

return 0;

}

Результат работы программы:
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#### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <deque>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5 };

int sum = std::accumulate(deq.begin(), deq.end(), 0);

std::cout << "Сумма элементов: " << sum << std::endl;

return 0;

}

Результат работы программы:
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#### **adjacent\_difference**

Пример использования алгоритма adjacent\_difference:

#include <iostream>

#include <deque>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 3, 5, 7, 9 };

std::deque<int> diff(deq.size());

std::adjacent\_difference(deq.begin(), deq.end(), diff.begin());

std::cout << "Разности между соседними элементами: ";

for (const auto& num : diff) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **inner\_product**

Пример использования алгоритма inner\_product:

#include <iostream>

#include <deque>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq1 = { 1, 2, 3, 4, 5 };

std::deque<int> deq2 = { 6, 7, 8, 9, 10 };

int result = std::inner\_product(deq1.begin(), deq1.end(), deq2.begin(), 0);

std::cout << "Внутреннее произведение: " << result << std::endl;

return 0;

}

Результат работы программы:
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#### **partial\_sum**

Пример использования алгоритма partial\_sum:

#include <iostream>

#include <deque>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5 };

std::deque<int> result(deq.size());

std::partial\_sum(deq.begin(), deq.end(), result.begin());

std::cout << "Частичные суммы: ";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **swap**

Пример использования алгоритма swap:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq1 = { 1, 2, 3, 4, 5 };

std::deque<int> deq2 = { 6, 7, 8, 9, 10 };

std::cout << "До обмена:\n";

std::cout << "deq1: ";

for (const auto& num : deq1) {

std::cout << num << " ";

}

std::cout << "\ndeq2: ";

for (const auto& num : deq2) {

std::cout << num << " ";

}

std::cout << std::endl;

std::swap(deq1, deq2);

std::cout << "После обмена:\n";

std::cout << "deq1: ";

for (const auto& num : deq1) {

std::cout << num << " ";

}

std::cout << "\ndeq2: ";

for (const auto& num : deq2) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

} Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **iter\_swap**

Пример использования алгоритма iter\_swap:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5 };

auto it1 = deq.begin();

auto it2 = deq.begin() + 3;

std::cout << "До обмена:\n";

std::cout << "deq: ";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

std::iter\_swap(it1, it2);

std::cout << "После обмена:\n";

std::cout << "deq: ";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **swap\_ranges**

Пример использования алгоритма swap\_ranges:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq1 = { 1, 2, 3, 4, 5 };

std::deque<int> deq2 = { 6, 7, 8, 9, 10 };

std::cout << "До обмена:\n";

std::cout << "deq1: ";

for (const auto& num : deq1) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "deq2: ";

for (const auto& num : deq2) {

std::cout << num << " ";

}

std::cout << std::endl;

std::swap\_ranges(deq1.begin(), deq1.end(), deq2.begin());

std::cout << "После обмена:\n";

std::cout << "deq1: ";

for (const auto& num : deq1) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "deq2: ";

for (const auto& num : deq2) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace**

Пример использования алгоритма replace:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 3 };

int oldValue = 3;

int newValue = 9;

std::cout << "До замены:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

std::replace(deq.begin(), deq.end(), oldValue, newValue);

std::cout << "После замены:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **replace\_if**

Пример использования алгоритма replace\_if:

#include <iostream>

#include <deque>

#include <algorithm>

bool isOdd(int num) {

return num % 2 != 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6 };

int newValue = 0;

std::cout << "До замены:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

std::replace\_if(deq.begin(), deq.end(), isOdd, newValue);

std::cout << "После замены:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_copy**

Пример использования алгоритма replace\_copy:

#include <iostream>

#include <deque>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6 };

std::deque<int> newDeq;

int oldValue = 2;

int newValue = 0;

std::replace\_copy(deq.begin(), deq.end(), std::back\_inserter(newDeq), oldValue, newValue);

std::cout << "Исходная двусторонняя очередь:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Новая двусторонняя очередь после замены:\n";

for (const auto& num : newDeq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_copy\_if**

Пример использования алгоритма replace\_copy\_if:

#include <iostream>

#include <deque>

#include <algorithm>

#include <iterator>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6 };

std::deque<int> newDeq;

int newValue = 0;

std::replace\_copy\_if(deq.begin(), deq.end(), std::back\_inserter(newDeq), isEven, newValue);

std::cout << "Исходная двусторонняя очередь:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Новая двусторонняя очередь после замены:\n";

for (const auto& num : newDeq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove**

Пример использования алгоритма remove:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 2, 4, 2, 5 };

int valueToRemove = 2;

auto newEnd = std::remove(deq.begin(), deq.end(), valueToRemove);

std::cout << "Исходная двусторонняя очередь:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Двусторонняя очередь после удаления элементов:\n";

for (auto it = deq.begin(); it != newEnd; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_if**

Пример использования алгоритма remove\_if:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6, 7 };

// Удаляем все числа больше 5

deq.erase(std::remove\_if(deq.begin(), deq.end(), [](int num) {

return num > 5;

}), deq.end());

std::cout << "Двусторонняя очередь после удаления чисел больше 5:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_copy**

Пример использования алгоритма remove\_copy:

#include <iostream>

#include <deque>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6, 7 };

std::deque<int> result;

// Копируем все числа, кроме 2, в новую двустороннюю очередь

std::remove\_copy(deq.begin(), deq.end(), std::back\_inserter(result), 2);

std::cout << "Результирующая двусторонняя очередь:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_copy\_if**

Пример использования алгоритма remove\_copy\_if:

#include <iostream>

#include <deque>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5, 6, 7 };

std::deque<int> result;

// Копируем все нечетные числа в новую двустороннюю очередь

std::remove\_copy\_if(deq.begin(), deq.end(), std::back\_inserter(result), [](int num) { return num % 2 != 0; });

std::cout << "Результирующая двусторонняя очередь:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <deque>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5 };

std::deque<int> result(deq.size());

// Копируем элементы из исходной двусторонней очереди в новую двустороннюю очередь

std::copy(deq.begin(), deq.end(), result.begin());

std::cout << "Результирующая двусторонняя очередь:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **copy\_backward**

Пример использования алгоритма copy\_backward:

#include <iostream>

#include <deque>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq = { 1, 2, 3, 4, 5 };

std::deque<int> result(deq.size());

// Копируем элементы из исходной двусторонней очереди в новую двустороннюю очередь в обратном порядке

std::copy\_backward(deq.begin(), deq.end(), result.end());

std::cout << "Результирующая двусторонняя очередь:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **fill**

Пример использования алгоритма fill:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq(5);

// Заполняем всю двустороннюю очередь значением 42

std::fill(deq.begin(), deq.end(), 42);

std::cout << "Двусторонняя очередь после заполнения:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **fill\_n**

Пример использования алгоритма fill\_n:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq(5);

// Заполняем первые 2 элемента двусторонней очереди значением 42

std::fill\_n(deq.begin(), 2, 42);

std::cout << "Двусторонняя очередь после заполнения:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate**

Пример использования алгоритма generate:

#include <iostream>

#include <deque>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::deque<int> deq(5);

// Генерируем значения для каждого элемента двусторонней очереди с помощью функции generateValue

std::generate(deq.begin(), deq.end(), generateValue);

std::cout << "Двусторонняя очередь после генерации значений:\n";

for (const auto& num : deq) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate\_n**

Пример использования алгоритма generate\_n:

#include <iostream>

#include <deque>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

std::deque<int> dq(5);

std::generate\_n(dq.begin(), 5, generateValue);

std::cout << "Generated deque: ";

for (const auto& element : dq) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **partition**

Пример использования алгоритма partition:

#include <iostream>

#include <deque>

#include <algorithm>

bool isEven(int number) {

return number % 2 == 0;

}

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5, 6, 7, 8 };

std::partition(dq.begin(), dq.end(), isEven);

std::cout << "Partitioned deque: ";

for (const auto& element : dq) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **random\_shuffle**

Пример использования алгоритма random\_shuffle:

#include <iostream>

#include <deque>

#include <algorithm>

#include <random>

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5 };

std::random\_device rd;

std::mt19937 gen(rd());

std::shuffle(dq.begin(), dq.end(), gen);

std::cout << "Shuffled deque: ";

for (const auto& element : dq) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **reverse**

Пример использования алгоритма reverse:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5 };

std::reverse(dq.begin(), dq.end());

std::cout << "Reversed deque: ";

for (const auto& element : dq) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **reverse\_copy**

Пример использования алгоритма reverse­\_copy:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5 };

std::deque<int> reversedDq(dq.size());

std::reverse\_copy(dq.begin(), dq.end(), reversedDq.begin());

std::cout << "Reversed copy of deque: ";

for (const auto& element : reversedDq) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **rotate**

Пример использования алгоритма rotate:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5 };

std::rotate(dq.begin(), dq.begin() + 1, dq.end());

std::cout << "Rotated deque: ";

for (const auto& element : dq) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **rotate\_copy**

Пример использования алгоритма rotate\_copy:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5 };

std::deque<int> rotatedDq(dq.size());

std::rotate\_copy(dq.begin(), dq.begin() + 1, dq.end(), rotatedDq.begin());

std::cout << "Original deque: ";

for (const auto& element : dq) {

std::cout << element << " ";

}

std::cout << std::endl;

std::cout << "Rotated deque: ";

for (const auto& element : rotatedDq) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **stable\_partition**

Пример использования алгоритма stable\_partition:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5 };

auto isEven = [](int num) { return num % 2 == 0; };

std::stable\_partition(dq.begin(), dq.end(), isEven);

std::cout << "Partitioned deque: ";

for (const auto& element : dq) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5 };

std::deque<int> result(dq.size());

std::transform(dq.begin(), dq.end(), result.begin(), [](int num) {

return num \* 2;

});

std::cout << "Transformed deque: ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unique**

Пример использования алгоритма unique:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq{ 1, 2, 2, 3, 3, 3, 4, 5 };

auto last = std::unique(dq.begin(), dq.end());

std::cout << "Unique elements in deque: ";

for (auto it = dq.begin(); it != last; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unique\_copy**

Пример использования алгоритма unique\_copy:

#include <iostream>

#include <deque>

#include <algorithm>

#include <iterator>

int main() {

std::deque<int> dq{ 1, 2, 2, 3, 3, 3, 4, 5 };

std::deque<int> result(dq.size());

auto last = std::unique\_copy(dq.begin(), dq.end(), result.begin());

std::cout << "Unique elements in deque: ";

for (auto it = result.begin(); it != last; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **inplace\_merge**

Пример использования алгоритма inplace\_merge:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq1{ 1, 3, 5, 7 };

std::deque<int> dq2{ 2, 4, 6, 8 };

std::cout << "Before merge: ";

for (const auto& element : dq1) {

std::cout << element << " ";

}

for (const auto& element : dq2) {

std::cout << element << " ";

}

std::cout << std::endl;

std::inplace\_merge(dq1.begin(), dq1.end(), dq1.end() + dq2.size());

std::cout << "After merge: ";

for (const auto& element : dq1) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq{ 1, 2, 3, 4, 5 };

if (std::is\_sorted(dq.begin(), dq.end())) {

std::cout << "The deque is sorted." << std::endl;

}

else {

std::cout << "The deque is not sorted." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_copmare:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> dq1{ 1, 2, 3, 4, 5 };

std::deque<int> dq2{ 1, 2, 3, 5, 4 };

if (std::lexicographical\_compare(dq1.begin(), dq1.end(), dq2.begin(), dq2.end())) {

std::cout << "dq1 is lexicographically less than dq2." << std::endl;

}

else {

std::cout << "dq1 is lexicographically greater or equal to dq2." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **nth\_element**

Пример использования алгоритма nth\_element:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 9, 7, 5, 3, 1, 8 };

std::nth\_element(deque.begin(), deque.begin() + 3, deque.end());

std::cout << "Partial sorted deque: ";

for (int num : deque) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **partial\_sort**

Пример использования алгоритма partial\_sort:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 9, 7, 5, 3, 1, 8 };

std::partial\_sort(deque.begin(), deque.begin() + 3, deque.end());

std::cout << "Partial sorted deque: ";

for (int num : deque) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **partial\_sort\_copy**

Пример использования алгоритма partial\_sort\_copy:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 9, 7, 5, 3, 1, 8 };

std::deque<int> result(3);

std::partial\_sort\_copy(deque.begin(), deque.end(), result.begin(), result.end());

std::cout << "Partial sorted copy: ";

for (int num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **sort**

Пример использования алгоритма sort:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 9, 7, 5, 3, 1, 8 };

std::sort(deque.begin(), deque.end());

std::cout << "Sorted deque: ";

for (int num : deque) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **stable\_sort**

Пример использования алгоритма stable\_sort:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 9, 7, 5, 3, 1, 8 };

std::stable\_sort(deque.begin(), deque.end());

std::cout << "Sorted deque: ";

for (int num : deque) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **binary\_search**

Пример использования алгоритма binary\_search:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 1, 3, 5, 7, 9, 11 };

int target = 7;

bool found = std::binary\_search(deque.begin(), deque.end(), target);

if (found) {

std::cout << "Value " << target << " found in the deque." << std::endl;

}

else {

std::cout << "Value " << target << " not found in the deque." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 1, 2, 3, 4, 4, 5, 6 };

auto range = std::equal\_range(deque.begin(), deque.end(), 4);

std::cout << "Range of elements equal to 4 in the deque: [";

for (auto it = range.first; it != range.second; ++it) {

std::cout << \*it << " ";

}

std::cout << "]" << std::endl;

return 0;

}

Результат работы программы:
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#### **lower\_bound**

Пример использования алгоритма lower\_bound:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::lower\_bound(deque.begin(), deque.end(), 4);

if (it != deque.end()) {

std::cout << "First element not less than 4 in the deque: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:
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#### **upper\_bound**

Пример использования алгоритма upper\_bound:

#include <iostream>

#include <deque>

#include <algorithm>

int main() {

std::deque<int> deque{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::upper\_bound(deque.begin(), deque.end(), 4);

if (it != deque.end()) {

std::cout << "First element greater than 4 in the deque: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

## **Forward\_list**

#### **find**

Пример использования алгоритма find:

#include <iostream>

#include <forward\_list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::forward\_list<int> flist = { 1, 2, 3, 4, 5 };

auto it = std::find(flist.begin(), flist.end(), 3);

if (it != flist.end()) {

std::cout << "Элемент 3 найден в односвязном списке flist." << std::endl;

}

else {

std::cout << "Элемент 3 не найден в односвязном списке flist." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <forward\_list>

#include <algorithm>

bool isPrime(int num) {

if (num < 2) return false;

for (int i = 2; i \* i <= num; ++i) {

if (num % i == 0) return false;

}

return true;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::forward\_list<int> flist = { 1, 2, 3, 4, 5 };

auto it = std::find\_if(flist.begin(), flist.end(), isPrime);

if (it != flist.end()) {

std::cout << "Первое простое число в односвязном списке flist: " << \*it << std::endl;

}

else {

std::cout << "Простое число не найдено в односвязном списке flist." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <forward\_list>

#include <algorithm>

void printTriple(int num) {

std::cout << num \* 3 << " ";

}

int main() {

setlocale(LC\_ALL, "Russian");

std::forward\_list<int> flist = { 1, 2, 3, 4, 5 };

std::cout << "Исходный однонаправленный список: ";

for (int num : flist) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Троенные элементы списка: ";

std::for\_each(flist.begin(), flist.end(), printTriple);

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <forward\_list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::forward\_list<int> flist1 = { 1, 2, 3, 4, 5 };

std::forward\_list<int> flist2 = { 1, 2, 3, 6, 5 };

auto pair = std::mismatch(flist1.begin(), flist1.end(), flist2.begin());

if (pair.first == flist1.end()) {

std::cout << "Все элементы однонаправленных списков совпадают." << std::endl;

}

else {

std::cout << "Первое несовпадение: " << \*pair.first << " и " << \*pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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#### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <forward\_list>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::forward\_list<int> forwardList = { 1, 2, 3, 4, 5 };

std::forward\_list<int> result;

// Копируем элементы из исходного односвязного списка в новый односвязный список

std::copy(forwardList.begin(), forwardList.end(), std::front\_inserter(result));

std::cout << "Результирующий односвязный список:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate**

Пример использования алгоритма generate:

#include <iostream>

#include <forward\_list>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::forward\_list<int> flist(5);

// Генерируем значения для каждого элемента односвязного списка с помощью функции generateValue

std::generate(flist.begin(), flist.end(), generateValue);

std::cout << "Односвязный список после генерации значений:\n";

for (const auto& num : flist) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate\_n**

Пример использования алгоритма generate\_n:

#include <iostream>

#include <forward\_list>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

std::forward\_list<int> flist(5);

std::generate\_n(flist.begin(), 5, generateValue);

std::cout << "Generated forward list: ";

for (const auto& element : flist) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **reverse**

Пример использования алгоритма reverse:

#include <iostream>

#include <forward\_list>

#include <algorithm>

int main() {

std::forward\_list<int> flist{ 1, 2, 3, 4, 5 };

flist.reverse();

std::cout << "Reversed forward\_list: ";

for (const auto& element : flist) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **stable\_partition**

Пример использования алгоритма stable\_partition:

#include <iostream>

#include <forward\_list>

#include <algorithm>

int main() {

std::forward\_list<int> fwdList{ 1, 2, 3, 4, 5 };

auto isEven = [](int num) { return num % 2 == 0; };

// Используем итераторы перед началом и после конца, чтобы указать границы последовательности

auto beforeBegin = fwdList.before\_begin();

auto end = fwdList.end();

std::stable\_partition(++beforeBegin, end, isEven);

std::cout << "Partitioned forward list: ";

for (const auto& element : fwdList) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <forward\_list>

#include <algorithm>

#include <iterator>

int main() {

std::forward\_list<int> fwdList{ 1, 2, 3, 4, 5 };

std::forward\_list<int> result;

std::transform(fwdList.begin(), fwdList.end(), std::front\_inserter(result), [](int num) {

return num \* 2;

});

std::cout << "Transformed forward list: ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unique**

Пример использования алгоритма unique:

#include <iostream>

#include <forward\_list>

#include <algorithm>

#include <iterator>

int main() {

std::forward\_list<int> fwdList{ 1, 2, 2, 3, 3, 3, 4, 5 };

fwdList.unique();

std::cout << "Unique elements in forward list: ";

for (const auto& element : fwdList) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **unique\_copy**

Пример использования алгоритма unique\_copy:

#include <iostream>

#include <forward\_list>

#include <algorithm>

#include <iterator>

int main() {

std::forward\_list<int> fwdList{ 1, 2, 2, 3, 3, 3, 4, 5 };

std::forward\_list<int> result;

auto it = std::unique\_copy(fwdList.begin(), fwdList.end(), std::front\_inserter(result));

std::cout << "Unique elements in forward list: ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **upper\_bound**

Пример использования алгоритма upper\_bound:

#include <iostream>

#include <forward\_list>

#include <algorithm>

int main() {

std::forward\_list<int> forwardList{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::upper\_bound(forwardList.begin(), forwardList.end(), 4);

if (it != forwardList.end()) {

std::cout << "First element greater than 4 in the forward\_list: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:
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## **List**

#### **adjacent\_find**

Пример использования алгоритма adjacent\_find:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 3, 4, 5 };

auto result = std::adjacent\_find(lst.begin(), lst.end());

if (result != lst.end()) {

std::cout << "Найдена пара соседних элементов, равных друг другу: "

<< \*result << " и " << \*(++result) << std::endl;

}

else {

std::cout << "Соседние элементы, равные друг другу, не найдены." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **count**

Пример использования алгоритма count:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 3, 4, 5 };

int value = 3;

int count = std::count(lst.begin(), lst.end(), value);

std::cout << "Количество вхождений элемента " << value << " в списке: " << count << std::endl;

return 0;

}

Результат работы программы:
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#### **count\_if**

Пример использования алгоритма count\_if:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 3, 4, 5 };

int value = 3;

int count = std::count(lst.begin(), lst.end(), value);

std::cout << "Количество вхождений элемента " << value << " в списке: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **equal**

Пример использования алгоритма equal:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst1 = { 1, 2, 3, 4, 5 };

std::list<int> lst2 = { 1, 2, 3, 4, 5 };

bool isEqual = std::equal(lst1.begin(), lst1.end(), lst2.begin());

std::cout << "Списки lst1 и lst2 " << (isEqual ? "равны" : "не равны") << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **find**

Пример использования алгоритма find:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5 };

auto it = std::find(lst.begin(), lst.end(), 3);

if (it != lst.end()) {

std::cout << "Элемент 3 найден в списке lst." << std::endl;

}

else {

std::cout << "Элемент 3 не найден в списке lst." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <list>

#include <algorithm>

bool isNegative(int num) {

return num < 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { -2, -1, 0, 1, 2 };

auto it = std::find\_if(lst.begin(), lst.end(), isNegative);

if (it != lst.end()) {

std::cout << "Первое отрицательное число в списке lst: " << \*it << std::endl;

}

else {

std::cout << "Отрицательное число не найдено в списке lst." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **find\_end**

Пример использования алгоритма find\_end:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 3, 4, 5, 3, 4 };

std::list<int> subList = { 3, 4 };

auto it = std::find\_end(lst.begin(), lst.end(), subList.begin(), subList.end());

if (it != lst.end()) {

std::cout << "Подсписок найден в списке lst, начиная с индекса: " << std::distance(lst.begin(), it) << std::endl;

}

else {

std::cout << "Подсписок не найден в списке lst." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **find\_first\_of**

Пример использования алгоритма find\_first\_of:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

std::list<int> searchValues = { 4, 8, 12 };

auto it = std::find\_first\_of(lst.begin(), lst.end(), searchValues.begin(), searchValues.end());

if (it != lst.end()) {

std::cout << "Первое вхождение одного из искомых значений в списке lst: " << \*it << std::endl;

}

else {

std::cout << "Искомые значения не найдены в списке lst." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <list>

#include <algorithm>

void printSquare(int num) {

std::cout << num \* num << " ";

}

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5 };

std::cout << "Исходный список: ";

for (int num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Квадраты элементов списка: ";

std::for\_each(lst.begin(), lst.end(), printSquare);

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> list1 = { 1, 2, 3, 4, 5 };

std::list<int> list2 = { 1, 2, 3, 6, 5 };

auto pair = std::mismatch(list1.begin(), list1.end(), list2.begin());

if (pair.first == list1.end()) {

std::cout << "Все элементы списков совпадают." << std::endl;

}

else {

std::cout << "Первое несовпадение: " << \*pair.first << " и " << \*pair.second << std::endl;

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAAAkCAYAAAC3+rerAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAXDSURBVHhe7Zy9biJJEICL04XeJ0C2A7SCV2DtwKxWG5h8TrItOcVEm0yAJSIkCEg2wqRIiwNyHJxOawL75hWwVg6MxXNwVd09Pwzz0wPY3vbVJ42Bnoauqq7qqm5s5wBggRd8/vKVHrbGz3/+Vs+Yt+UTfP81ADj/CN/+VU2KT99/wQDO4WP4BmMMXgAzDGMef6hHhmEMhAOYYQyGA5hhDIYDmGEMhgOYYQyGA5hhDCa3s7PDXyMxjKFwBmYYg+EAZhiD4QBmGIPhAGYYg8l9+PDXon1rQ1k1LDOHUe0MelM+52LeL7lqB25tigAHupVLGC/ezt99WSROtwKNcbw8XgamjkdHR95V6TrqDsO8X3K5ElycRKev16bamWDwAi4ifiwmBS/BJTTzv6Z40QQrj5n3jRMWZV67nL0CyBTANMhkMvGvTlXdkStZfTiBYb0EpfrQ7zOsQylHf7Xo91n6DHF1oKr6uCx9Bl2BsVyS5NHBkyf0PloJw226Y4n3ev2GUC/p66Vjn/g+eIVkWsuGEf105j38nrANxeslX6hCJ+NYQVzdyN/WhWQ4t/IwHw3gRrVlRVevNI4Py0KOrOW7dgCTYYPpvVLpglO2VwTNW33oH9xDDftVKjUYgQX99rG6q3C6fqlOfeZlsH9ceEagyelbs8SxdOXZBjpjuRNn742E7rJfC+Czr7uOXoIU+wgCfegKJxCSuQmtwOfIscIOX9zfw5+08qv5mst2l5ey83F79dzlNeeUEDLMR9C6elAtmxOlVxrkOxi/MHsqyOB3r8DCEIdWANMqS/uE4AqxWIxhQLNdPlzOnmiQ2tkVTLHfYjGFn/cRfaKYPYn3uKui0/VLCRrrkjy0fCIyWiZ5NkR3rOLFCU4cBoLSnSD9e72xeK6jVyLKProsxg047U3VKznWHQ6V3y2olgDzZ3hUT4O8lJ0pUAPnNIKsY017pyLIgzpmIVeqAw4HzrU/X5sSpVcWyvYh3HmLV0zyC/GnekyhALt5mV0nlmrymKlHRcjRHp7o/h7sF+mFaCJJcYXBpdaFsklDOjrWEhgIcxiFPerxGVvLIPzvIYM8OoTlIbyMpjdWgTo5157zraCll2xKtE8GqLxbcahQphZyx5LBzok2DFJUgdqF+wMbXdRly3OagFgsmhbk0a6nKYdE+sTppc/y4j6Fq2sHLJsW95vYb4Iy7YHDJ9XyasQ7bRzh8g9o8lf3wWm8mDwRjpc0FjmEqES3xRbsI4NXlsbe54T08uROye5adtawIVGgQyPMLa2rqJyvOdamHJ+DlcfFdLDuzneVNL102BNZLhuaAfwIz6KSSU7nUcg91gyeErYZN1TbuVlaZKS8zEhBCrvY6sCdsPn68mQnfSxaLUWhkVRWaukVzZJ9NHD3VODcpTi+zHpO7OBbtnPeApu2EVi2rrrD680pHRihMGD1b3FhlPtN+d1rGexbasuYTBL10kHqHt7e6MSOVgD7e1kbOlV9xWif0VSnfEmOJA0qBV1Me4CVAw7V9oxIDtlGA7ufs64866A71s1gJEphO7BnoQxXr8sDGB294gjaRw/pELike4cgUeW0PHCJXzxexM6YqaO+28w61ian0ONGOMPjnlOUDG7Fsl4Vl/adbRykO5XLwbMQ98wkzTc098Dy0KAGQ+jbuEIFtzpUOgX3ZzgBwb0QlUQrioX6oJRQq/iHCWRgIIfD1dDtNR/Vlg4stOXZAjpjUYCeVZ6AfqvN103+JpuLjl6CBPvoJAbhEK0RHPQt6N/K3RiNU3tuQn9XLiwXP/pYRtIdmXWCakEex++A0G27dsYAuYwvNV5zTrdLsl460KFjbR91x6rA3T9H+kaIrf09sOcUs9/d2EzaXIlsjTtvnsffn0yHWMz7gDK02LMzxsMZmGEMhv+lDsMYDJfQDGMwHMAMYzAcwAxjMBzADGMwHMAMYzAcwAxjMBzADGMwHMAMYywA/wEmhRnrhbda1QAAAABJRU5ErkJggg==)
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#### **search**

Пример использования алгоритма search:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> list = { 1, 2, 3, 4, 5, 6, 7, 8 };

std::list<int> pattern = { 4, 5, 6 };

auto result = std::search(list.begin(), list.end(), pattern.begin(), pattern.end());

if (result != list.end()) {

std::cout << "Найдено совпадение начиная с позиции " << std::distance(list.begin(), result) << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **search\_n**

Пример использования алгоритма search\_n:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 4, 4, 5, 6 };

int value = 4;

int count = 3;

auto result = std::search\_n(lst.begin(), lst.end(), count, value);

if (result != lst.end()) {

std::cout << "Найдено совпадение " << count << " элементов со значением " << value << " начиная с позиции " << std::distance(lst.begin(), result) << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 3, 1, 4, 1, 5 };

int maxValue = \*std::max\_element(lst.begin(), lst.end());

std::cout << "Максимальное значение: " << maxValue << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 3, 1, 4, 1, 5 };

int minValue = \*std::min\_element(lst.begin(), lst.end());

std::cout << "Минимальное значение: " << minValue << std::endl;

return 0;

}

Результат работы программы:
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#### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <list>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5 };

int sum = std::accumulate(lst.begin(), lst.end(), 0);

std::cout << "Сумма элементов: " << sum << std::endl;

return 0;

}

Результат работы программы:
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#### **adjacent\_difference**

Пример использования алгоритма adjacent\_difference:

#include <iostream>

#include <list>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 3, 5, 7, 9 };

std::list<int> diff;

std::adjacent\_difference(lst.begin(), lst.end(), std::back\_inserter(diff));

std::cout << "Разности между соседними элементами: ";

for (const auto& num : diff) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **inner\_product**

Пример использования алгоритма inner\_product:

#include <iostream>

#include <list>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst1 = { 1, 2, 3, 4, 5 };

std::list<int> lst2 = { 6, 7, 8, 9, 10 };

int result = std::inner\_product(lst1.begin(), lst1.end(), lst2.begin(), 0);

std::cout << "Внутреннее произведение: " << result << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **partial\_sum**

Пример использования алгоритма partial\_sum:

#include <iostream>

#include <list>

#include <numeric>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5 };

std::list<int> result;

std::partial\_sum(lst.begin(), lst.end(), std::back\_inserter(result));

std::cout << "Частичные суммы: ";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace**

Пример использования алгоритма replace:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 3 };

int oldValue = 3;

int newValue = 9;

std::cout << "До замены:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

std::replace(lst.begin(), lst.end(), oldValue, newValue);

std::cout << "После замены:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_if**

Пример использования алгоритма replace\_if:

#include <iostream>

#include <list>

#include <algorithm>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 6 };

int newValue = 0;

std::cout << "До замены:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

std::replace\_if(lst.begin(), lst.end(), isEven, newValue);

std::cout << "После замены:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_copy**

Пример использования алгоритма replace\_copy:

#include <iostream>

#include <list>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 6 };

std::list<int> newList;

int oldValue = 2;

int newValue = 0;

std::replace\_copy(lst.begin(), lst.end(), std::back\_inserter(newList), oldValue, newValue);

std::cout << "Исходный список:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Новый список после замены:\n";

for (const auto& num : newList) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **replace\_copy\_if**

Пример использования алгоритма replace\_copy\_if:

#include <iostream>

#include <list>

#include <algorithm>

#include <iterator>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 6 };

std::list<int> newList;

int newValue = 0;

std::replace\_copy\_if(lst.begin(), lst.end(), std::back\_inserter(newList), isEven, newValue);

std::cout << "Исходный список:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Новый список после замены:\n";

for (const auto& num : newList) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove**

Пример использования алгоритма remove:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 2, 4, 2, 5 };

int valueToRemove = 2;

auto newEnd = std::remove(lst.begin(), lst.end(), valueToRemove);

std::cout << "Исходный список:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Список после удаления элементов:\n";

for (auto it = lst.begin(); it != newEnd; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_if**

Пример использования алгоритма remove\_if:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 6, 7 };

// Удаляем все числа меньше или равные 3

lst.remove\_if([](int num) {

return num <= 3;

});

std::cout << "Список после удаления чисел меньше или равных 3:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_copy**

Пример использования алгоритма remove\_copy:

#include <iostream>

#include <list>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 6, 7 };

std::list<int> result;

// Копируем все числа, кроме 4, в новый список

std::remove\_copy(lst.begin(), lst.end(), std::back\_inserter(result), 4);

std::cout << "Результирующий список:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **remove\_copy\_if**

Пример использования алгоритма remove\_copy\_if:

#include <iostream>

#include <list>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5, 6, 7 };

std::list<int> result;

// Копируем все нечетные числа в новый список

std::remove\_copy\_if(lst.begin(), lst.end(), std::back\_inserter(result), [](int num) { return num % 2 != 0; });

std::cout << "Результирующий список:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <list>

#include <algorithm>

#include <iterator>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst = { 1, 2, 3, 4, 5 };

std::list<int> result(lst.size());

// Копируем элементы из исходного списка в новый список

std::copy(lst.begin(), lst.end(), result.begin());

std::cout << "Результирующий список:\n";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **fill**

Пример использования алгоритма fill:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst(5);

// Заполняем всего списка значением 42

std::fill(lst.begin(), lst.end(), 42);

std::cout << "Список после заполнения:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **fill\_n**

Пример использования алгоритма fill\_n:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst(5);

// Заполняем первые 3 элемента списка значением 42

std::fill\_n(lst.begin(), 3, 42);

std::cout << "Список после заполнения:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **generate**

Пример использования алгоритма generate:

#include <iostream>

#include <list>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::list<int> lst(5);

// Генерируем значения для каждого элемента списка с помощью функции generateValue

std::generate(lst.begin(), lst.end(), generateValue);

std::cout << "Список после генерации значений:\n";

for (const auto& num : lst) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **generate\_n**

Пример использования алгоритма generate\_n:

#include <iostream>

#include <list>

#include <algorithm>

int generateValue() {

static int value = 0;

return value++;

}

int main() {

std::list<int> lst(5);

std::generate\_n(lst.begin(), 5, generateValue);

std::cout << "Generated list: ";

for (const auto& element : lst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **partition**

Пример использования алгоритма partition:

#include <iostream>

#include <list>

#include <algorithm>

bool isEven(int number) {

return number % 2 == 0;

}

int main() {

std::list<int> lst{ 1, 2, 3, 4, 5, 6, 7, 8 };

std::partition(lst.begin(), lst.end(), isEven);

std::cout << "Partitioned list: ";

for (const auto& element : lst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **random\_shuffle**

Пример использования алгоритма random\_shuffle:

#include <iostream>

#include <list>

#include <algorithm>

#include <random>

int main() {

std::list<int> lst{ 1, 2, 3, 4, 5 };

std::random\_device rd;

std::mt19937 gen(rd());

std::vector<int> temp(lst.begin(), lst.end());

std::shuffle(temp.begin(), temp.end(), gen);

std::copy(temp.begin(), temp.end(), lst.begin());

std::cout << "Shuffled list: ";

for (const auto& element : lst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **reverse**

Пример использования алгоритма reverse:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> lst{ 1, 2, 3, 4, 5 };

lst.reverse();

std::cout << "Reversed list: ";

for (const auto& element : lst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **reverse\_copy**

Пример использования алгоритма reverse­\_copy:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> lst{ 1, 2, 3, 4, 5 };

std::list<int> reversedLst;

std::reverse\_copy(lst.begin(), lst.end(), std::back\_inserter(reversedLst));

std::cout << "Reversed copy of list: ";

for (const auto& element : reversedLst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **rotate**

Пример использования алгоритма rotate:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> lst{ 1, 2, 3, 4, 5 };

std::rotate(lst.begin(), std::next(lst.begin()), lst.end());

std::cout << "Rotated list: ";

for (const auto& element : lst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **rotate\_copy**

Пример использования алгоритма rotate\_copy:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> lst{ 1, 2, 3, 4, 5 };

std::list<int> rotatedLst(lst.size());

std::rotate\_copy(lst.begin(), lst.begin()++, lst.end(), rotatedLst.begin());

std::cout << "Original list: ";

for (const auto& element : lst) {

std::cout << element << " ";

}

std::cout << std::endl;

std::cout << "Rotated list: ";

for (const auto& element : rotatedLst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **stable\_partition**

Пример использования алгоритма stable\_partition:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> lst{ 1, 2, 3, 4, 5 };

auto isEven = [](int num) { return num % 2 == 0; };

std::stable\_partition(lst.begin(), lst.end(), isEven);

std::cout << "Partitioned list: ";

for (const auto& element : lst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> lst{ 1, 2, 3, 4, 5 };

std::list<int> result;

std::transform(lst.begin(), lst.end(), std::back\_inserter(result), [](int num) {

return num \* 2;

});

std::cout << "Transformed list: ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **unique**

Пример использования алгоритма unique:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> lst{ 1, 2, 2, 3, 3, 3, 4, 5 };

lst.unique();

std::cout << "Unique elements in list: ";

for (const auto& element : lst) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **unique\_copy**

Пример использования алгоритма unique\_copy:

#include <iostream>

#include <list>

#include <algorithm>

#include <iterator>

int main() {

std::list<int> lst{ 1, 2, 2, 3, 3, 3, 4, 5 };

std::list<int> result;

auto it = std::unique\_copy(lst.begin(), lst.end(), std::back\_inserter(result));

std::cout << "Unique elements in list: ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **inplace\_merge**

Пример использования алгоритма inplace\_merge:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list1{ 1, 3, 5, 7 };

std::list<int> list2{ 2, 4, 6, 8 };

std::cout << "Before merge: ";

for (const auto& element : list1) {

std::cout << element << " ";

}

for (const auto& element : list2) {

std::cout << element << " ";

}

std::cout << std::endl;

std::inplace\_merge(list1.begin(), list1.end(), list2.end());

std::cout << "After merge: ";

for (const auto& element : list1) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list{ 1, 2, 3, 5, 4 };

if (std::is\_sorted(list.begin(), list.end())) {

std::cout << "The list is sorted." << std::endl;

}

else {

std::cout << "The list is not sorted." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_copmare:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list1{ 1, 2, 3, 4, 5 };

std::list<int> list2{ 1, 2, 3, 5, 4 };

if (std::lexicographical\_compare(list1.begin(), list1.end(), list2.begin(), list2.end())) {

std::cout << "list1 is lexicographically less than list2." << std::endl;

}

else {

std::cout << "list1 is lexicographically greater or equal to list2." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **merge**

Пример использования алгоритма merge:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list1{ 1, 3, 5 };

std::list<int> list2{ 2, 4, 6 };

std::list<int> merged;

std::merge(list1.begin(), list1.end(), list2.begin(), list2.end(), std::inserter(merged, merged.begin()));

std::cout << "Merged list: ";

for (int num : merged) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

#### **sort**

Пример использования алгоритма sort:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list{ 9, 7, 5, 3, 1, 8 };

list.sort();

std::cout << "Sorted list: ";

for (int num : list) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **stable\_sort**

Пример использования алгоритма stable\_sort:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list{ 9, 7, 5, 3, 1, 8 };

list.sort();

std::cout << "Sorted list: ";

for (int num : list) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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#### **binary\_search**

Пример использования алгоритма binary\_search:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list{ 1, 3, 5, 7, 9, 11 };

int target = 7;

bool found = std::binary\_search(list.begin(), list.end(), target);

if (found) {

std::cout << "Value " << target << " found in the list." << std::endl;

}

else {

std::cout << "Value " << target << " not found in the list." << std::endl;

}

return 0;

}

Результат работы программы:
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#### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list{ 1, 2, 3, 4, 4, 5, 6 };

auto range = std::equal\_range(list.begin(), list.end(), 4);

std::cout << "Range of elements equal to 4 in the list: [";

for (auto it = range.first; it != range.second; ++it) {

std::cout << \*it << " ";

}

std::cout << "]" << std::endl;

return 0;

}

Результат работы программы:
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#### **lower\_bound**

Пример использования алгоритма lower\_bound:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> list{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::lower\_bound(list.begin(), list.end(), 4);

if (it != list.end()) {

std::cout << "First element not less than 4 in the list: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:
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#### **upper\_bound**

Пример использования алгоритма upper\_bound:

#include <iostream>

#include <list>

#include <algorithm>

int main() {

std::list<int> myList{ 1, 2, 3, 4, 4, 5, 6 };

auto it = std::upper\_bound(myList.begin(), myList.end(), 4);

if (it != myList.end()) {

std::cout << "First element greater than 4 in the list: " << \*it << std::endl;

}

else {

std::cout << "No element found" << std::endl;

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Последовательные контейнеры>](#_Последовательные_контейнеры_1)

# **Ассоциативные контейнеры**

## **Set**

#### **Set**

##### **adjacent\_find**

Пример использования алгоритма adjacent\_find:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::set<int> mySet{ 1, 2, 3, 4, 4, 5 };

auto adjIt = std::adjacent\_find(mySet.begin(), mySet.end());

if (adjIt != mySet.end()) {

std::cout << "Первая пара соседних элементов: " << \*adjIt << " и " << \*(++adjIt) << std::endl;

}

else {

std::cout << "Соседние элементы не найдены." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **count**

Пример использования алгоритма count:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::set<int> mySet{ 1, 2, 3, 4, 4, 5 };

int count = std::count(mySet.begin(), mySet.end(), 4);

std::cout << "Количество элементов со значением 4: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **count\_if**

Пример использования алгоритма count\_if:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::set<int> mySet{ 1, 2, 3, 4, 5 };

int countIf = std::count\_if(mySet.begin(), mySet.end(), [](int num) { return num > 2; });

std::cout << "Количество элементов, больших 2: " << countIf << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **equal**

Пример использования алгоритма equal:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::set<int> set1{ 1, 2, 3, 4, 5 };

std::set<int> set2{ 1, 2, 3, 4, 5 };

bool isEqual = std::equal(set1.begin(), set1.end(), set2.begin());

std::cout << "Множества одинаковы: " << std::boolalpha << isEqual << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find**

Пример использования алгоритма find:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> numbers = { 1, 2, 3, 4, 5 };

auto it = std::find(numbers.begin(), numbers.end(), 3);

if (it != numbers.end()) {

std::cout << "Number found: " << \*it << std::endl;

}

else {

std::cout << "Number not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <set>

#include <algorithm>

bool IsEven(int number) {

return number % 2 == 0;

}

int main() {

std::set<int> numbers = { 1, 2, 3, 4, 5 };

auto it = std::find\_if(numbers.begin(), numbers.end(), IsEven);

if (it != numbers.end()) {

std::cout << "First even number found: " << \*it << std::endl;

}

else {

std::cout << "No even number found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find\_end**

Пример использования алгоритма find\_end:

#include <iostream>

#include <set>

#include <algorithm>

bool IsEven(int number) {

return number % 2 == 0;

}

int main() {

std::set<int> numbers = { 1, 2, 3, 4, 5 };

auto it = std::find\_if(numbers.begin(), numbers.end(), IsEven);

if (it != numbers.end()) {

std::cout << "First even number found: " << \*it << std::endl;

}

else {

std::cout << "No even number found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find\_first\_of**

Пример использования алгоритма find\_first\_of:

#include <iostream>

#include <set>

#include <algorithm>

#include <string>

int main() {

std::set<char> vowels = { 'a', 'e', 'i', 'o', 'u' };

std::string word = "hello";

auto it = std::find\_first\_of(word.begin(), word.end(), vowels.begin(), vowels.end());

if (it != word.end()) {

std::cout << "First vowel found: " << \*it << std::endl;

}

else {

std::cout << "No vowel found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <set>

#include <algorithm>

struct Print {

void operator()(int value) const {

std::cout << value << " ";

}

};

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

std::for\_each(mySet.begin(), mySet.end(), Print());

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <set>

#include <algorithm>

#include <string>

int main() {

std::set<char> set1 = { 'h', 'e', 'l', 'l', 'o' };

std::set<char> set2 = { 'h', 'e', 'l', 'p' };

auto mismatchPair = std::mismatch(set1.begin(), set1.end(), set2.begin());

if (mismatchPair.first != set1.end()) {

std::cout << "Mismatch found at position: " << std::distance(set1.begin(), mismatchPair.first) << std::endl;

}

else {

std::cout << "No mismatch found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **search**

Пример использования алгоритма search:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

std::set<int> subSet = { 3, 4 };

auto it = std::search(mySet.begin(), mySet.end(), subSet.begin(), subSet.end());

if (it != mySet.end()) {

std::cout << "Subsequence found at index: " << std::distance(mySet.begin(), it) << std::endl;

}

else {

std::cout << "Subsequence not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **search\_n**

Пример использования алгоритма search\_n:

#include <iostream>

#include <set>

#include <algorithm>

// Функция, которую мы будем применять к каждому элементу множества

void process\_element(int element) {

std::cout << element << " ";

}

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

// Применяем функцию process\_element к каждому элементу множества

std::for\_each(mySet.begin(), mySet.end(), process\_element);

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

auto maxElement = std::max\_element(mySet.begin(), mySet.end());

std::cout << "Max element: " << \*maxElement << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

auto minElement = std::min\_element(mySet.begin(), mySet.end());

std::cout << "Min element: " << \*minElement << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <set>

#include <numeric>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

int sum = std::accumulate(mySet.begin(), mySet.end(), 0);

std::cout << "Sum: " << sum << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **adjacent\_difference**

Пример использования алгоритма adjacent\_difference:

#include <iostream>

#include <set>

#include <numeric>

int main() {

std::set<int> mySet = { 1, 3, 5, 7, 9 };

std::set<int> result;

std::adjacent\_difference(mySet.begin(), mySet.end(), std::inserter(result, result.begin()));

std::cout << "Result: ";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **inner\_product**

Пример использования алгоритма inner\_product:

#include <iostream>

#include <set>

#include <numeric>

int main() {

std::set<int> set1 = { 1, 2, 3 };

std::set<int> set2 = { 4, 5, 6 };

int result = std::inner\_product(set1.begin(), set1.end(), set2.begin(), 0);

std::cout << "Result: " << result << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **partial\_sum**

Пример использования алгоритма partial\_sum:

#include <iostream>

#include <set>

#include <numeric>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

std::set<int> result;

std::partial\_sum(mySet.begin(), mySet.end(), std::inserter(result, result.begin()));

std::cout << "Result: ";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **swap**

Пример использования алгоритма swap:

#include <iostream>

#include <set>

int main() {

std::set<int> set1 = { 1, 2, 3 };

std::set<int> set2 = { 4, 5, 6 };

std::swap(set1, set2);

std::cout << "Set 1: ";

for (const auto& num : set1) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Set 2: ";

for (const auto& num : set2) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **replace\_copy**

Пример использования алгоритма replace\_copy:

#include <iostream>

#include <algorithm>

#include <set>

#include <iterator>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

std::set<int> result;

std::replace\_copy(mySet.begin(), mySet.end(), std::inserter(result, result.begin()), 3, 10);

// Выводим элементы в результате замены

for (const auto& value : result) {

std::cout << value << " ";

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAAYCAYAAAAF6fiUAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAALHSURBVGhD7Zm7bupAEIZ/p+YNLE4KCngFRAqghN7FSaS0hN6FkaiQoKAHWqRA4d4pMUUQrwBFiiTyc/jMrtdcDAdfAG2zn7SKPCJmd2bnnxmhAfBpKSTxIP4qJKECIBktl8spCZKIygDJqABIRgVAMioAkjkqwqX2DBNDB9ZDVC1HWNPRHCxhlsUDsR7WYDnZ67zWHMDlL1xjWOvA8ZO/a/+/x2TdU5x/ot/n2S08jzbi6Tw8A7RSG7PlEl3MYXvcngnufNDmqlW+asM1yqaLQZPNe+nRtBLe/p46MB0scLXdnthK6/wk/gmdz4LLz96yAWOCWbskPnGeB01roj+pYNWq4WX8JczZcCw64OHN+JjyDZefGsKQjuJbF4ZODqRAyiKJf3YXhTIjDK6/GWFO29YrdZS0/1/AB993YFWfMdpkl4l7wA7+Sunu2VN8CJsMEvmnWEeFKdPnfqds/08sefUK6sXAdo47F+EC8rQx7zd9ZjX6Jsqejd54KyxZKcN0XSxJQtjKKocXKeRBVwXhMZlkvbsmYNtk1ZEvBPZz3DUA3Im0hdUinRPZAXhGz8fYpCi6UXzHOtL+Fukhq0lxunwN3PlCsjoLYbzA3QIQdkOe3Uslb1xPuwb0Az29Fdtxj9ekOF3OTL0Plzv/JfGZ7xIA1q4Fzo9vw05ovFLh9WBPb6/8vr/B9494uCVfv1xqDAPUcR04PyJN57h5AFg7FvbKqZ1PNILKRR3cXreD3jrU8gGaGW/vrjD+fF8lbSdsF1ix9nT9eTSnFB//0C1c4ZIC3zQAu0HkikGOt7IHus0WmyfopaKft1INY4cENYne07ltdrHMGrOes2zuijyrBV26iHF1jE/C0el1D0lBQj3j2v0+IfkQhgjXTMRBYFl6p5uEd5NrSMaLkdQ/0Uk4yZnV7wGSuWsbqohHBUAyKgCSUQGQCvAPPKFEsXuOqlgAAAAASUVORK5CYII=)

[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **replace\_copy\_if**

Пример использования алгоритма replace\_copy\_if:

#include <iostream>

#include <algorithm>

#include <set>

#include <iterator>

bool isEven(int value) {

return value % 2 == 0;

}

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

std::set<int> result;

std::replace\_copy\_if(mySet.begin(), mySet.end(), std::inserter(result, result.begin()), isEven, 0);

// Выводим элементы в результате замены

for (const auto& value : result) {

std::cout << value << " ";

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **remove\_copy**

Пример использования алгоритма remove\_copy:

#include <iostream>

#include <set>

#include <vector>

#include <algorithm>

int main() {

std::set<int> mySet{ 1, 2, 3, 4, 5 };

std::vector<int> result;

std::remove\_copy(mySet.begin(), mySet.end(), std::back\_inserter(result), 3);

std::cout << "Elements in result vector after 'remove\_copy': ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **remove\_copy\_if**

Пример использования алгоритма remove\_copy\_if:

#include <iostream>

#include <set>

#include <vector>

#include <algorithm>

bool isOdd(int num) {

return num % 2 != 0;

}

int main() {

std::set<int> mySet{ 1, 2, 3, 4, 5 };

std::vector<int> result;

std::remove\_copy\_if(mySet.begin(), mySet.end(), std::back\_inserter(result), isOdd);

std::cout << "Elements in result vector after 'remove\_copy\_if': ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <set>

#include <algorithm>

#include <vector>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> myVector;

std::copy(mySet.begin(), mySet.end(), std::back\_inserter(myVector));

std::cout << "Copied elements: ";

for (int value : myVector) {

std::cout << value << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **copy\_backward**

Пример использования алгоритма copy\_backward:

#include <iostream>

#include <set>

#include <algorithm>

#include <vector>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> myVector;

std::copy(mySet.begin(), mySet.end(), std::back\_inserter(myVector));

std::cout << "Copied elements: ";

for (int value : myVector) {

std::cout << value << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <set>

#include <algorithm>

#include <vector>

int square(int number) {

return number \* number;

}

int main() {

std::set<int> mySet{ 1, 2, 3, 4, 5 };

std::vector<int> transformedSet;

std::transform(mySet.begin(), mySet.end(), std::back\_inserter(transformedSet), [](int number) {

return number \* number;

});

for (const auto& element : transformedSet) {

std::cout << element << " ";

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **unique\_copy**

Пример использования алгоритма unique\_copy:

#include <iostream>

#include <set>

#include <algorithm>

#include <vector>

int main() {

std::set<int> mySet{ 1, 2, 2, 3, 4, 4, 5 };

std::vector<int> uniqueSet;

std::unique\_copy(mySet.begin(), mySet.end(), std::back\_inserter(uniqueSet));

for (const auto& element : uniqueSet) {

std::cout << element << " ";

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <algorithm>

#include <set>

int main() {

std::set<int> mySet = { 1, 2, 3, 4, 5 };

if (std::is\_sorted(mySet.begin(), mySet.end())) {

std::cout << "The set is sorted in ascending order." << std::endl;

}

else {

std::cout << "The set is not sorted." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_compare:

#include <iostream>

#include <algorithm>

#include <set>

int main() {

std::set<int> mySet1 = { 1, 2, 3, 4, 5 };

std::set<int> mySet2 = { 2, 4, 6, 8, 10 };

if (std::lexicographical\_compare(mySet1.begin(), mySet1.end(), mySet2.begin(), mySet2.end())) {

std::cout << "mySet1 is lexicographically less than mySet2." << std::endl;

}

else {

std::cout << "mySet1 is not lexicographically less than mySet2." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **merge**

Пример использования алгоритма merge:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> mySet1{ 1, 3, 5 };

std::set<int> mySet2{ 2, 4, 6 };

std::set<int> mergedSet;

std::merge(mySet1.begin(), mySet1.end(), mySet2.begin(), mySet2.end(), std::inserter(mergedSet, mergedSet.begin()));

for (const auto& element : mergedSet) {

std::cout << element << " ";

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **partial\_sort\_copy**

Пример использования алгоритма partial\_sort\_copy:

#include <iostream>

#include <set>

#include <algorithm>

#include <vector>

int main() {

std::set<int> mySet = { 5, 2, 8, 1, 9, 3 };

std::vector<int> result(3);

std::partial\_sort\_copy(mySet.begin(), mySet.end(), result.begin(), result.end());

std::cout << "Partial\_sort\_copy result: ";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **binary\_search**

Пример использования алгоритма binary\_search:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> mySet = { 5, 2, 8, 1, 6 };

int target = 8;

bool found = std::binary\_search(mySet.begin(), mySet.end(), target);

if (found) {

std::cout << "Element " << target << " found in the set." << std::endl;

}

else {

std::cout << "Element " << target << " not found in the set." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> mySet = { 5, 2, 8, 1, 6 };

// Найдите равный диапазон для элемента

int target = 5;

auto range = mySet.equal\_range(target);

// Вывод элементов в диапазоне

std::cout << "Equal range for " << target << ": ";

for (auto it = range.first; it != range.second; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **lower\_bound**

Пример использования алгоритма lower\_bound:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> mySet = { 5, 2, 8, 1, 6 };

// Найдите нижнюю границу для элемента

int target = 3;

auto it = mySet.lower\_bound(target);

if (it != mySet.end()) {

std::cout << "Lower bound for " << target << ": " << \*it << std::endl;

}

else {

std::cout << "No lower bound found for " << target << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **upper\_bound**

Пример использования алгоритма upper\_bound:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::set<int> mySet = { 5, 2, 8, 1, 6 };

// Найдите верхнюю границу для элемента

int target = 4;

auto it = mySet.upper\_bound(target);

if (it != mySet.end()) {

std::cout << "Upper bound for " << target << ": " << \*it << std::endl;

}

else {

std::cout << "No upper bound found for " << target << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

#### **Multiset**

##### **adjacent\_find**

##### **count**

Пример использования алгоритмаcount:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> multiset{ 1, 2, 2, 3, 4, 4, 5 };

int count = std::count(multiset.begin(), multiset.end(), 4);

std::cout << "Number of occurrences of 4: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **count\_if**

Пример использования алгоритмаcount\_if:

#include <iostream>

#include <set>

#include <algorithm>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

std::multiset<int> multiset{ 1, 2, 2, 3, 4, 4, 5 };

int count = std::count\_if(multiset.begin(), multiset.end(), isEven);

std::cout << "Number of even elements: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **equal**

Пример использования алгоритмаequal:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> multiset1{ 1, 2, 3, 4 };

std::multiset<int> multiset2{ 1, 2, 3, 4 };

bool isEqual = std::equal(multiset1.begin(), multiset1.end(), multiset2.begin(), multiset2.end());

if (isEqual) {

std::cout << "The multisets are equal" << std::endl;

}

else {

std::cout << "The multisets are not equal" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find**

Пример использования алгоритмаfind:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> multiset{ 1, 2, 2, 3, 4, 4, 5 };

auto it = std::find(multiset.begin(), multiset.end(), 3);

if (it != multiset.end()) {

std::cout << "Element found: " << \*it << std::endl;

}

else {

std::cout << "Element not found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find\_if**

Пример использования алгоритмаfind\_if:

#include <iostream>

#include <set>

#include <algorithm>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

std::multiset<int> multiset{ 1, 2, 2, 3, 4, 4, 5 };

auto it = std::find\_if(multiset.begin(), multiset.end(), isEven);

if (it != multiset.end()) {

std::cout << "Even element found: " << \*it << std::endl;

}

else {

std::cout << "Even element not found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find\_first\_of**

Пример использования алгоритмаfind\_first\_of:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> multiset{ 1, 2, 3, 4, 5 };

std::multiset<int> targets{ 2, 4, 6 };

auto it = std::find\_first\_of(multiset.begin(), multiset.end(), targets.begin(), targets.end());

if (it != multiset.end()) {

std::cout << "Element from targets found: " << \*it << std::endl;

}

else {

std::cout << "No element from targets found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **for\_each**

Пример использования алгоритмаfor\_each:

#include <iostream>

#include <set>

#include <algorithm>

void printElement(int num) {

std::cout << num << " ";

}

int main() {

std::multiset<int> multiset{ 1, 2, 3, 4, 5 };

std::for\_each(multiset.begin(), multiset.end(), printElement);

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **mismatch**

Пример использования алгоритмаmismatch:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> multiset1{ 1, 2, 3, 4 };

std::multiset<int> multiset2{ 1, 2, 3, 5 };

auto pair = std::mismatch(multiset1.begin(), multiset1.end(), multiset2.begin(), multiset2.end());

if (pair.first != multiset1.end()) {

std::cout << "Mismatch found: " << \*pair.first << " != " << \*pair.second << std::endl;

}

else {

std::cout << "No mismatch found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **max\_element**

Пример использования алгоритмаmax\_element:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> multiset{ 1, 2, 3, 4, 5 };

auto it = std::max\_element(multiset.begin(), multiset.end());

if (it != multiset.end()) {

std::cout << "Max element: " << \*it << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **min\_element**

Пример использования алгоритмаmin\_element:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> multiset{ 1, 2, 3, 4, 5 };

auto it = std::min\_element(multiset.begin(), multiset.end());

if (it != multiset.end()) {

std::cout << "Min element: " << \*it << std::endl;

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAAAZCAIAAABVbuDCAAAAAXNSR0IArs4c6QAAAulJREFUaEPtWbty4jAUlXd/gc6DKVKEX/BAgbcMPQVZZltCT5HM0IaCPnFLEQrXhBK2iPEvQJECGH8ElfdKMjbGxkJgs9FE6pLo6h6dc19yfjqO02q1CoXCfD5HcgnCwA9BcEqYEQYUyLbtdjsej03TlNyIwoDMNlGUiuCUsknZhGRASNB82VbuvP2F1a/nelel3sde6MrZV64Xye/wUDaFavLWKSsK9UfZ69f9HwMQ7uYzP0Bwsvf+WKvVDKNtubn6YR9OOYkzwLY8viOT0I9lm1r5dYt9Kkq9qh86X7zcA6H3L4tLcH9bWxoEPTS6PBz3ZLspqq5lOWrxhhB7V9WsweUOvq1IBxeHNHg2K3bb+P2aQa06zLbph6NX76hq9hQ70Eo4+471G4WEEFRWP/ejZTZds/N6WKIV/iWAoGU9RAPlza/wyVbHwdPrzMyGipDenYWddncgXC3oKqeEpodLP9Qp75TNzD2xIjnButXLnSaotgzN0/uN2jDN4og0pIGjNnoPpM6mLuBx1kUDw/Ct9O4p00eaFYBobtrQENVKr1cc4c5IIxDHXIqvRPC0HdD26gwwSLIe371seGfRw/h7KNttSSN7J0NLq/4poohqLC+u1X6awCaIqQ8H7ersUSvI0Yem7lpDygJYDQnJQXIkWjKtnNEriTQV2cPJcrUmpzCtECf4ANt/7PQJD4Dl1NZ0nGuet4CrMzXA11ivFnxhCI0UQZgHcz6pRsyVbhVOuOvVXqFALF/c4Jk4c9+QIJuHoyizKpxyg73iw1GCrmmVO/3nOuB7bp/rJW73uQk6D8eh17TigHX9raFsuJRcq1xA+Z3aoFuX6yV7TStfCdIg/cEmJg7XJJmttCdkm1aC7yb+QLybiElPwh9UzkYDlRjGtL3ZOvyOleIrxSoFyXlWdFZ6IigTHwC8d6fPk1kWHMr/t/GS/yX2n5BtXwKnBBFhQMomZEBI2aRsQjIgJGiZbVI2IRkQEvQ/O9geWQzy5eAAAAAASUVORK5CYII=)

[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **accumulate**

Пример использования алгоритмаaccumulate:

#include <iostream>

#include <set>

#include <algorithm>

#include <numeric>

int main() {

std::multiset<int> mySet{ 1, 2, 3, 4, 5 };

int sum = std::accumulate(mySet.begin(), mySet.end(), 0);

std::cout << "Sum of elements: " << sum << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **adjacent\_difference**

Пример использования алгоритмаadjacent\_difference**:**

#include <iostream>

#include <set>

#include <algorithm>

#include <numeric>

int main() {

std::multiset<int> mySet{ 1, 2, 3, 4, 5 };

std::multiset<int> result;

std::adjacent\_difference(mySet.begin(), mySet.end(), std::inserter(result, result.begin()));

for (int num: result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **inner\_product**

Пример использования алгоритмаinner\_product**:**

#include <iostream>

#include <set>

#include <algorithm>

#include <numeric>

int main() {

std::multiset<int> set1{ 1, 2, 3 };

std::multiset<int> set2{ 4, 5, 6 };

int result = std::inner\_product(set1.begin(), set1.end(), set2.begin(), 0);

std::cout << "Inner product: " << result << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **partial\_sum**

Пример использования алгоритмаpartial\_sum**:**

#include <iostream>

#include <set>

#include <algorithm>

#include <numeric>

int main() {

std::multiset<int> mySet{ 1, 2, 3, 4, 5 };

std::multiset<int> result;

std::partial\_sum(mySet.begin(), mySet.end(), std::inserter(result, result.begin()));

for (int num: result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **copy**

Пример использования алгоритмаcopy:

#include <iostream>

#include <set>

#include <vector>

#include <algorithm>

int main() {

std::multiset<int> ms = { 1, 2, 3, 4, 5 };

std::cout << "Source multiset:";

for (const auto& value: ms) {

std::cout << " " << value;

}

std::cout << std::endl;

std::vector<int> vec;

std::copy(ms.begin(), ms.end(), std::back\_inserter(vec));

std::cout << "Copied vector:";

for (const auto& value: vec) {

std::cout << " " << value;

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <set>

#include <algorithm>

int square(int x) {

return x \* x;

}

int main() {

std::multiset<int> inputSet = { 1, 2, 3, 4, 5 };

std::multiset<int> outputSet;

std::transform(inputSet.begin(), inputSet.end(), std::inserter(outputSet, outputSet.begin()), square);

std::cout << "Input Set: ";

for (const auto& elem: inputSet) {

std::cout << elem << " ";

}

std::cout << std::endl;

std::cout << "Output Set: ";

for (const auto& elem: outputSet) {

std::cout << elem << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **lexicographical\_compare**

Пример использования алгоритмаlexicographical\_compare:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> set1 = { 1, 2, 3 };

std::multiset<int> set2 = { 1, 2, 4 };

bool isSet1LessThanSet2 = std::lexicographical\_compare(set1.begin(), set1.end(), set2.begin(), set2.end());

if (isSet1LessThanSet2) {

std::cout << "Set1 is less than Set2" << std::endl;

}

else {

std::cout << "Set1 is not less than Set2" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **merge**

Пример использования алгоритмаmerge:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> set1 = { 1, 3, 5 };

std::multiset<int> set2 = { 2, 4, 6 };

std::multiset<int> mergedSet;

std::merge(set1.begin(), set1.end(), set2.begin(), set2.end(), std::inserter(mergedSet, mergedSet.begin()));

std::cout << "Merged Set: ";

for (const auto& elem: mergedSet) {

std::cout << elem << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **lower\_bound**

Пример использования алгоритмаlower\_bound:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> set = { 2, 4, 6, 8, 10 };

int value = 5;

auto it = set.lower\_bound(value);

if (it != set.end()) {

std::cout << "First element not less than " << value << ": " << \*it << std::endl;

}

else {

std::cout << "No element not less than " << value << " found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **upper\_bound**

Пример использования алгоритмаupper\_bound:

#include <iostream>

#include <set>

#include <algorithm>

int main() {

std::multiset<int> set = { 2, 4, 6, 8, 10 };

int value = 5;

auto it = set.upper\_bound(value);

if (it != set.end()) {

std::cout << "First element greater than " << value << ": " << \*it << std::endl;

}

else {

std::cout << "No element greater than " << value << " found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

## **Map**

#### **Map**

##### **adjacent\_find**

Пример использования алгоритма adjacent\_find:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, std::string> myMap = { {1, "one"}, {2, "two"}, {3, "two"}, {4, "three"}, {5, "four"} };

auto it = std::adjacent\_find(myMap.begin(), myMap.end(),

[](const auto& a, const auto& b) {

return a.second == b.second;

});

if (it != myMap.end()) {

std::cout << "Adjacent elements with the same value found: "

<< it->first << " and " << std::next(it)->first << std::endl;

}

else {

std::cout << "No adjacent elements with the same value found." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **count\_if**

Пример использования алгоритма count\_if:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, int> myMap = { {1, 10}, {2, 20}, {3, 30}, {4, 20}, {5, 10} };

int count = std::count\_if(myMap.begin(), myMap.end(),

[](const auto& pair) {

return pair.second > 15;

});

std::cout << "Count of elements with value greater than 15: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **equal**

Пример использования алгоритма equal:

#include <iostream>

#include <map>

int main() {

setlocale(LC\_ALL, "Russian");

std::map<int, int> map1{ {1, 10}, {2, 20}, {3, 30} };

std::map<int, int> map2{ {1, 10}, {2, 20}, {3, 30} };

bool isEqual = std::equal(map1.begin(), map1.end(), map2.begin());

std::cout << "map1 и map2 " << (isEqual ? "равны" : "не равны") << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find**

Пример использования алгоритма find:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::map<int, int> myMap;

// Заполняем карту значениями

myMap[1] = 10;

myMap[2] = 20;

myMap[3] = 10;

myMap[4] = 30;

myMap[5] = 10;

int keyToFind = 3; // Ключ, который мы хотим найти

// Используем алгоритм std::find

auto it = std::find\_if(myMap.begin(), myMap.end(), [keyToFind](const std::pair<int, int>& element) {

return element.first == keyToFind;

});

if (it != myMap.end()) {

std::cout << "Элемент найден! Значение: " << it->second << std::endl;

}

else {

std::cout << "Элемент не найден." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <map>

#include <algorithm>

bool isEven(const std::pair<int, int>& element) {

return element.second % 2 == 0;

}

int main() {

std::map<int, int> myMap = { {1, 10}, {2, 20}, {3, 30}, {4, 40}, {5, 50} };

auto it = std::find\_if(myMap.begin(), myMap.end(), isEven);

if (it != myMap.end()) {

std::cout << "Element found: " << it->first << " - " << it->second << std::endl;

}

else {

std::cout << "Element not found." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **find\_end**

Пример использования алгоритма find\_end:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, std::string> myMap = { {1, "one"}, {2, "two"}, {3, "three"}, {4, "four"}, {5, "five"} };

std::map<int, std::string> subMap = { {2, "two"}, {3, "three"} };

auto it = std::find\_end(myMap.begin(), myMap.end(), subMap.begin(), subMap.end());

if (it != myMap.end()) {

std::cout << "Subsequence found starting at key: " << it->first << std::endl;

}

else {

std::cout << "Subsequence not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find\_first\_of**

Пример использования алгоритма find\_first\_of:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

setlocale(LC\_ALL, "Russian");

std::map<int, int> myMap;

// Заполняем карту значениями

myMap[1] = 10;

myMap[2] = 20;

myMap[3] = 10;

myMap[4] = 30;

myMap[5] = 10;

std::vector<int> valuesToFind = { 20, 30 }; // Значения, которые мы хотим найти

// Используем алгоритм std::find\_first\_of

auto it = std::find\_first\_of(myMap.begin(), myMap.end(), valuesToFind.begin(), valuesToFind.end(),

[](const std::pair<int, int>& element, int value) {

return element.second == value;

});

if (it != myMap.end()) {

std::cout << "Первое совпадение найдено! Ключ: " << it->first << ", Значение: " << it->second << std::endl;

}

else {

std::cout << "Совпадение не найдено." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <map>

#include <algorithm>

void printPair(const std::pair<int, std::string>& pair) {

std::cout << pair.first << " - " << pair.second << std::endl;

}

int main() {

std::map<int, std::string> map = { {1, "One"}, {2, "Two"}, {3, "Three"} };

std::for\_each(map.begin(), map.end(), printPair);

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::map<int, int> map1;

std::map<int, int> map2;

// Заполняем первую карту значениями

map1[1] = 10;

map1[2] = 20;

map1[3] = 30;

// Заполняем вторую карту значениями

map2[1] = 10;

map2[2] = 25; // Измененное значение

map2[3] = 30;

// Используем алгоритм std::mismatch

auto it = std::mismatch(map1.begin(), map1.end(), map2.begin());

if (it.first == map1.end() && it.second == map2.end()) {

std::cout << "Карты идентичны." << std::endl;

}

else {

std::cout << "Карты отличаются на позиции: " << it.first->first << std::endl;

std::cout << "Значение в первой карте: " << it.first->second << std::endl;

std::cout << "Значение во второй карте: " << it.second->second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **search**

Пример использования алгоритма search:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

std::map<int, std::string> myMap = { {1, "Apple"}, {2, "Banana"}, {3, "Orange"}, {4, "Mango"} };

std::vector<std::string> sequence = { "Banana", "Orange" };

auto it = std::search(myMap.begin(), myMap.end(), sequence.begin(), sequence.end(),

[](const auto& mapElement, const auto& sequenceElement) {

return mapElement.second == sequenceElement;

});

if (it != myMap.end()) {

std::cout << "Sequence found starting at key " << it->first << std::endl;

}

else {

std::cout << "Sequence not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **search\_n**

Пример использования алгоритма search\_n:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

std::map<int, std::string> myMap = { {1, "Apple"}, {2, "Banana"}, {3, "Orange"}, {4, "Mango"} };

std::vector<std::string> sequence = { "Banana", "Orange" };

auto it = std::search(myMap.begin(), myMap.end(), sequence.begin(), sequence.end(),

[](const auto& mapElement, const auto& sequenceElement) {

return mapElement.second == sequenceElement;

});

if (it != myMap.end()) {

std::cout << "Sequence found starting at key " << it->first << std::endl;

}

else {

std::cout << "Sequence not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, int> myMap = { {1, 10}, {2, 20}, {3, 30}, {4, 40}, {5, 50} };

auto maxElement = std::max\_element(myMap.begin(), myMap.end(),

[](const auto& lhs, const auto& rhs) {

return lhs.second < rhs.second;

});

if (maxElement != myMap.end()) {

std::cout << "Maximum element: Key = " << maxElement->first << ", Value = " << maxElement->second << std::endl;

}

return 0;

}

Результат работы программы:
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##### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, int> myMap = { {1, 10}, {2, 20}, {3, 30}, {4, 40}, {5, 5} };

auto minElement = std::min\_element(myMap.begin(), myMap.end(),

[](const auto& lhs, const auto& rhs) {

return lhs.second < rhs.second;

});

if (minElement != myMap.end()) {

std::cout << "Minimum element: Key = " << minElement->first << ", Value = " << minElement->second << std::endl;

}

return 0;

}

Результат работы программы:
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##### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <map>

#include <numeric>

int main() {

std::map<int, int> myMap = { {1, 10}, {2, 20}, {3, 30}, {4, 40}, {5, 50} };

int sum = std::accumulate(myMap.begin(), myMap.end(), 0,

[](int currentSum, const auto& mapElement) {

return currentSum + mapElement.second;

});

std::cout << "Sum of all values: " << sum << std::endl;

return 0;

}

Результат работы программы:
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##### **swap**

Пример использования алгоритма swap:

#include <iostream>

#include <map>

int main() {

setlocale(LC\_ALL, "Russian");

std::map<int, int> myMap1 = { {1, 10}, {2, 20} };

std::map<int, int> myMap2 = { {3, 30}, {4, 40} };

std::cout << "До swap:\n";

std::cout << "myMap1: ";

for (const auto& pair : myMap1) {

std::cout << pair.first << ":" << pair.second << " ";

}

std::cout << "\nmyMap2: ";

for (const auto& pair : myMap2) {

std::cout << pair.first << ":" << pair.second << " ";

}

std::cout << std::endl;

std::swap(myMap1, myMap2);

std::cout << "После swap:\n";

std::cout << "myMap1: ";

for (const auto& pair : myMap1) {

std::cout << pair.first << ":" << pair.second << " ";

}

std::cout << "\nmyMap2: ";

for (const auto& pair : myMap2) {

std::cout << pair.first << ":" << pair.second << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **replace\_copy\_if**

Пример использования алгоритма replace\_copy\_if:

#include <iostream>

#include <map>

#include <algorithm>

#include <iterator>

bool isOdd(const std::pair<int, int>& pair) {

return pair.second % 2 != 0;

}

int main() {

setlocale(LC\_ALL, "Russian");

std::map<int, int> myMap = { {1, 10}, {2, 20}, {3, 30} };

std::map<int, int> result;

std::replace\_copy\_if(myMap.begin(), myMap.end(), std::inserter(result, result.begin()),

isOdd, std::make\_pair(0, 0));

std::cout << "Результат: ";

for (const auto& pair : result) {

std::cout << pair.first << ":" << pair.second << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **remove\_copy\_if**

Пример использования алгоритма replace\_copy\_if:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

std::map<int, int> myMap = { {1, 10}, {2, 20}, {3, 30} };

std::vector<std::pair<int, int>> result;

// Пример использования remove\_copy\_if для копирования элементов из std::map

// исключая элементы с ключом 2

std::remove\_copy\_if(myMap.begin(), myMap.end(), std::back\_inserter(result),

[](const std::pair<int, int>& pair) {

return pair.first == 2;

});

// Вывод результата

for (const auto& pair : result) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

std::map<int, int> myMap = { {1, 10}, {2, 20}, {3, 30} };

std::vector<std::pair<int, int>> result(myMap.size());

// Пример использования copy для копирования элементов из std::map в std::vector

std::copy(myMap.begin(), myMap.end(), result.begin());

// Вывод результата

for (const auto& pair : result) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <map>

#include <algorithm>

#include <iterator>

int main() {

std::map<int, int> myMap{ {1, 10}, {2, 20}, {3, 30}, {4, 40}, {5, 50} };

std::map<int, int> transformedMap;

std::transform(myMap.begin(), myMap.end(), std::inserter(transformedMap, transformedMap.begin()),

[](const std::pair<int, int>& pair) {

return std::make\_pair(pair.first, pair.second \* 2);

});

std::cout << "Original Map:" << std::endl;

for (const auto& pair : myMap) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

std::cout << "Transformed Map:" << std::endl;

for (const auto& pair : transformedMap) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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##### **unique\_copy**

Пример использования алгоритма unique\_copy:

#include <iostream>

#include <map>

#include <algorithm>

#include <iterator>

int main() {

std::map<int, int> myMap{ {1, 10}, {2, 20}, {3, 20}, {4, 30}, {5, 30} };

std::map<int, int> uniqueCopyMap;

std::unique\_copy(myMap.begin(), myMap.end(), std::inserter(uniqueCopyMap, uniqueCopyMap.begin()));

std::cout << "Original Map:" << std::endl;

for (const auto& pair : myMap) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

std::cout << "Unique Copy Map:" << std::endl;

for (const auto& pair : uniqueCopyMap) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, std::string> sortedMap{ {1, "one"}, {2, "two"}, {3, "three"}, {4, "four"}, {5, "five"} };

std::map<int, std::string> unsortedMap{ {1, "one"}, {5, "five"}, {3, "three"}, {2, "two"}, {4, "four"} };

bool isSorted1 = std::is\_sorted(sortedMap.begin(), sortedMap.end());

bool isSorted2 = std::is\_sorted(unsortedMap.begin(), unsortedMap.end());

std::cout << "Is sortedMap sorted? " << std::boolalpha << isSorted1 << std::endl;

std::cout << "Is unsortedMap sorted? " << std::boolalpha << isSorted2 << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_compare:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, std::string> map1{ {1, "one"}, {2, "two"}, {3, "three"} };

std::map<int, std::string> map2{ {1, "one"}, {2, "two"}, {4, "four"} };

bool isMap1LessThanMap2 = std::lexicographical\_compare(map1.begin(), map1.end(), map2.begin(), map2.end());

std::cout << "Is map1 lexicographically less than map2? " << std::boolalpha << isMap1LessThanMap2 << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **merge**

Пример использования алгоритма merge:

#include <iostream>

#include <map>

#include <algorithm>

#include <iterator>

int main() {

std::map<int, std::string> map1{ {1, "one"}, {3, "three"}, {5, "five"} };

std::map<int, std::string> map2{ {2, "two"}, {4, "four"}, {6, "six"} };

std::map<int, std::string> mergedMap;

std::merge(map1.begin(), map1.end(), map2.begin(), map2.end(), std::inserter(mergedMap, mergedMap.begin()));

std::cout << "Merged Map:" << std::endl;

for (const auto& pair : mergedMap) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **partial\_sort\_copy**

Пример использования алгоритма partial\_sort\_copy:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

std::map<int, std::string> myMap{ {3, "three"}, {1, "one"}, {5, "five"}, {2, "two"}, {4, "four"} };

std::vector<std::pair<int, std::string>> partialSorted;

std::partial\_sort\_copy(myMap.begin(), myMap.end(), partialSorted.begin(), partialSorted.end(),

[](const std::pair<int, std::string>& pair1, const std::pair<int, std::string>& pair2) {

return pair1.first < pair2.first;

});

std::cout << "Original Map:" << std::endl;

for (const auto& pair : myMap) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

std::cout << "Partial Sorted Map:" << std::endl;

for (const auto& pair : partialSorted) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, std::string> myMap{ {1, "one"}, {2, "two"}, {2, "duplicate"}, {3, "three"}, {4, "four"}, {5, "five"} };

auto range = myMap.equal\_range(2);

std::cout << "Elements with key 2:" << std::endl;

for (auto it = range.first; it != range.second; ++it) {

std::cout << it->first << ": " << it->second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **lower\_bound**

Пример использования алгоритма lower\_bound:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, std::string> myMap{ {1, "one"}, {2, "two"}, {3, "three"}, {4, "four"}, {5, "five"} };

int keyToSearch = 3;

auto it = myMap.lower\_bound(keyToSearch);

if (it != myMap.end()) {

std::cout << "Element with key " << keyToSearch << " found: " << it->first << ": " << it->second << std::endl;

}

else {

std::cout << "Element with key " << keyToSearch << " not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **upper\_bound**

Пример использования алгоритма upper\_bound:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::map<int, std::string> myMap{ {1, "one"}, {2, "two"}, {3, "three"}, {4, "four"}, {5, "five"} };

int keyToSearch = 3;

auto it = myMap.upper\_bound(keyToSearch);

if (it != myMap.end()) {

std::cout << "Element with key " << keyToSearch << " found: " << it->first << ": " << it->second << std::endl;

}

else {

std::cout << "Element with key " << keyToSearch << " not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

#### **Multimap**

##### **find\_if**

Пример использования алгоритмаfind\_if:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, std::string> myMap = { {1, "apple"}, {2, "banana"}, {3, "cherry"} };

auto it = std::find\_if(myMap.begin(), myMap.end(), [](const auto& pair) {

return pair.first == 2; // Ищем элемент с ключом 2

});

if (it != myMap.end()) {

std::cout << "Element found: " << it->second << std::endl;

}

else {

std::cout << "Element not found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **find\_end**

Пример использования алгоритмаfind\_end:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, std::string> myMap = { {1, "apple"}, {2, "banana"}, {3, "cherry"},

{4, "banana"}, {5, "apple"}, {6, "banana"} };

std::multimap<int, std::string> sequence = { {2, "banana"}, {3, "cherry"} };

auto it = std::find\_end(myMap.begin(), myMap.end(), sequence.begin(), sequence.end());

if (it != myMap.end()) {

std::cout << "Last occurrence found at key: " << it->first << std::endl;

}

else {

std::cout << "Sequence not found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **for\_each**

Пример использования алгоритмаfor\_each:

#include <iostream>

#include <map>

#include <algorithm>

void PrintPair(const std::pair<const int, std::string>& pair) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

int main() {

std::multimap<int, std::string> myMap = { {1, "apple"}, {2, "banana"}, {3, "cherry"} };

std::for\_each(myMap.begin(), myMap.end(), PrintPair);

return 0;

}

Результат работы программы:
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##### **mismatch**

Пример использования алгоритмаmismatch:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, std::string> map1 = { {1, "apple"}, {2, "banana"}, {3, "cherry"} };

std::multimap<int, std::string> map2 = { {1, "apple"}, {2, "kiwi"}, {3, "cherry"} };

auto mismatchIt = std::mismatch(map1.begin(), map1.end(), map2.begin());

if (mismatchIt.first != map1.end()) {

std::cout << "First mismatch: Key=" << mismatchIt.first->first

<< ", Value1=" << mismatchIt.first->second

<< ", Value2=" << mismatchIt.second->second << std::endl;

}

else {

std::cout << "No mismatch" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **search**

Пример использования алгоритмаsearch:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, std::string> myMap = { {1, "apple"}, {2, "banana"}, {3, "cherry"},

{4, "banana"}, {5, "apple"}, {6, "banana"} };

std::multimap<int, std::string> sequence = { {2, "banana"}, {3, "cherry"} };

auto it = std::search(myMap.begin(), myMap.end(), sequence.begin(), sequence.end());

if (it != myMap.end()) {

std::cout << "First occurrence found at key: " << it->first << std::endl;

}

else {

std::cout << "Sequence not found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **max\_element**

Пример использования алгоритмаmax\_element:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, std::string> myMap = { {1, "apple"}, {2, "banana"}, {3, "cherry"} };

auto maxIt = std::max\_element(myMap.begin(), myMap.end());

if (maxIt != myMap.end()) {

std::cout << "Max element: Key=" << maxIt->first << ", Value=" << maxIt->second << std::endl;

}

else {

std::cout << "Empty multimap" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **min\_element**

Пример использования алгоритмаmin\_element:

##include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, std::string> myMap = { {1, "apple"}, {2, "banana"}, {3, "cherry"} };

auto minIt = std::min\_element(myMap.begin(), myMap.end());

if (minIt != myMap.end()) {

std::cout << "Min element: Key=" << minIt->first << ", Value=" << minIt->second << std::endl;

}

else {

std::cout << "Empty multimap" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **accumulate**

Пример использования алгоритмаaccumulate:

#include <iostream>

#include <map>

#include <numeric>

int main() {

std::multimap<int, int> myMap = { {1, 10}, {2, 20}, {3, 30} };

int sum = std::accumulate(myMap.begin(), myMap.end(), 0,

[](int currentSum, const auto& pair) {

return currentSum + pair.second;

});

std::cout << "Sum of values: " << sum << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **swap**

Пример использования алгоритмаswap**:**

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, int> myMap = { {1, 10}, {2, 20}, {3, 30} };

auto it1 = myMap.find(1);

auto it2 = myMap.find(3);

if (it1 != myMap.end() && it2 != myMap.end()) {

std::swap(it1->second, it2->second);

}

// Выводим содержимое multimap

for (const auto& pair : myMap) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **copy**

Пример использования алгоритмаcopy:

#include <iostream>

#include <map>

#include <algorithm>

#include <iterator>

int main() {

std::multimap<int, int> myMap = { {1, 10}, {2, 20}, {3, 30}, {4, 40} };

std::map<int, int> resultMap;

std::copy(myMap.begin(), myMap.end(), std::inserter(resultMap, resultMap.begin()));

// Выводим содержимое результирующего map

for (const auto& pair : resultMap) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **reverse\_copy**

Пример использования алгоритмаreverse\_copy:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

std::multimap<int, int> myMap = { {1, 10}, {2, 20}, {3, 30}, {4, 40} };

std::vector<std::pair<int, int>> result;

std::reverse\_copy(myMap.begin(), myMap.end(), std::back\_inserter(result));

// Выводим содержимое результирующего вектора

for (const auto& pair : result) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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##### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

std::multimap<int, int> myMap = { {1, 10}, {2, 20}, {3, 30}, {4, 40} };

std::vector<int> values = { 1, 2, 3, 4 };

std::transform(myMap.begin(), myMap.end(), values.begin(), [](const auto& pair) {

return pair.second \* 2;

});

// Выводим обновленные значения

for (const auto& value : values) {

std::cout << "Value: " << value << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **unique\_copy**

Пример использования алгоритма unique\_copy:

#include <iostream>

#include <map>

#include <algorithm>

#include <vector>

int main() {

std::multimap<int, int> myMap = { {1, 10}, {1, 20}, {2, 30}, {3, 40} };

std::vector<std::pair<int, int>> result;

std::unique\_copy(myMap.begin(), myMap.end(), std::back\_inserter(result));

// Выводим содержимое результирующего вектора

for (const auto& pair : result) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, int> myMap1 = {{1, 10}, {2, 20}, {3, 30}, {4, 40}};

std::multimap<int, int> myMap2 = {{1, 10}, {3, 30}, {2, 20}, {4, 40}};

bool sorted1 = std::is\_sorted(myMap1.begin(), myMap1.end());

bool sorted2 = std::is\_sorted(myMap2.begin(), myMap2.end());

std::cout << "myMap1 is " << (sorted1 ? "sorted" : "not sorted") << std::endl;

std::cout << "myMap2 is " << (sorted2 ? "sorted" : "not sorted") << std::endl;

return 0;

}

Результат работы программы:
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##### **lexicographical\_compare**

Пример использования алгоритмаlexicographical\_compare:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, int> myMap1 = { {1, 10}, {2, 20}, {3, 30} };

std::multimap<int, int> myMap2 = { {1, 10}, {2, 20}, {4, 40} };

bool less = std::lexicographical\_compare(myMap1.begin(), myMap1.end(), myMap2.begin(), myMap2.end());

std::cout << "myMap1 is " << (less ? "less than" : "greater than or equal to") << " myMap2 lexicographically" << std::endl;

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **merge**

Пример использования алгоритмаmerge:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, int> myMap1 = { {1, 10}, {3, 30} };

std::multimap<int, int> myMap2 = { {2, 20}, {4, 40} };

std::multimap<int, int> mergedMap;

std::merge(myMap1.begin(), myMap1.end(), myMap2.begin(), myMap2.end(), std::inserter(mergedMap, mergedMap.begin()));

// Выводим содержимое объединенного multimap

for (const auto& pair : mergedMap) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

##### **lower\_bound**

Пример использования алгоритмаlower\_bound:

#include <iostream>

#include <map>

#include <algorithm>

int main() {

std::multimap<int, int> myMap = { {1, 10}, {2, 20}, {2, 30}, {3, 40}, {3, 50} };

int key = 2;

auto it = std::lower\_bound(myMap.begin(), myMap.end(), key, [](const auto& pair1, const auto& pair2) {

return pair1.first < pair2;

});

if (it != myMap.end()) {

std::cout << "Key: " << it->first << ", Value: " << it->second << std::endl;

}

else {

std::cout << "Key not found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Ассоциативные контейнеры>](#_Ассоциативные_контейнеры_2)

# **Неупорядоченные ассоциативные контейнеры**

## **Unordered\_set**

#### **Unordered\_set**

##### **adjacent\_find**

Пример использования алгоритмаadjacent\_find:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

setlocale(LC\_ALL, "Russian");

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5, 5, 6, 7 };

auto it = std::adjacent\_find(mySet.begin(), mySet.end());

if (it != mySet.end()) {

std::cout << "Найдены соседние элементы с одинаковыми значениями: " << \*it << std::endl;

}

else {

std::cout << "Соседние элементы с одинаковыми значениями не найдены." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **count**

Пример использования алгоритмаcount:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

int count = std::count(mySet.begin(), mySet.end(), 3);

std::cout << "Count of element 3: " << count << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMcAAAAjCAYAAAAg0B5SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAARgSURBVHhe7Zo/b+JMEMbHycdAJEWKo0xrkQLeEnqKJFJah56CSFSRQpEe3CIdFPRcGVMc8gdIA1JSJBHfIL1vd73rf3dLbOMQXuX5SVbstTWMd/eZnVnHME3Tc12XAABxDuRfAEACiAMADRAHABogDgA0iIL88fFRXgIAFFg5ANAAcQCgAeIAQAPEkaDSHtN8Pg+OftOQd4rBaPZj9uf9prwD9o2YOAyjQu1xZODmY2pXip0cWTAqbRozP4qeoDr4xLVbRFOrTrVaTRzdmSfvFoM36wq79bpF07Vs/B9QxFj8FRh2ML+CYJcjCAXiMIwm3Tk2tWhKVt2fHPX6LdHVNVWMrxPILmmcmUTrBT2sZAMoFBUY1GFNiVr2z08RiBJzjya5g9DB4eGhOGncdchcM2FcDmnp+dHS85Y06A6C62/B68v3et8vZDWckEslKp/IhoIQgd6u0oJlAJfDZ9maHbFycGN+0Hz4cGIkc/LochWkZYklrNkP29Qz43YlbmvcDlYo1e6wHKfErs2OEz4371Mz40q2yeeiKaqm2GRH3OP9pZ7h5zJSJvtno50vGIsYP47pSJ4mUb/LfcuK582oW7ugwXK7IHfw/v4eOPn6sjmf4A7brVe6D9Kue3LNTq4JUGrZZJcnoZ1Si3rXP8S95eDCb2frLl8R3fuwBqjVujTLENk/8jk6eTosQLDRD66jkyQN3JbToa37J5Ud1l/2+RtZvI9KVer1yjQR/WXSWcN/JK0/uxqLJI0rJjiWrYx+yYY9w685TsoiKmyCry5XrRLrnJugQ7hCb+5dNqHOs+eNPIW78XuF2/nNzJQKXl/T+BzNg3kzezgc/Iv0KSWPwtfnJnutUey3RjzhNc9SR9gsdtzJkPxwxkZvMaJfqxd6FdcZ/dnBWCjiwWhN09swjY+iRHkxWMqW3ZN+K7dxxmLSmt6SKdzzG2vNkTfuIrcv2ueNnFCZzVEehYOVhx02E2c20tqJv9ffq34Gf3ZYZ0WDUd1aUNV2cqVOu8AXh5gsREfH/lIK8hNPO9SRPf3YNzufgbcc0ISvUtX/9nJH1BfH6oEWTB0bndRFW5GSufRbkzfy5f1YV3V9Njl9zsczvYmMRSb8udk3O98XIQ6+ZTu85YUdK/Luws4Uuxl9vyhVKjc7d0G+KrbMWBWr8lpu54GrTOa0Iu/9aVPmzEIhc+i8A5zG56II372z1YeyfbMTsOVY/Atef/BNEF47JdO6bXariiKoOfhEulS7GTI/dZwe0Sh0fNblRatJHcffznOcDh1NrVjRtBre0nTtP+M4NlUXFlk5v8KI4pnvkkR8yrp9mMbnouBFJH/X+HYnOyK7Q8HWKP/gyoNG8G7h1+I0dtJQlB1OEWMhtvQjfqidtKL/C4GjfmtTP3+EcXp66j09PclLAIAi/W4VAN8MiAMADRAHABogDgA0QBwAaIA4ANAAcQCgAeIAQAPEAYAGiAMADRAHABogDgA0QBwA/BOiPzEqPPFrTGVyAAAAAElFTkSuQmCC)

[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **count\_if**

Пример использования алгоритмаcount\_if:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

int count = std::count\_if(mySet.begin(), mySet.end(), isEven);

std::cout << "Count of even elements: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **equal**

Пример использования алгоритмаequal:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> set1 = { 1, 2, 3, 4, 5 };

std::unordered\_set<int> set2 = { 1, 2, 3, 4, 5 };

bool isEqual = std::equal(set1.begin(), set1.end(), set2.begin(), set2.end());

if (isEqual) {

std::cout << "Sets are equal." << std::endl;

}

else {

std::cout << "Sets are not equal." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find**

Пример использования алгоритмаfind:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

auto it = std::find(mySet.begin(), mySet.end(), 3);

if (it != mySet.end()) {

std::cout << "Element found: " << \*it << std::endl;

}

else {

std::cout << "Element not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_if**

Пример использования алгоритмаfind\_if:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

auto it = std::find\_if(mySet.begin(), mySet.end(), isEven);

if (it != mySet.end()) {

std::cout << "First even element found: " << \*it << std::endl;

}

else {

std::cout << "No even elements found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_end**

Пример использования алгоритмаfind\_end:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <vector>

int main() {

std::unordered\_set<int> set = { 1, 2, 3, 4, 5, 1, 2, 3, 4, 5 };

std::vector<int> subsequence = { 1, 2, 3 };

auto it = std::find\_end(set.begin(), set.end(), subsequence.begin(), subsequence.end());

if (it != set.end()) {

std::cout << "Subsequence found at position: " << std::distance(set.begin(), it) << std::endl;

}

else {

std::cout << "Subsequence not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_first\_of**

Пример использования алгоритмаfind\_first\_of:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

**#i**nclude <vector>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5, 6, 7, 8 };

std::vector<int> values = { 7, 8, 9 };

auto it = std::find\_first\_of(mySet.begin(), mySet.end(), values.begin(), values.end());

if (it != mySet.end()) {

std::cout << "Value found: " << \*it << std::endl;

}

else {

std::cout << "No matching values found." << std::endl;

}

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **for\_each**

Пример использования алгоритмаfor\_each:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

void printElement(int num) {

std::cout << num << " ";

}

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::for\_each(mySet.begin(), mySet.end(), printElement);

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **mismatch**

Пример использования алгоритмаmismatch:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <vector>

int main() {

std::unordered\_set<int> set1 = { 1, 2, 3, 4, 5 };

std::vector<int> set2 = { 1, 2, 3, 5, 6 };

auto pair = std::mismatch(set1.begin(), set1.end(), set2.begin());

if (pair.first != set1.end() && pair.second != set2.end()) {

std::cout << "Mismatch found: " << \*pair.first << " and " << \*pair.second << std::endl;

}

else {

std::cout << "No mismatch found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **search**

Пример использования алгоритмаsearch:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <vector>

int main() {

std::unordered\_set<int> set = { 1, 2, 3, 4, 5 };

std::vector<int> subsequence = { 3, 4 };

auto it = std::search(set.begin(), set.end(), subsequence.begin(), subsequence.end());

if (it != set.end()) {

std::cout << "Subsequence found at position: " << std::distance(set.begin(), it) << std::endl;

}

else {

std::cout << "Subsequence not found." << std::endl;

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)
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##### **search\_n**

Пример использования алгоритмаsearch\_n:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> set = { 1, 2, 2, 2, 3, 4, 5 };

int count = 3;

int value = 2;

auto it = std::search\_n(set.begin(), set.end(), count, value);

if (it != set.end()) {

std::cout << "Consecutive " << count << " occurrences of " << value << " found." << std::endl;

}

else {

std::cout << "Consecutive " << count << " occurrences of " << value << " not found." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **max\_element**

Пример использования алгоритмаmax\_element:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> mySet = { 3, 1, 4, 1, 5, 9, 2, 6 };

auto it = std::max\_element(mySet.begin(), mySet.end());

if (it != mySet.end()) {

std::cout << "Max element: " << \*it << std::endl;

}

else {

std::cout << "Set is empty." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **min\_element**

Пример использования алгоритмаmin\_element:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> mySet = { 3, 1, 4, 1, 5, 9, 2, 6 };

auto it = std::min\_element(mySet.begin(), mySet.end());

if (it != mySet.end()) {

std::cout << "Min element: " << \*it << std::endl;

}

else {

std::cout << "Set is empty." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **accumulate**

Пример использования алгоритмаaccumulate:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <numeric>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

int sum = std::accumulate(mySet.begin(), mySet.end(), 0);

std::cout << "Sum of elements: " << sum << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALcAAAAfCAYAAAClIVwcAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAASKSURBVHhe7Zk/b9pAFMCfUZWxXwDRDhnKV7DIANkadoYQKavLzkAkpkhhYCdeIwUGdjICUoM8V1nIkCFEfIGuUeTeuzsbO/zJ2bFb5/p+ksX5sN6d3717f85GqVRyZ7MZEIRu5OQvQWgHM+7PskkQekGem9AWlnN/d3/9+ilvCUIfyHMT2kLGTWgLGTehLdoYd7HRh+l06l+dqiH/SQaj2gnJn3aq8h8iq4QKSjQQu5bnbWQ5tKDem8u77IKGN2l+gaF1Ar25K3vTwTCK8OPahtqiC+XWSPZmF6PYgGu7BotuBVqjdHWjim9nzroOxVqa8m6FE2P+zHP/5o1qZ8oGBGYgFSiXy/w6h3biHjANjg6YMpYzGN/LDiKT4Ebrs6jXhgEMl7JzIw50Kys7xCvOxuRpiWFUgdvH8Dzk+ea9emZ2+5ssHmHufpC5/oegjV3YJZgx53ly+SB70yWUc+cL+7K1DobjRn8910SP7/XxvLTfgKKXn2Jb7tbptANVI1oUeJ1Hp5nnJpVT75ITRT875ci16DeKYR2hPCnD65+wcIyJptmcrJ57a6wta+XJxHGj4rojaJXrqaeNQbhx48BXGCfMJpt8HxrFaEYYIl8D+/gJLGsIy3wJ2u0CDLANJhwcyWcUEHnZwg9PlUoXHJxfcCPJxeApGp+7XJzAIquAsiZN2DqWKkpyFPSjOp98zQa7MFg9w2S3f3zj/2HU5f1ctshZ8V5cLRjJKMdzcqbAbf//G0xoTlabMW5q7HtuVIZQRB5qthAcZ4cizuASRPrLfMbsCm7uH2HB79XAEHbKCg6ne+YrGTfgWddh733MN587avmLgd28OPEWp95TTlF4gXhsspTsKjSW2OwHytEmipxd+ok0n+UQrLMb3sRnbpkedkXfjewX2CyW8KSQKXgbJs1DhuC64mWx98aoE8cWQ2mJO+9BnQmsVCye8KNniC40rKjFY4wq7+iA7d0NCn944psv6vrtZh8KzMbwXX3Pz67gqZEaqnLe0k+E+SRRZ9xcsbX2HNo7o3YK3F+eC1ssHUaKxkju+flZNle47hx6deER87VTZe/1kQmHZe+KHp6zJuctvLUWDi17Ro7ze4wS9gOEPPdrHp7YltkBhtCvX+RNkmzz0DyEOnArInFCPAC+phmlINhI1uREY83IT//u+NvwTvLiRKnc3t6eOH98VaxgX5uFQi/3w5cfz7jWuSfnuSF+zIgavRXA9GiA6XXzwo8a/CiJFT7BXDQJVu/VfNeZftbk+Mh8Xn2ziLRouSEJf89pSVyOLposRXWgK2uLKHx6eXnhxnRyi6cPrEQPgKExeM7N85+SzStZfBK/YFrQZhW7+D9JRq0yQGfqj4Wk9cUUCyUL+mDjcVlQBYEvaOL0JrCT83g6w7XgfxlVkaNCUnIQXohbX+Ha9uaL4EcSUayvvRcjLT3jsXHo4+MGHa7Nhx8UxPsSbJim6d7d3clbgtCHnTk3QXxkyLgJbSHjJrSFjJvQFjJuQltyh4eHskkQepEbj8eySRB6QWkJoS1k3IS2kHETmgLwBwMg87PrjpCDAAAAAElFTkSuQmCC)
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##### **adjacent\_difference**

Пример использования алгоритмаadjacent\_difference:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <numeric>

#include <vector>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> differences(mySet.size());

std::adjacent\_difference(mySet.begin(), mySet.end(), differences.begin());

std::cout << "Differences between adjacent elements: ";

for (int diff : differences) {

std::cout << diff << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **inner\_product**

Пример использования алгоритмаinner\_product:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <numeric>

#include <vector>

int main() {

std::unordered\_set<int> set1 = { 1, 2, 3, 4, 5 };

std::unordered\_set<int> set2 = { 2, 4, 6, 8, 10 };

int result = std::inner\_product(set1.begin(), set1.end(), set2.begin(), 0);

std::cout << "Inner product: " << result << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **partial\_sum**

Пример использования алгоритмаpartial\_sum:

#include <iostream>

#include <unordered\_set>

#include <numeric>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::cout << "Original set: ";

for (const auto& element : mySet) {

std::cout << element << " ";

}

std::cout << std::endl;

std::unordered\_set<int> result;

std::partial\_sum(mySet.begin(), mySet.end(), std::inserter(result, result.begin()));

std::cout << "Partial sum set: ";

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **swap**

Пример использования алгоритмаswap:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> set1 = { 1, 2, 3 };

std::unordered\_set<int> set2 = { 4, 5, 6 };

std::cout << "Before swap:\n";

std::cout << "Set 1: ";

for (const auto& element : set1) {

std::cout << element << " ";

}

std::cout << "\nSet 2: ";

for (const auto& element : set2) {

std::cout << element << " ";

}

std::cout << std::endl;

std::swap(set1, set2);

std::cout << "After swap:\n";

std::cout << "Set 1: ";

for (const auto& element : set1) {

std::cout << element << " ";

}

std::cout << "\nSet 2: ";

for (const auto& element : set2) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **replace\_copy**

Пример использования алгоритмаreplace\_copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> result;

std::replace\_copy(mySet.begin(), mySet.end(), std::back\_inserter(result), 3, 6);

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **replace\_copy\_if**

Пример использования алгоритмаreplace\_copy\_if:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

bool isOdd(int number) {

return number % 2 != 0;

}

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> result;

std::replace\_copy\_if(mySet.begin(), mySet.end(), std::back\_inserter(result), isOdd, 0);

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAAdCAYAAAAq9XvWAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAKOSURBVGhD7Zi9buJAFIWP9yWQsNgtKOAVLFIAJfQudldKS+hdEIkqUijogRYpSeGelJhiESUtEUoV+Tm8d8ZjGxKkeDxmqvkkC3yFr46P5+cYq1qtRpVKBfv9Hobr8UN8Gq6MMVoTxmhNGKM1kW6Gx+NRlAzXwIxoTRijNWGM1oQxWhNfNkOrP0HgOfw7I/QH+DM7iLP89CcbnLTBbtrBaBWJs/yUpSch67fDtHOPVSSnqaiesxGdNGGmtNttdAY+4C7wPGyKX+SDm4wp78H7THdwvACTviV+kY+y9CRYVhN3v0+eviQqelKjUxG7aTryosMMLzvAbnXRtPKbtBqRwaOVOCNel/BDwLnpicL3lKknoXE3hmvTSKYHL4uqnmxEN7po2dTn36sosOZ93LABYLfQbcQ1bZSsh11769o01ZfIOkqgqCczul4DycDHe3xqNYd4CjzA96lqo1aP68Woo0Yiw6R5HkrW03v04IQ+HuZvoiKJop6LqYM3WbSwHXRwvxZFBfhNkpztuthNquph1/NZ/zLHQXLzu0QRPV+N7j4i4E3+YnZQF5Wkj9B/KNZPUQ9fW8cu7JO1VYmCejKj3z/4FHBdUOw5afJpysjQHD4LkwtEsrL09G5pAwzhLwutzBmKejKj39bYUjKg1f4sWzZ+/SSntpCd9SwKLWjzYbt0odxbkp5evFtRCguw2Wz4EedgB17AahP08yQYRT2p0VF0wJxlFcdL8y5bi8ZkluzaloZ6Mvks5klQlh4eNUWeTw6W60kcjUyWh0e5XlpU9Xz7Zij7RsfXxKcFTVdR+IR0P0U9l4h7siVA/c0wrx7zf7QmLsY7Q/kYozVhjNaEMVoTxmhNGKM1YYzWAvAfOkeUBe3mZtIAAAAASUVORK5CYII=)

[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **remove\_copy**

Пример использования алгоритмаremove\_copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> result;

std::remove\_copy(mySet.begin(), mySet.end(), std::back\_inserter(result), 3);

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAAlCAYAAADcFc6lAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAKuSURBVGhD7Zi/axphGMe/b1tCIUNKKZWiHUqG3tihiySD11F3hySQ1bg7XIp0ECLUPboKMYP7OUaXYKGkrgYpNCn3B7SULi29vu/5+iOaFN+7JxLo84FD7j09js/73vd5XsUL65Uvge//wZO1VZx9/AAmPPf0Jx6sPsbDp+v6jAmLsN+2/JVHz4D7K/j1qY6To/f6EhMG8Xrrnf/75zd8/3KGNfEDvV5PX2LCIBKJhM5QH7FYjIVGZJyhDA0slBgWSgwLJYaFEjNX5QeDgb7EhIFXKDEslBgWSgwLJeafRcnKN1DLxoFuBSnH1aNmZModFJL6RNKt2HBcX5+ZIzJltIMbdlGx9+HK516UyW+vEvWZprl2hQorj0angyKO0fT0YAgCmZCTkUoFh13pIlloo5wR+htmCGFhb2teiBlqIuzxM6mDSqZiTqgQGRzUNnCas7FT/axHw+E68oGnV3arHkxQcjOtB8x4uVdENi6FyIm5q8wJ9X0XTmobh326WaNATfSujB+vWUdLj91FllyU1vFcRrL31Xzlpw8KSHpNlKrneiQsSRTabXRkpKkjbPzcxFKFBlLg4fTETIrKdBWd3eMq+gZFaBbfda5kZ07mj8r0Rt7S34jO0oSOqr3XLBnFSVCIilnEZadBWTwU59VSkOnxjTewBM1KXYpQ1X4NZeawfdjXowuS3pWFyEOzTp+cvt/HxaU+IeLWhareb9TLGsuUpDdVmxRHtjbJvWEvOcrCMjIhV5cqdMHtLy8iRck0typ03EhH2BgErddU7qlD9bOTftIxau6nGWa6vM8+3eq/dqc0u7uZIF+93M5CGRhk31FNvq56YIYou5PhRMF4pzTe+Y2IMNE3wf+HErPUtul/gIUSw0KJYaHEsFBiWCgxLJQYFkoMCyWGhZIC/AVhQxr+4N8n/AAAAABJRU5ErkJggg==)

##### **remove\_copy\_if**

Пример использования алгоритмаremove\_copy\_if:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

bool isOdd(int number) {

return number % 2 != 0;

}

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> result;

std::remove\_copy\_if(mySet.begin(), mySet.end(), std::back\_inserter(result), isOdd);

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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##### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <vector>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> myVector(5);

std::copy(mySet.begin(), mySet.end(), myVector.begin());

for (const auto& element : myVector) {

std::cout << element << " ";

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **copy\_backward**

Пример использования алгоритма copy\_backward:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> result(mySet.size());

std::copy\_backward(mySet.begin(), mySet.end(), result.end());

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **reverse\_copy**

Пример использования алгоритма reverse\_copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<int> result;

std::reverse\_copy(mySet.begin(), mySet.end(), std::back\_inserter(result));

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <vector>

#include <cmath>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

std::vector<double> myVector(5);

std::transform(mySet.begin(), mySet.end(), myVector.begin(), [](int value) {

return std::sqrt(value);

});

for (const auto& element : myVector) {

std::cout << element << " ";

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **unique\_copy**

Пример использования алгоритма unique:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 2, 3, 4, 4, 5 };

std::vector<int> result;

std::unique\_copy(mySet.begin(), mySet.end(), std::back\_inserter(result));

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 3, 4, 5 };

if (std::is\_sorted(mySet.begin(), mySet.end())) {

std::cout << "The set is sorted" << std::endl;

}

else {

std::cout << "The set is not sorted" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_compare:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> set1 = { 1, 2, 3 };

std::unordered\_set<int> set2 = { 1, 2, 4 };

if (std::lexicographical\_compare(set1.begin(), set1.end(), set2.begin(), set2.end())) {

std::cout << "set1 is lexicographically less than set2" << std::endl;

}

else {

std::cout << "set1 is lexicographically greater or equal to set2" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **merge**

Пример использования алгоритма merge:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

int main() {

std::unordered\_set<int> set1 = { 1, 3, 5 };

std::unordered\_set<int> set2 = { 2, 4, 6 };

std::vector<int> result;

std::merge(set1.begin(), set1.end(), set2.begin(), set2.end(), std::back\_inserter(result));

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **partial\_sort\_copy**

Пример использования алгоритма partial\_sort\_copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

#include <vector>

int main() {

std::unordered\_set<int> mySet = { 5, 2, 1, 4, 3 };

std::vector<int> result(3);

std::partial\_sort\_copy(mySet.begin(), mySet.end(), result.begin(), result.end());

for (const auto& element : result) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 2, 3, 4, 4, 5 };

auto range = std::equal\_range(mySet.begin(), mySet.end(), 2);

for (auto it = range.first; it != range.second; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **lower\_bound**

Пример использования алгоритма lower\_bound:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 2, 3, 4, 4, 5 };

auto it = std::lower\_bound(mySet.begin(), mySet.end(), 3);

if (it != mySet.end()) {

std::cout << "Element found: " << \*it << std::endl;

}

else {

std::cout << "Element not found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **upper\_bound**

Пример использования алгоритма upper\_bound:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_set<int> mySet = { 1, 2, 2, 3, 4, 4, 5 };

auto it = std::upper\_bound(mySet.begin(), mySet.end(), 2);

if (it != mySet.end()) {

std::cout << "Element found: " << \*it << std::endl;

}

else {

std::cout << "Element not found" << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

#### **Unordered\_multiset**

##### **adjacent\_find**

Пример использования алгоритма adjacent\_find:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 2, 3, 4, 4, 5 };

auto it = std::adjacent\_find(mySet.begin(), mySet.end());

if (it != mySet.end()) {

std::cout << "First adjacent pair with equal values: " << \*it << std::endl;

}

else {

std::cout << "No adjacent elements with equal values found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **count**

Пример использования алгоритма count:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> numbers = { 1, 2, 2, 3, 3, 3 };

int count = std::count(numbers.begin(), numbers.end(), 3);

std::cout << "Count: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **count\_if**

Пример использования алгоритма count­\_if:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

bool isEven(int number) {

return number % 2 == 0;

}

int main() {

std::unordered\_multiset<int> numbers = { 1, 2, 3, 4, 5, 6 };

int count = std::count\_if(numbers.begin(), numbers.end(), isEven);

std::cout << "Count of even numbers: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **equal**

Пример использования алгоритма equal:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> numbers1 = { 1, 2, 3, 4, 5 };

std::unordered\_multiset<int> numbers2 = { 1, 2, 3, 4, 5 };

bool areEqual = std::equal(numbers1.begin(), numbers1.end(), numbers2.begin(), numbers2.end());

if (areEqual) {

std::cout << "The sets are equal." << std::endl;

}

else {

std::cout << "The sets are not equal." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find**

Пример использования алгоритма find:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 2, 3, 4, 4, 5 };

int valueToFind = 3;

auto it = mySet.find(valueToFind);

if (it != mySet.end()) {

std::cout << "Element found: " << \*it << std::endl;

}

else {

std::cout << "Element not found." << std::endl;

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAAAlCAYAAAC+liCKAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAPvSURBVHhe7Zo/b+IwGMbfdLn5ZgQdOpS1YwRD0xF2hjJ0TdkZQOpUqQzskBWpMGSny0mFoYhPcBKo6lBQ5vsIudeO8xcanF5812vfn2SR2K6JXz+2H6dApd50AYASJSXp6Nv3An4ShBqOfv38IS4JIn+OxCdBKIEERiiFBEYohQRGKIUERiiFBEYoRTs7O3Ofn5/FLUHkC61ghFJIYIRSSGCEUjIJTKv3YD6fh6lXFyVfi3JrHItDr66Jkn9LvffxxiQQ2I54/DRuQVnzAuhOO3B+fg6GYYLt8Kz/Aq3cgjH2JQ8hsDhZDQDbNHgsWOpM2Q8HPi+72hhDqywXy8QKtoS+EQaOp+YAVu7nDmAWalUdwFnA41pkfAH8hcVPpg3QsO6lREYe7D1sXr/0pFsPJ7gUFaB4IjJSUCKwNK/Gy9i269dh12ILm897UBfbMSO1Ha0MrfEcxq1y3BNFtnQ/f4Z7GvvVm96ehfUS35UXSX+275mTPinqnWT65ZOMTxsX13347bA2c+H0GEri8hC5C4x1etaGYKs1jD4s9XY8qIUGWJdbMHGtdQoVuLkpwoRdgw7VmldFqh2k0LDAKk7COtj2zfUpL1sNml4+bxsNQD+6/XdgKrkKRQeSDyJ7DnGfFLTV2Bx8ZhnS+sXw4lOKecH+UhQqpnaFE9axYfQgMlJICEyH9iw6yzFlCA6bfdeXOjj2KBg8153CiJ0I9GpsxVhOhuDZGFxbFiN4WL/Cht9nawcrgdn1esrqPGGQCzJrdwaiHoQP4rIf3PseVdPqcNUoYFE39sxd9gf6pbQpDkjpVxifWxisDk8Sf6I1ByuRk534JHPAvh1K2YTDJr8zFWUynEAR9cJmX1SkFgY+jgPbF3GJbF6Tjlm2HeSj+KFaFadnvF+cly3myvmVGGn9Or2ACoZiN27qiE4yw1xAxZpJbblKPFh8K/KT/Jbkk1c7RL64qwFM2IpaudjxhUlyFtgLbPkuJozUu8mrnb/IWyvVSRFzl/D0hl9h292xrGP2EXaidBzxZLhFszcoH41cBea6K3hcMGW0/+ilZl7tBIgBUSlYf1br7bvAI7JBv8NTge8lw355PpJ7qXsL9u38aQSeTKwg/HvwRPSWvvI+RTI/xg47zEcfsieHTf6+Y/9MBCU4TYVvdpmhNNGMx18JYMp4ksqrHQY32+wkGT39KXhNMe2wQ0AYwxkOesk2Y+Z6PbwF2/HqsDhWFibvZ1YeuibYgKdx3g4/br+rHRn4a5QgbtgvcbqX+Q8G/R6MUIoSk08QPiQwQikkMEIpJDBCKSQwQikkMEIpJDBCKSQwQikkMEIpJDBCKSQwQiEAvwE2YhQ4JDqfmwAAAABJRU5ErkJggg==)

[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

bool isEven(int number) {

return number % 2 == 0;

}

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 2, 3, 4, 4, 5 };

auto it = std::find\_if(mySet.begin(), mySet.end(), isEven);

if (it != mySet.end()) {

std::cout << "First even element found: " << \*it << std::endl;

}

else {

std::cout << "No even elements found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_first\_of**

Пример использования алгоритма find\_first\_of:

#include <iostream>

#include <algorithm>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 3, 4, 5, 6 };

std::unordered\_multiset<int> searchSet = { 5, 6, 7 };

auto result = std::find\_first\_of(mySet.begin(), mySet.end(), searchSet.begin(), searchSet.end());

if (result != mySet.end()) {

std::cout << "First element found at index: " << std::distance(mySet.begin(), result) << std::endl;

}

else {

std::cout << "No elements found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <algorithm>

#include <unordered\_set>

void PrintElement(int value) {

std::cout << value << " ";

}

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 3, 4, 5 };

std::for\_each(mySet.begin(), mySet.end(), PrintElement);

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <algorithm>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> set1 = { 1, 2, 3, 4, 5 };

std::unordered\_multiset<int> set2 = { 1, 2, 4, 4, 5 };

auto mismatchPair = std::mismatch(set1.begin(), set1.end(), set2.begin());

if (mismatchPair.first == set1.end() && mismatchPair.second == set2.end()) {

std::cout << "Sequences are equal." << std::endl;

}

else {

std::cout << "Mismatch found at index: " << std::distance(set1.begin(), mismatchPair.first) << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **seacrh**

Пример использования алгоритма search:

#include <iostream>

#include <algorithm>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 3, 4, 5, 6 };

std::unordered\_multiset<int> subSet = { 4, 5 };

auto result = std::search(mySet.begin(), mySet.end(), subSet.begin(), subSet.end());

if (result != mySet.end()) {

std::cout << "Subsequence found at index: " << std::distance(mySet.begin(), result) << std::endl;

}

else {

std::cout << "Subsequence not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **search\_n**

Пример использования алгоритма search\_n:

#include <iostream>

#include <algorithm>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 2, 2, 3, 4, 5 };

int value = 2;

int count = 3;

auto result = std::search\_n(mySet.begin(), mySet.end(), count, value);

if (result != mySet.end()) {

std::cout << "Sequence of " << count << " elements with value " << value << " found at index: " << std::distance(mySet.begin(), result) << std::endl;

}

else {

std::cout << "Sequence not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <algorithm>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> mySet = { 5, 2, 8, 3, 1 };

auto maxValue = std::max\_element(mySet.begin(), mySet.end());

std::cout << "Max value: " << \*maxValue << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <algorithm>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> mySet = { 5, 2, 8, 3, 1 };

auto minValue = std::min\_element(mySet.begin(), mySet.end());

std::cout << "Min value: " << \*minValue << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <algorithm>

#include <numeric>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 3, 4, 5 };

int sum = std::accumulate(mySet.begin(), mySet.end(), 0);

std::cout << "Sum: " << sum << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **adjacent\_difference**

Пример использования алгоритма adjacent\_difference:

#include <iostream>

#include <algorithm>

#include <numeric>

#include <unordered\_set>

#include <vector>

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 4, 7, 11 };

std::vector<int> differences(mySet.size());

std::adjacent\_difference(mySet.begin(), mySet.end(), differences.begin());

std::cout << "Adjacent differences: ";

for (const auto& diff : differences) {

std::cout << diff << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **inner\_product**

Пример использования алгоритма inner\_product:

#include <iostream>

#include <algorithm>

#include <numeric>

#include <unordered\_set>

int main() {

std::unordered\_multiset<int> set1 = { 1, 2, 3, 4, 5 };

std::unordered\_multiset<int> set2 = { 6, 7, 8, 9, 10 };

int result = std::inner\_product(set1.begin(), set1.end(), set2.begin(), 0);

std::cout << "Inner product: " << result << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **partial\_sum**

Пример использования алгоритма partial\_sum:

#include <iostream>

#include <unordered\_set>

#include <numeric>

#include <iterator>

int main() {

std::unordered\_multiset<int> mySet = { 1, 2, 3, 4, 5 };

std::unordered\_multiset<int> result;

std::partial\_sum(mySet.begin(), mySet.end(), std::inserter(result, result.end()));

std::cout << "Partial sums: ";

for (const auto& num : result) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **swap**

Пример использования алгоритма swap:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> set1 = { 1, 2, 3 };

std::unordered\_multiset<int> set2 = { 4, 5, 6 };

std::swap(set1, set2);

std::cout << "Set 1: ";

for (const auto& num : set1) {

std::cout << num << " ";

}

std::cout << std::endl;

std::cout << "Set 2: ";

for (const auto& num : set2) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **replacy\_copy**

Пример использования алгоритма replace\_copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> source = { 1, 2, 2, 3, 4, 5 };

std::unordered\_multiset<int> destination;

int old\_value = 2;

int new\_value = 10;

std::replace\_copy(source.begin(), source.end(), std::inserter(destination, destination.end()), old\_value, new\_value);

std::cout << "Destination: ";

for (const auto& element : destination) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **replace\_copy\_if**

Пример использования алгоритма replace\_copy\_if:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> source = { 1, 2, 2, 3, 4, 5 };

std::unordered\_multiset<int> destination;

int threshold = 3;

int new\_value = 10;

std::replace\_copy\_if(source.begin(), source.end(), std::inserter(destination, destination.end()),

[threshold](int element) { return element > threshold; }, new\_value);

std::cout << "Destination: ";

for (const auto& element : destination) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **remove**

Пример использования алгоритма remove:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> source = { 1, 2, 2, 3, 4, 5 };

std::unordered\_multiset<int> destination;

int threshold = 3;

int new\_value = 10;

std::replace\_copy\_if(source.begin(), source.end(), std::inserter(destination, destination.end()),

[threshold](int element) { return element > threshold; }, new\_value);

std::cout << "Destination: ";

for (const auto& element : destination) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **remove\_copy**

Пример использования алгоритма remove\_copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

int main() {

std::unordered\_multiset<int> sourceSet = { 1, 2, 3, 4, 5, 6 };

std::unordered\_multiset<int> destinationSet;

std::remove\_copy(sourceSet.begin(), sourceSet.end(), std::inserter(destinationSet, destinationSet.end()), 3);

std::cout << "Destination set:";

for (const auto& element : destinationSet) {

std::cout << " " << element;

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **remove\_copy\_if**

Пример использования алгоритма remove\_copy\_if:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

bool isEven(int num) {

return num % 2 == 0;

}

int main() {

std::unordered\_multiset<int> sourceSet = { 1, 2, 3, 4, 5, 6 };

std::unordered\_multiset<int> destinationSet;

std::remove\_copy\_if(sourceSet.begin(), sourceSet.end(), std::inserter(destinationSet, destinationSet.end()), isEven);

std::cout << "Destination set:";

for (const auto& element : destinationSet) {

std::cout << " " << element;

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> sourceSet = { 1, 2, 2, 3, 4 };

std::unordered\_multiset<int> destinationSet;

std::copy(sourceSet.begin(), sourceSet.end(), std::inserter(destinationSet, destinationSet.end()));

std::cout << "Destination Set: ";

for (const auto& element : destinationSet) {

std::cout << element << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **reverse\_copy**

Пример использования алгоритма reverse\_copy:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <iterator>

int main() {

std::unordered\_multiset<int> numbers = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

std::unordered\_multiset<int> reversedNumbers;

std::reverse\_copy(numbers.begin(), numbers.end(), std::inserter(reversedNumbers, reversedNumbers.begin()));

std::cout << "Reversed copy of unordered\_multiset: ";

for (const auto& number : reversedNumbers) {

std::cout << number << " ";

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

#include <vector>

int main() {

std::unordered\_multiset<int> numbers{ 1, 2, 3, 4, 5 };

std::vector<int> transformed\_numbers(numbers.size());

std::transform(numbers.begin(), numbers.end(), transformed\_numbers.begin(),

[](int num) { return num \* 2; });

for (const auto& num : transformed\_numbers) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> numbers{ 1, 2, 3, 4, 5 };

bool is\_sorted = std::is\_sorted(numbers.begin(), numbers.end());

std::cout << "Is sorted: " << (is\_sorted ? "true" : "false") << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_compare:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> set1{ 1, 2, 3 };

std::unordered\_multiset<int> set2{ 1, 2, 4 };

bool is\_set1\_less = std::lexicographical\_compare(set1.begin(), set1.end(), set2.begin(), set2.end());

std::cout << "Set1 is less: " << (is\_set1\_less ? "true" : "false") << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **binary\_search**

Пример использования алгоритма binary\_search:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> numbers{ 1, 2, 3, 4, 5 };

bool found = std::binary\_search(numbers.begin(), numbers.end(), 3);

std::cout << "Found: " << (found ? "true" : "false") << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <unordered\_set>

#include <algorithm>

int main() {

std::unordered\_multiset<int> mySet = { 4, 2, 1, 5, 3, 2 };

std::cout << "Elements in the set: ";

for (const auto& element : mySet) {

std::cout << element << " ";

}

std::cout << std::endl;

int target = 2;

auto range = mySet.equal\_range(target);

std::cout << "Range of elements with value " << target << ": ";

for (auto it = range.first; it != range.second; ++it) {

std::cout << \*it << " ";

}

std::cout << std::endl;

return 0;

}

Результат работы программы:
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## **Unordered\_map**

#### **Unordered\_map**

##### **adjacent\_find**

Пример использования алгоритма adjacent\_find:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "cherry"},

{4, "banana"},

{5, "apple"}

};

auto it = std::adjacent\_find(myMap.begin(), myMap.end());

if (it != myMap.end()) {

std::cout << "Adjacent elements with the same value found: " << it->first << " and " << std::next(it)->first << std::endl;

}

else {

std::cout << "No adjacent elements with the same value found." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **count**

Пример использования алгоритма count:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<char, int> myMap = {

{'a', 1},

{'b', 2},

{'c', 3},

{'d', 2},

{'e', 1}

};

int count = std::count(myMap.begin(), myMap.end(), std::pair<const char, int>('a', 1));

std::cout << "Number of occurrences: " << count << std::endl;

return 0;

}

Результат работы программы:
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##### **count\_if**

Пример использования алгоритма count­\_if:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "cherry"},

{4, "durian"},

{5, "apple"}

};

int count = std::count\_if(myMap.begin(), myMap.end(), [](const auto& pair) {

return pair.second == "apple";

});

std::cout << "Number of occurrences of 'apple': " << count << std::endl;

return 0;

}

Результат работы программы:
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##### **equal**

Пример использования алгоритма equal:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, std::string> map1 = {

{1, "apple"},

{2, "banana"},

{3, "cherry"}

};

std::unordered\_map<int, std::string> map2 = {

{1, "apple"},

{2, "banana"},

{3, "cherry"}

};

bool isEqual = std::equal(map1.begin(), map1.end(), map2.begin());

if (isEqual) {

std::cout << "The maps are equal." << std::endl;

}

else {

std::cout << "The maps are not equal." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find**

Пример использования алгоритма find:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "cherry"}

};

auto it = std::find(myMap.begin(), myMap.end(), std::pair<const int, std::string>(2, "banana"));

if (it != myMap.end()) {

std::cout << "Element found: " << it->first << " - " << it->second << std::endl;

}

else {

std::cout << "Element not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "cherry"}

};

auto it = std::find\_if(myMap.begin(), myMap.end(), [](const auto& pair) {

return pair.second == "banana";

});

if (it != myMap.end()) {

std::cout << "Element found: " << it->first << " - " << it->second << std::endl;

}

else {

std::cout << "Element not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_end**

Пример использования алгоритма find\_end:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <vector>

int main() {

std::unordered\_map<int, std::string> map1 = {

{1, "apple"},

{2, "banana"},

{3, "cherry"},

{4, "apple"},

{5, "banana"},

{6, "cherry"}

};

std::unordered\_map<int, std::string> map2 = {

{4, "apple"},

{5, "banana"},

{6, "cherry"}

};

auto it = std::find\_end(map1.begin(), map1.end(), map2.begin(), map2.end());

if (it != map1.end()) {

std::cout << "Last occurrence of map2 found starting at: " << it->first << " - " << it->second << std::endl;

}

else {

std::cout << "map2 not found in map1." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

void printPair(const std::pair<const int, std::string>& pair) {

std::cout << pair.first << " - " << pair.second << std::endl;

}

int main() {

std::unordered\_map<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "cherry"}

};

std::for\_each(myMap.begin(), myMap.end(), printPair);

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, std::string> map1 = {

{1, "apple"},

{2, "banana"},

{3, "cherry"}

};

std::unordered\_map<int, std::string> map2 = {

{1, "apple"},

{2, "orange"},

{3, "cherry"}

};

auto mismatchPair = std::mismatch(map1.begin(), map1.end(), map2.begin());

if (mismatchPair.first != map1.end() && mismatchPair.second != map2.end()) {

std::cout << "First mismatch found at: " << mismatchPair.first->first << " - " << mismatchPair.first->second << std::endl;

std::cout << "Corresponding element in map2: " << mismatchPair.second->first << " - " << mismatchPair.second->second << std::endl;

}

else {

std::cout << "Maps are identical." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **search**

Пример использования алгоритма search:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <vector>

int main() {

std::unordered\_map<int, std::string> map1 = {

{1, "apple"},

{2, "banana"},

{3, "cherry"},

{4, "apple"},

{5, "banana"},

{6, "cherry"}

};

std::unordered\_map<int, std::string> map2 = {

{2, "banana"},

{3, "cherry"}

};

auto it = std::search(map1.begin(), map1.end(), map2.begin(), map2.end());

if (it != map1.end()) {

std::cout << "First occurrence of map2 found starting at: " << it->first << " - " << it->second << std::endl;

}

else {

std::cout << "map2 not found in map1." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **search\_n**

Пример использования алгоритма search­\_n:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "apple"},

{4, "banana"},

{5, "apple"}

};

int count = 2;

auto it = std::search\_n(myMap.begin(), myMap.end(), count, std::pair<const int, std::string>(1, "apple"));

if (it != myMap.end()) {

std::cout << "First occurrence of " << count << " consecutive 'apple' elements found starting at: " << it->first << " - " << it->second << std::endl;

}

else {

std::cout << "No occurrence of " << count << " consecutive 'apple' elements found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 5},

{2, 10},

{3, 3},

{4, 8},

{5, 2}

};

auto maxElement = std::max\_element(myMap.begin(), myMap.end(), [](const auto& pair1, const auto& pair2) {

return pair1.second < pair2.second;

});

if (maxElement != myMap.end()) {

std::cout << "Maximum value: " << maxElement->second << std::endl;

}

else {

std::cout << "The map is empty." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 5},

{2, 10},

{3, 3},

{4, 8},

{5, 2}

};

auto minElement = std::min\_element(myMap.begin(), myMap.end(), [](const auto& pair1, const auto& pair2) {

return pair1.second < pair2.second;

});

if (minElement != myMap.end()) {

std::cout << "Minimum value: " << minElement->second << std::endl;

}

else {

std::cout << "The map is empty." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <unordered\_map>

#include <numeric>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 5},

{2, 10},

{3, 3},

{4, 8},

{5, 2}

};

int sum = std::accumulate(myMap.begin(), myMap.end(), 0, [](int currentSum, const auto& pair) {

return currentSum + pair.second;

});

std::cout << "Sum of values: " << sum << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **inner\_product**

Пример использования алгоритма inner\_product:

#include <iostream>

#include <unordered\_map>

#include <numeric>

int main() {

std::unordered\_map<int, int> myMap1 = {

{1, 5},

{2, 10},

{3, 3},

{4, 8},

{5, 2}

};

std::unordered\_map<int, int> myMap2 = {

{1, 2},

{2, 4},

{3, 6},

{4, 8},

{5, 10}

};

int result = std::inner\_product(myMap1.begin(), myMap1.end(), myMap2.begin(), 0, std::plus<>(), [](const auto& pair1, const auto& pair2) {

return pair1.second \* pair2.second;

});

std::cout << "Inner product: " << result << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **swap**

Пример использования алгоритма swap:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30}

};

int key1 = 1;

int key2 = 2;

auto it1 = myMap.find(key1);

auto it2 = myMap.find(key2);

if (it1 != myMap.end() && it2 != myMap.end()) {

std::swap(it1->second, it2->second);

std::cout << "Values swapped successfully." << std::endl;

}

else {

std::cout << "One or both keys not found in the map." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **remove\_copy\_if**

Пример использования алгоритма remove\_copy\_if:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <iterator>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 10},

{5, 40}

};

int threshold = 25;

std::unordered\_map<int, int> newMap;

std::remove\_copy\_if(myMap.begin(), myMap.end(), std::inserter(newMap, newMap.end()), [&threshold](const auto& pair) {

return pair.second > threshold;

});

for (const auto& pair : newMap) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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##### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <iterator>

int main() {

std::unordered\_map<int, int> sourceMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

std::unordered\_map<int, int> destinationMap;

std::copy(sourceMap.begin(), sourceMap.end(), std::inserter(destinationMap, destinationMap.end()));

for (const auto& pair : destinationMap) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **fill\_n**

Пример использования алгоритма fill\_n:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, int> myMap;

std::fill\_n(std::inserter(myMap, myMap.end()), 5, std::pair<int, int>(10, 20));

for (const auto& pair : myMap) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **genetate\_n**

Пример использования алгоритма generate\_n:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <random>

int main() {

std::unordered\_map<int, int> myMap;

std::random\_device rd;

std::mt19937 gen(rd());

std::uniform\_int\_distribution<> dis(1, 100);

std::generate\_n(std::inserter(myMap, myMap.end()), 5, [&dis, &gen]() { return std::make\_pair(dis(gen), dis(gen)); });

for (const auto& pair : myMap) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **reverse\_copy**

Пример использования алгоритма reverse\_copy:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <iterator>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

std::unordered\_map<int, int> reversedMap;

std::reverse\_copy(myMap.begin(), myMap.end(), std::inserter(reversedMap, reversedMap.end()));

for (const auto& pair : reversedMap) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **is\_sorted**

Пример использования алгоритма is\_sorted:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

bool isSorted = std::is\_sorted(myMap.begin(), myMap.end());

if (isSorted) {

std::cout << "The map is sorted." << std::endl;

}

else {

std::cout << "The map is not sorted." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_compare:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, int> map1 = {

{1, 10},

{2, 20},

{3, 30}

};

std::unordered\_map<int, int> map2 = {

{1, 10},

{2, 20},

{4, 40}

};

bool isLess = std::lexicographical\_compare(map1.begin(), map1.end(), map2.begin(), map2.end());

if (isLess) {

std::cout << "map1 is lexicographically less than map2." << std::endl;

}

else {

std::cout << "map1 is not lexicographically less than map2." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{3, 40},

{5, 50}

};

int key = 3;

auto range = myMap.equal\_range(key);

std::cout << "Elements with key " << key << ": " << std::endl;

for (auto it = range.first; it != range.second; ++it) {

std::cout << "Key: " << it->first << ", Value: " << it->second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **lower\_bound**

Пример использования алгоритма lower\_bound:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_map<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

int key = 3;

auto it = std::lower\_bound(myMap.begin(), myMap.end(), key,

[](const auto& pair1, const auto& pair2) {

return pair1.first < pair2;

});

if (it != myMap.end() && it->first == key) {

std::cout << "Key " << key << " found in the map." << std::endl;

}

else {

std::cout << "Key " << key << " not found in the map." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

#### **Unordered\_multimap**

##### **count\_if**

Пример использования алгоритма count­\_if:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "apple"},

{4, "banana"},

{5, "grape"}

};

int count = std::count\_if(myMap.begin(), myMap.end(),

[](const auto& pair) {

return pair.second == "apple";

}

);

std::cout << "Count of 'apple' elements: " << count << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **equal**

Пример использования алгоритма equal:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, std::string> myMap1 = {

{1, "apple"},

{2, "banana"},

{3, "apple"}

};

std::unordered\_multimap<int, std::string> myMap2 = {

{1, "apple"},

{2, "banana"},

{3, "apple"}

};

bool isEqual = std::equal(myMap1.begin(), myMap1.end(), myMap2.begin());

if (isEqual) {

std::cout << "The two maps are equal." << std::endl;

}

else {

std::cout << "The two maps are not equal." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_if**

Пример использования алгоритма find\_if:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "apple"},

{4, "banana"},

{5, "grape"}

};

auto it = std::find\_if(myMap.begin(), myMap.end(),

[](const auto& pair) {

return pair.second == "banana";

}

);

if (it != myMap.end()) {

std::cout << "Element found: " << it->second << std::endl;

}

else {

std::cout << "Element not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **find\_end**

Пример использования алгоритма find\_end:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "apple"},

{4, "banana"},

{5, "grape"}

};

std::unordered\_multimap<int, std::string> subMap = {

{3, "apple"},

{4, "banana"}

};

auto it = std::find\_end(myMap.begin(), myMap.end(), subMap.begin(), subMap.end());

if (it != myMap.end()) {

std::cout << "Submap found at position: " << std::distance(myMap.begin(), it) << std::endl;

}

else {

std::cout << "Submap not found." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **find\_first\_of**

Пример использования алгоритма find\_first\_of:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "apple"},

{4, "banana"},

{5, "grape"}

};

std::unordered\_multimap<int, std::string> searchMap = {

{6, "banana"},

{7, "grape"}

};

auto it = std::find\_first\_of(myMap.begin(), myMap.end(), searchMap.begin(), searchMap.end(),

[](const auto& pair1, const auto& pair2) {

return pair1.second == pair2.second;

}

);

if (it != myMap.end()) {

std::cout << "First element found: " << it->second << std::endl;

}

else {

std::cout << "No elements found." << std::endl;

}

return 0;

}

Результат работы программы:
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##### **for\_each**

Пример использования алгоритма for\_each:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

void printPair(const std::pair<const int, std::string>& pair) {

std::cout << "Key: " << pair.first << ", Value: " << pair.second << std::endl;

}

int main() {

std::unordered\_multimap<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "apple"},

{4, "banana"},

{5, "grape"}

};

std::for\_each(myMap.begin(), myMap.end(), printPair);

return 0;

}

Результат работы программы:
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##### **mismatch**

Пример использования алгоритма mismatch:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, std::string> myMap1 = {

{1, "apple"},

{2, "banana"},

{3, "apple"}

};

std::unordered\_multimap<int, std::string> myMap2 = {

{1, "apple"},

{2, "banana"},

{3, "grape"}

};

auto mismatchPair = std::mismatch(myMap1.begin(), myMap1.end(), myMap2.begin());

if (mismatchPair.first != myMap1.end() || mismatchPair.second != myMap2.end()) {

std::cout << "Mismatch found: "

<< mismatchPair.first->second << " != " << mismatchPair.second->second << std::endl;

}

else {

std::cout << "No mismatches found." << std::endl;

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **search**

Пример использования алгоритма search:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "apple"},

{4, "banana"},

{5, "grape"}

};

std::unordered\_multimap<int, std::string> searchMap = {

{3, "apple"},

{4, "banana"}

};

auto it = std::search(myMap.begin(), myMap.end(), searchMap.begin(), searchMap.end());

if (it != myMap.end()) {

std::cout << "Submap found at position: " << std::distance(myMap.begin(), it) << std::endl;

}

else {

std::cout << "Submap not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **search\_n**

Пример использования алгоритма search­\_n:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, std::string> myMap = {

{1, "apple"},

{2, "banana"},

{3, "apple"},

{4, "banana"},

{5, "grape"},

{6, "apple"}

};

int count = 2;

std::string value = "apple";

auto it = std::search\_n(myMap.begin(), myMap.end(), count, std::make\_pair(0, value),

[](const auto& pair1, const auto& pair2) {

return pair1.second == pair2.second;

}

);

if (it != myMap.end()) {

std::cout << "Sequence of " << count << " '" << value << "' elements found at position: "

<< std::distance(myMap.begin(), it) << std::endl;

}

else {

std::cout << "Sequence not found." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **max\_element**

Пример использования алгоритма max\_element:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

auto maxValue = std::max\_element(myMap.begin(), myMap.end(),

[](const auto& pair1, const auto& pair2) {

return pair1.second < pair2.second;

}

);

if (maxValue != myMap.end()) {

std::cout << "Maximum value: " << maxValue->second << std::endl;

}

else {

std::cout << "Map is empty." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **min\_element**

Пример использования алгоритма min\_element:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

auto minValue = std::min\_element(myMap.begin(), myMap.end(),

[](const auto& pair1, const auto& pair2) {

return pair1.second < pair2.second;

}

);

if (minValue != myMap.end()) {

std::cout << "Minimum value: " << minValue->second << std::endl;

}

else {

std::cout << "Map is empty." << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **accumulate**

Пример использования алгоритма accumulate:

#include <iostream>

#include <unordered\_map>

#include <numeric>

int main() {

std::unordered\_multimap<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

int sum = std::accumulate(myMap.begin(), myMap.end(), 0,

[](int currentSum, const auto& pair) {

return currentSum + pair.second;

}

);

std::cout << "Sum: " << sum << std::endl;

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **swap**

Пример использования алгоритма swap:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, int> map1 = {

{1, 10},

{2, 20},

{3, 30}

};

std::unordered\_multimap<int, int> map2 = {

{4, 40},

{5, 50}

};

std::swap(map1, map2);

std::cout << "map1 after swap:" << std::endl;

for (const auto& pair : map1) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

std::cout << "map2 after swap:" << std::endl;

for (const auto& pair : map2) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)

##### **copy**

Пример использования алгоритма copy:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <vector>

int main() {

std::unordered\_multimap<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

std::vector<std::pair<int, int>> target(myMap.size());

std::copy(myMap.begin(), myMap.end(), target.begin());

std::cout << "Copied elements:" << std::endl;

for (const auto& pair : target) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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##### **transform**

Пример использования алгоритма transform:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <functional>

int main() {

std::unordered\_multimap<int, int> myMap = {

{1, 10},

{2, 20},

{3, 30},

{4, 40},

{5, 50}

};

std::unordered\_multimap<int, int> transformedMap;

std::transform(myMap.begin(), myMap.end(), std::inserter(transformedMap, transformedMap.end()),

[](const auto& pair) {

return std::make\_pair(pair.first + 10, pair.second \* 2); // Transform keys and values

});

std::cout << "Transformed elements:" << std::endl;

for (const auto& pair : transformedMap) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}

Результат работы программы:
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##### **lexicographical\_compare**

Пример использования алгоритма lexicographical\_compare:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, int> myMap1 = {

{1, 10},

{2, 20},

{3, 30}

};

std::unordered\_multimap<int, int> myMap2 = {

{1, 10},

{2, 20},

{4, 40}

};

bool isLess = std::lexicographical\_compare(myMap1.begin(), myMap1.end(), myMap2.begin(), myMap2.end());

std::cout << "Is myMap1 lexicographically less than myMap2? " << std::boolalpha << isLess << std::endl;

return 0;

}

Результат работы программы:
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##### **merge**

Пример использования алгоритма merge:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

#include <iterator>

int main() {

std::unordered\_multimap<int, int> myMap1 = {

{1, 10},

{2, 20},

{3, 30}

};

std::unordered\_multimap<int, int> myMap2 = {

{4, 40},

{5, 50},

{6, 60}

};

std::unordered\_multimap<int, int> mergedMap;

std::merge(myMap1.begin(), myMap1.end(), myMap2.begin(), myMap2.end(), std::inserter(mergedMap, mergedMap.end()));

std::cout << "Merged elements:" << std::endl;

for (const auto& pair : mergedMap) {

std::cout << pair.first << ": " << pair.second << std::endl;

}

return 0;

}
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##### **equal\_range**

Пример использования алгоритма equal\_range:

#include <iostream>

#include <unordered\_map>

#include <algorithm>

int main() {

std::unordered\_multimap<int, int> myMap = {

{5, 50},

{3, 30},

{1, 10},

{4, 40},

{2, 20}

};

int key = 3;

auto range = myMap.equal\_range(key);

std::cout << "Elements with key " << key << ":" << std::endl;

for (auto it = range.first; it != range.second; ++it) {

std::cout << it->first << ": " << it->second << std::endl;

}

return 0;

}

Результат работы программы:
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[<Неупорядоченные ассоциативные контейнеры>](#_Неупорядоченные_ассоциативные_конте)