# UploadBandwidthThrottler工作流程

一、各变量的含义

1、m\_StandardOrder\_list：标准列表，可发送控制包和标准包

2、

二、节流阀工作原理

1、统计一个循环经过的时间timeSinceLastLoop，再统计一个循环发送的字节数bytesToSpend，计算出传输速率datarate=bytesToSpend/timeSinceLastLoop，与允许传输速率比较，快了则休眠一段时间。需要注意的是，设定的速率是以秒为单位的，而循环里的计时则是以毫秒为单位的，字节数也是有以Byte为单位的，有以KB为单位的，需要换算。

假设限速300K/S，则换算成B/ms则为300\*1024/10000=307b/ms。如果前200ms传输了200K，则速率达到了1MB/S，还剩100K还需100ms，休眠时间则为1000-300=700毫秒。当然一个循环需要时间没有这么多，（调试跟踪到底需要多少时间）假设需要20ms，则能发送的字节为6K。如果上一个循环发送了7K字节，则本循环仅需要发送5K，需要时间为5/6\*20=17ms，则本次循环需要休眠的时间为3ms。而如果上一个循环发送了5K字节，则本循环需要发送7K，则本次循环不需要休眠，相反可以提高传输速率到350K/S。

假设限速300K/S，上一个循环到现在经历了20ms，则理论应该发送6K，

2、计时部分

2.1 thisLoopTick 在while()中定义const DWORD thisLoopTick = timeGetTime();代码块常变量，初始化之后没再赋值

2.2 lastLoopTick

2.2.1RunInternal局部变量，初始化DWORD lastLoopTick = timeGetTime();

2.2.2

UINT UploadBandwidthThrottler::RunInternal()

{

DWORD lastLoopTick = timeGetTime();

……

While(doRun)

{

DWORD timeSinceLastLoop = timeGetTime() - lastLoopTick;

……..

const DWORD thisLoopTick = timeGetTime();

if(allowedDataRate != \_UI32\_MAX) //在有速度限制的情况下，

{ …….

else if(\_I64\_MAX/timeSinceLastLoop > allowedDataRate && \_I64\_MAX-allowedDataRate\*timeSinceLastLoop > realBytesToSpend)

{

if(timeSinceLastLoop > sleepTime + 2000) ///snow:超过2秒

{ ……

timeSinceLastLoop = sleepTime + 2000;

lastLoopTick = thisLoopTick - timeSinceLastLoop;

}

…..…

}

………..

}

lastLoopTick = thisLoopTick;

if(bytesToSpend >= 1 || allowedDataRate == 0)

{

发送数据 ，分四批发送，首先发送控制包信息，其次发送m\_StandardOrder\_list中长时间没发送过数据的socket，第三再正常发送m\_StandardOrder\_list中各socket，最后如果带宽没用完，就再次发送m\_StandardOrder\_list中的各socket，尽量用完带宽。如果实在用不完，则允许在下一循环中多发送999字节。

}

….

}

…….

}

2.3 在循环开始之前，记下当前时刻，存入lastLoopTick，作为初始值（其实有必要吗？）；每次循环开始执行，用循环开始时间，减去lastLoopTick，为运行已过时间，存入timeSinceLastLoop。因为第一次循环时，计算timeSinceLastLoop的语句紧挨着lastLoopTick赋值语句，所以timeSinceLastLoop=0。在循环执行中，当准备发送数据 的时候，记下当前时刻，用当前时刻的值去更新lastLoopTick，这样在第二次或以后的循环时，timeSinceLastLoop的值就相当于上次循环时发送数据的时间。当需要限速时(allowedDataRate != \_UI32\_MAX)，计算spentBytes/timeSinceLastLoop就可以获取当前上传速度了。

# UploadSpeedSense

automatically finds the best upload speed for your connection.

The goal is to make eMule work right out of the box, without need for configuration of upload speed. The users should be able to just leave the upload speed limit at default 0 (unlimited) in preferences and relax. If they use other programs that want bandwidth, UploadSpeedSense will automatically lower the upload limit for eMule while the other transfer is going on. When the transfer is done, UploadSpeedSense raises the upload limit back to normal speed. UploadSpeedSense will not work for multihomed hosts.

This version contain only UploadSpeedSense, and no other of the ZZ features. I've created this separate version to make it easier to evaluate this feature and to hopefully get it included in the official version.

UploadSpeedSense is based on the DynUp idea, and in fact uses a few lines of code from DynUp. Thanks!

## How UploadSpeedSense works

* Uses traceroute to find one of your ISP's routers to ping. The tracerouting finds the last common host for 10 randomly chosen ips in your server list and known clients. TTL is increased one step at a time, and each host is pinged until the returned ip differs. This means none of the hosts are actually pinged, only your ISPs infrastructure gets the pings. Last common host is saved, and one ip of the routers one hop furhter than that last common host (this is the ping ip, the ip that pings will be sent to). During this phase the lower right corner of eMule will say "Preparing...". When a good host to ping has been found, the ip of that host is reported in the debug log. There's currently no way to manually set which host should be pinged. This may be changed in a future version.
* UploadSpeedSense now regurarly pings the ping ip, but it sets the TTL one to short, to get the ip from the last common host back. It uses this ping to measure latency for the connection. When the ping gets to high, it lowers the upload limit. When the ping gets low, it raises the upload limit. You can see the current ping in the lower right corner in eMule (statusbar).
* If the responding ip for the set TTL changes (remember, we set TTL one shorter than the number of hops to the ip we ping), then UploadSpeedSense assumes that the topology has changed, and will redo the tracerouting phase to find the new topology. This may happen if the computer has been reconnected to the internet, i.e a modem redial.

Preferences

You might need to experiment with the defaults in the Extended settings page in preferences.

These are the defaults:

Ping Tolerance: 800%  
Up Slowness: 1000  
Down Slowness: 1000  
Max number of pings for average: 1

Higher ping tolerance will make it accept a higher ping before it lowers the speed.

The slowness values controls how fast/slow the speed is changed to match the ping. Higher values makes it change the speed slower. Lower values makes it change the speed faster. The higher values, the smoother graph, and the slower it reacts to ping changes.

"Max number of pings for average" controls how many pings it will average to calculate the ping. Higher value will make it react less, and slower, to ping changes. Too high value here will make the upload graph wave-formed.

## How to tweak

First set the upload limit value to the highest speed you want to allow eMule to upload to. UploadSpeedSense will never raise upload limit to a higher value than this value. If you want UploadSpeedSense to control speed completely, disable upload limit.

**The UploadSpeedSense are available in Preferences->Extended settings.**

**Find best upload limit automatically:** Check this to enable.

**Lowest allowed upload speed:** the lowest speed that UploadSpeedSense is allowed to set.

**Ping tolerance (%)**: This value is only used if "Method for ping tolerance" is set to "Percent (%)". Start at 500% and then try to raise it 100 or lower it 100 and see the difference. The lower this value, the lower upload speed you will get. 100% is the lowest value possible, and will probably make USS lower your upload limit to whatever MIN SPEED is set to.

**Ping tolerance (ms):** If you prefer, you can set the actual ping value you want. This value is only used if "Method for ping tolerance" is set to "Milliseconds (ms)".

**Going up/down slowness:** These values effect how fast the speed is adjusted. You will probably want both of these to both be set to one single value. Start these at 1000. If you get a roller coaster in the upload graph, try to raise them to 2000, then 3000, etc. The HIGHER the value, the SLOWER USS changes the upload limit. Too high value here will more or less prevent USS from changing upload speed at all.

**Number of pings for average:** Should ALWAYS be 1. I've never gotten good results with any other value.

# AICH

本词条缺少**信息栏**，补充相关内容使词条更完整，还能快速升级，赶紧来编辑吧！

AICH损坏的处理，eMule 使用各种的方式来确保文件在网络共享及下载没有错误. 万一错误发生, 称为损坏, eMule 有进阶功能以最小的额外重新下载资料量来修正这个损坏.文件[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC)和 ICH- 智慧型损坏处理。
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## AICHAICH - 进阶智慧型损坏处理

### AICH标准的 ICH

标准的 ICH 是相当有效的，虽然它有它的限制，只在整个 9.28 MB 能被验证，并且没有完美的区块. 假如超过[![http://a.hiphotos.baidu.com/baike/s%3D220/sign=c9835b30dd54564ee165e33b83df9cde/d53f8794a4c27d1e52cc5ce71bd5ad6eddc4382e.jpg](data:image/jpeg;base64,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)](http://baike.baidu.com/pic/AICH/1879485/0/9f1011b38ff310b4d8335a4f?fr=lemma&ct=single)

一个以上的位置是损坏或是恶意客户端一再的散布损坏的资料或甚至是假的，部分[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC), ICH 再也没有能力去处理.

在这里 AICH 将会考虑完全的完整资料用一个最小重新下载量或者由建立非常完美的[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC)来管理.

根[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC), 区块哈希值 & AICH 片段哈希值

这次我们的起点是在一个文件的 9.28 MB 部分. 每个部分是被分割成 180 KB 的区块, 在每个部分将会产生 53 个区块并且每个区块使用 SHA1 切细运算方式计算出[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC). 那些值称为 区块哈希值 并且根据一个低标准的一个完整 AICH 片段哈希值.

在上面的图片是显示一个完整的[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC)树状图如何建立在一个完整 4 部分文件的区块. 每个部分包含 53 个区块产生出 212 个 区块哈希值 其中建立在一个切细树状的第七层直到 根哈希值 到达时. 这整个树状称为 AICH 片段哈希值.

绿色和黄色点显示小型的 区块[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC) 到 根哈希值 之数学相关性. 这个表示假如我们有一个可信任的根哈希值整个树状能被逆向的来验证它.

eMule 能建立包含根[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC)的链接, 例如

ed2k://|file|name|12043984|6744FC42EDA527B27F0B2F2538728B3E| h=A2NWOTYURUU3P3GCUB6KCNW3FTYYELQB|/

其中 h= 是 根哈希值. 由提供一个可信赖的 根哈希值 并发布它应该能有明显的改善文件的损坏抵抗性. 阅读 根哈希值的信任

### AICH从一个损坏还原

无论何时 eMule 在一个部分侦测到一个损坏它需要用一个完整 AICH [哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC)资料从随便一个客户端中取得一个还原[封包](http://baike.baidu.com/item/%E5%B0%81%E5%8C%85). 这个还原封包包含在切细树状整体损坏部分的全部 53 个 区块哈希值 和一个 验证哈希值 的号码. 上面图片显示一个 4 部分文件的一个还原封包. 验证哈希值 的号码是由文件的分割部分数量来决定 (2^x >= '部分数量', 用 x = 验证哈希值号码).

接收还原[封包](http://baike.baidu.com/item/%E5%B0%81%E5%8C%85)之后 eMule 检查 验证[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC) 逆向确认它的根哈希值. 假如它们相符, eMule 从还原封包的 区块哈希值 逆向检查损坏部分的全部 53 个区块. AICH 能还原全部区块用它们的 区块哈希值 逆向相符来让只有损坏的区块重新下载.

在记录中一个成功的还原看起来会像下面列出的:

09.09.2004 02:43:43: 已下载部分 6 损坏了 :( ([file])

09.09.2004 02:43:46: AICH 成功的还原 8.22 于 9.28 从部分 6 于 [file]

### AICH根哈希值的信任

最佳的方式是从有 根哈希值 的链接来下载. 假定这个链接的来源是可信任的根哈希值而一但受信任将会把这个文件的根哈希值储存在[磁盘](http://baike.baidu.com/item/%E7%A3%81%E7%9B%98).

假如不是由链接提供的根[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC)而是由文件的来源送出的 eMule 也会去信任这根哈希值. 它只会在一个 根哈希值 最少 10 个不同的来源送出相同的值和最少全部 92% 的来源同意这个值才会去相信它是真的. 因为这个 根哈希值 不是那么可靠它只有效于目前工作阶段并且不能储存也不能用 根哈希值 建链接.

一旦 eMule 建立整个 AICH 片段哈希值, 例如:文件已经完成, 它将开始传播 根哈希值 给其他的客户端.

## AICH注意事项

· 新释放或罕见的文件将也许没有足够的完整来源来产生一个可信任的 根哈希值. 建议释放文件时包含这个哈希值.

· 在一般情况下假如在那里没有 根[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC) 或甚至是一个伪造的 eMule 将能够成功下载并且完成这个文件. 而 AICH 特性不能使用在这种情况.

· 如同 AICH 片段[哈希值](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E5%80%BC)能非常大他们不储存在内存但存在 known2.met 并且只能做读取需求.

· AICH 将只能在 eMule [客户端](http://baike.baidu.com/item/%E5%AE%A2%E6%88%B7%E7%AB%AF) v.44a 及更新版本有效但保留旧客户端的向下相容性.

# Log日志

一、构成：

class CLogFile

{

bool IsOpen() const;

const CString& GetFilePath() const;

bool SetFilePath(LPCTSTR pszFilePath);

void SetMaxFileSize(UINT uMaxFileSize);

bool SetFileFormat(ELogFileFormat eFileFormat);

bool Create(LPCTSTR pszFilePath, UINT uMaxFileSize = 1024\*1024, ELogFileFormat eFileFormat = Unicode);

bool Open();

bool Close();

bool Log(LPCTSTR pszMsg, int iLen = -1); ///snow:写入日志文件

bool Logf(LPCTSTR pszFmt, ...);

void StartNewLogFile();

}

enum EDebugLogPriority{

DLP\_VERYLOW = 0,

DLP\_LOW,

DLP\_DEFAULT,

DLP\_HIGH,

DLP\_VERYHIGH

};

// Log message type enumeration

#define LOG\_INFO 0

#define LOG\_WARNING 1

#define LOG\_ERROR 2

#define LOG\_SUCCESS 3

#define LOGMSGTYPEMASK 0x03

// Log message targets flags

#define LOG\_DEFAULT 0x00

#define LOG\_DEBUG 0x10

#define LOG\_STATUSBAR 0x20

#define LOG\_DONTNOTIFY 0x40

主要函数：Log.cpp

void AddLogTextV(UINT uFlags, EDebugLogPriority dlpPriority, LPCTSTR pszLine, va\_list argp);

Log、DebugLog系列函数，AddLogTextV()的不同参数调用版本

void Log(LPCTSTR pszLine, ...);

void LogError(LPCTSTR pszLine, ...);

void LogWarning(LPCTSTR pszLine, ...);

void Log(UINT uFlags, LPCTSTR pszLine, ...);

void LogError(UINT uFlags, LPCTSTR pszLine, ...);

void LogWarning(UINT uFlags, LPCTSTR pszLine, ...);

void DebugLog(LPCTSTR pszLine, ...);

void DebugLogError(LPCTSTR pszLine, ...);

void DebugLogWarning(LPCTSTR pszLine, ...);

void DebugLog(UINT uFlags, LPCTSTR pszLine, ...);

void DebugLogError(UINT uFlags, LPCTSTR pszLine, ...);

void DebugLogWarning(UINT uFlags, LPCTSTR pszLine, ...);

void LogV(UINT uFlags, LPCTSTR pszFmt, va\_list argp);

void AddLogLine(bool bAddToStatusBar, LPCTSTR pszLine, ...);

void AddDebugLogLine(bool bAddToStatusBar, LPCTSTR pszLine, ...);

void AddDebugLogLine(EDebugLogPriority Priority, bool bAddToStatusBar, LPCTSTR pszLine, ...);

enum ELogFileFormat

{

Unicode = 0,

Utf8

};

void CemuleDlg::AddLogText(UINT uFlags, LPCTSTR pszText)

在emuleDlg!=NULL时由AddLogTextV()调用，代替AddLogTextV()中的日志处理

// Elandal:ThreadSafeLogging -->

// thread safe log calls

CCriticalSection m\_queueLock; ///snow:线程安全，在更新列表时锁定

CTypedPtrList<CPtrList, SLogItem\*> m\_QueueDebugLog;

CTypedPtrList<CPtrList, SLogItem\*> m\_QueueLog;

// Elandal:ThreadSafeLogging <--

// Elandal:ThreadSafeLogging -->

// thread safe log calls

void QueueDebugLogLine(bool bAddToStatusBar, LPCTSTR line,...);

void QueueDebugLogLineEx(UINT uFlags, LPCTSTR line,...);

void HandleDebugLogQueue();

void ClearDebugLogQueue(bool bDebugPendingMsgs = false);

void QueueLogLine(bool bAddToStatusBar, LPCTSTR line,...);

void QueueLogLineEx(UINT uFlags, LPCTSTR line,...);

void HandleLogQueue();

void ClearLogQueue(bool bDebugPendingMsgs = false);

// Elandal:ThreadSafeLogging <--

二、流程

（一）、直接写入日志文件：

调用Log、DebugLog系列函数，比如：

AddDebugLogLine(DLP\_LOW, false, \_T("CEncryptedStreamSocket: Server %s preffered unsupported encryption method (%i)"), DbgGetIPString(), m\_dbgbyEncryptionRequested);

通过调用AddLogTextV或CEmuleDlg::AddLogText()生成日志记录，并根据选项设置决定是否写入日志文件

void AddLogTextV(UINT uFlags, EDebugLogPriority dlpPriority, LPCTSTR pszLine, va\_list argptr)

{

ASSERT(pszLine != NULL);

if ((uFlags & LOG\_DEBUG) && !(thePrefs.GetVerbose() && dlpPriority >= thePrefs.GetVerboseLogPriority()))

return;

TCHAR szLogLine[1000];

\_vsntprintf(szLogLine, \_countof(szLogLine), pszLine, argptr);

szLogLine[\_countof(szLogLine) - 1] = \_T('\0');

if (theApp.emuledlg)

theApp.emuledlg->AddLogText(uFlags, szLogLine);

else

{

TRACE(\_T("App Log: %s\n"), szLogLine);

TCHAR szFullLogLine[1060];

int iLen = \_sntprintf(szFullLogLine, \_countof(szFullLogLine), \_T("%s: %s\r\n"), CTime::GetCurrentTime().Format(thePrefs.GetDateTimeFormat4Log()), szLogLine);

if (iLen > 0)

{

if (!(uFlags & LOG\_DEBUG))

{

if (thePrefs.GetLog2Disk())

theLog.Log(szFullLogLine, iLen);

}

if (thePrefs.GetVerbose() && ((uFlags & LOG\_DEBUG) || thePrefs.GetFullVerbose()))

{

if (thePrefs.GetDebug2Disk())

theVerboseLog.Log(szFullLogLine, iLen);

}

}

}

}

CEmuleDlg::AddLogText()只是增加了窗口更新部分，主体部分是一致的。

（二）、先将日志记录存入队列，再将队列中的记录写入日志文件

1、调用CemuleApp::QueueLogLine系列函数将日志记录存入队列

void CemuleApp::QueueDebugLogLine(bool bAddToStatusbar, LPCTSTR line, ...)

{

if (!thePrefs.GetVerbose())

return;

m\_queueLock.Lock();

TCHAR bufferline[1000];

va\_list argptr;

va\_start(argptr, line);

int iLen = \_vsntprintf(bufferline, \_countof(bufferline), line, argptr);

va\_end(argptr);

if (iLen > 0)

{

SLogItem\* newItem = new SLogItem;

newItem->uFlags = LOG\_DEBUG | (bAddToStatusbar ? LOG\_STATUSBAR : 0);

newItem->line.SetString(bufferline, iLen);

m\_QueueDebugLog.AddTail(newItem);

}

m\_queueLock.Unlock();

}

将日志记录写入m\_QueueDebugLog或m\_QueueLog

2、然后调用HandleDebugLogQueue()系列函数将记录写入日志文件

(1)、在CemuleApp::InitInstance()中初始化了CUploadQueue对象

uploadqueue = new CUploadQueue();

并设定日志文件名

VERIFY( theLog.SetFilePath(thePrefs.GetMuleDirectory(EMULE\_LOGDIR, thePrefs.GetLog2Disk()) + \_T("eMule.log")) ); ///snow:日志文件名

VERIFY( theVerboseLog.SetFilePath(thePrefs.GetMuleDirectory(EMULE\_LOGDIR, false) + \_T("eMule\_Verbose.log")) );

(2)、在CUploadQueue构造函数中设定了定时器

VERIFY( (h\_timer = SetTimer(0,0,100,UploadTimer)) != NULL );

(3)、在定时器CUploadQueue::UploadTimer()中调用了HandleDebugLogQueue()函数，对日志队列进行处理。

theApp.HandleDebugLogQueue();

theApp.HandleLogQueue();

void CemuleApp::HandleDebugLogQueue()

{

m\_queueLock.Lock();

while (!m\_QueueDebugLog.IsEmpty())

{

const SLogItem\* newItem = m\_QueueDebugLog.RemoveHead();

if (thePrefs.GetVerbose())

Log(newItem->uFlags, \_T("%s"), newItem->line);

delete newItem;

}

m\_queueLock.Unlock();

}