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Exercise 1

# a

#Define variables   
g = 0.5  
f = 0.3  
K=100  
t=50  
  
#Create vectors to store population size and yield  
pop = rep(0, t)  
yield = rep(0, t)  
  
#Set initial population size  
pop[1] = 50  
yield[1]=50\*f  
  
#Run the loop  
for(n in 2:t){  
 pop[n] = pop[n-1] + pop[n-1]\*g\*(1-pop[n-1]/K) - pop[n-1]\*f   
 yield[n] = pop[n]\*f  
 }

## Plots

plot(pop, type="l", ylab="Population", xlab="Years")
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plot(yield, type="l", ylab="Yield", xlab="Years")
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## Questions

sum(yield)

## [1] 613.2043

#613.2043

pop[50]

## [1] 40.00013

yield[50]

## [1] 12.00004

#Population size in year 50 is 40, and yield in year 50 is 12

# b

#Define variables   
g = 0.5  
f = seq(0, 1, by=0.1)  
K=100  
t=50  
  
#Create matrices to store population size and yield  
pop = matrix(0, t, length(f))  
yield = matrix(0, t, length(f))  
  
#Set initial population size and yield  
pop[1,] = 50  
yield[1,] = 50\*f  
  
#Run the loop  
for(i in 1:ncol(pop)){  
 for(n in 2:t){  
 pop[n, i] = pop[n-1, i] + pop[n-1, i]\*g\*(1-pop[n-1,i]/K) - pop[n-1, i]\*f[i]   
 yield[n, i] = pop[n, i]\*f[i]  
 }  
}

## Plots

matplot(pop, type="l", ylab="Population", xlab="Years")

![](data:image/png;base64,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)

matplot(yield, type="l", ylab="Population", xlab="Years")
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plot(yield[50,]~f, ylim=c(0, 20), xlim=c(0, 1), ylab="Yield", xlab="Fishing mortality")
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#Create a vector to store the sum of yields for all fishing mortalities  
sum.yield = rep(0, ncol(yield))  
  
#Run a loop to calculate the yield sum for all values of f   
for(n in 1:length(sum.yield)){  
 sum.yield[n] = sum(yield[,n])  
}  
#Plot  
plot(sum.yield~f, ylab="Total Yield", xlab="Fishing mortality")

![](data:image/png;base64,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)

## Questions

x = cbind(sum.yield, f)  
#You can either look at the matrix to figure out the highest f, or you can use this function called "match" to find the f that gives you the highest total yield. This function tells you the row in which the highest yield is located and you can use that to find the f you are looking for. This can be useful when you have a large dataset and can't just look for the highest value. For this function you need to first put the value (or values) you are looking for, then the data to be matched against. For example:  
h=match(max(sum.yield), x)  
x[h,"f"]

## f   
## 0.3

#f=0.3 gives you the highest total yield

#Run the model again for t=3  
  
#Define variables   
g = 0.5  
f = seq(0, 1, by=0.1)  
K=100  
t=3  
  
#Create matrices to store population size and yield  
pop = matrix(0, t, length(f))  
yield = matrix(0, t, length(f))  
  
#Set initial population size  
pop[1,] = 50  
yield[1,] = 50\*f  
  
#Run the loop  
for(i in 1:ncol(pop)){  
 for(n in 2:t){  
 pop[n, i] = pop[n-1, i] + pop[n-1, i]\*g\*(1-pop[n-1,i]/K) - pop[n-1, i]\*f[i]   
 yield[n, i] = pop[n, i]\*f[i]  
 }  
}  
  
#Create a vector to store the sum of yields for all fishing mortalities  
sum.yield = rep(0, ncol(yield))  
  
#Run a loop to calculate the yield sum for all values of f   
for(n in 1:length(sum.yield)){  
 sum.yield[n] = sum(yield[,n])  
}  
#Form a matrix with the sum of yields and f  
x = cbind(sum.yield, f)  
#match the maximum value  
h=match(max(sum.yield), x)  
x[h,"f"]

## f   
## 0.9

#Now f=0.9 gives you the highest yield

#Run the model again for t=50  
  
#Define variables   
g = 0.5  
f = seq(0, 1, by=0.1)  
K=100  
t=50  
  
#Create matrices to store population size and yield  
pop = matrix(0, t, length(f))  
yield = matrix(0, t, length(f))  
  
#Set initial population size  
pop[1,] = 50  
yield[1,] = 50\*f  
  
#Run the loop  
for(i in 1:ncol(pop)){  
 for(n in 2:t){  
 pop[n, i] = pop[n-1, i] + pop[n-1, i]\*g\*(1-pop[n-1,i]/K) - pop[n-1, i]\*f[i]   
 yield[n, i] = pop[n, i]\*f[i]  
 }  
}  
  
#Form a matrix with the yield[50,] and f  
x = cbind(yield[t,], f)  
  
#match the maximum value  
h=match(max(x[,1]), x)  
x[h,"f"]

## f   
## 0.3

##f=0.3 gives you the highest equilibrium yield

#Run the model again for g=0.2  
  
#Define variables   
g = 0.2  
f = seq(0, 1, by=0.1)  
K=100  
t=50  
  
#Create matrices to store population size and yield  
pop = matrix(0, t, length(f))  
yield = matrix(0, t, length(f))  
  
#Set initial population size  
pop[1,] = 50  
yield[1,] = 50\*f  
  
#Run the loop  
for(i in 1:ncol(pop)){  
 for(n in 2:t){  
 pop[n, i] = pop[n-1, i] + pop[n-1, i]\*g\*(1-pop[n-1,i]/K) - pop[n-1, i]\*f[i]   
 yield[n, i] = pop[n, i]\*f[i]  
 }  
}  
  
#Form a matrix with the yield[50,] and f  
x = cbind(yield[t,], f)  
  
#match the maximum value  
h=match(max(x[,1]), x)  
x[h,"f"]

## f   
## 0.1

#Now f=0.1 gives you the highest equilibrium yield