Sorting Algorithms

[**Learn more about Sorting in DSA Self Paced Course**](https://practice.geeksforgeeks.org/courses/dsa-self-paced?utm_source=geeksforgeeks&utm_medium=articles+sorting_lp+header_link_click&utm_campaign=dsa+course+tracker)

[**Practice Problems on Sorting**](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Sorting&sortBy=submissions&utm_source=geeksforgeeks&utm_medium=articles+sorting_lp+header_link_click&utm_campaign=practice+tracker)

[**Recent articles on Sorting Algorithms**](https://www.geeksforgeeks.org/category/dsa/algorithm/sorting/)

**What is Sorting?**

*A Sorting Algorithm is used to rearrange a given array or list of elements according to a comparison operator on the elements. The comparison operator is used to decide the new order of elements in the respective data structure.*

**For Example:** The below list of characters is sorted in increasing order of their ASCII values. That is, the character with a lesser ASCII value will be placed first than the character with a higher ASCII value.
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*Example of Sorting*

**Sorting Algorithms:**

* [Selection Sort](https://www.geeksforgeeks.org/selection-sort/)
* [Bubble Sort](https://www.geeksforgeeks.org/bubble-sort/)
* [Insertion Sort](https://www.geeksforgeeks.org/insertion-sort/)
* [Merge Sort](https://www.geeksforgeeks.org/merge-sort/)
* [Quick Sort](https://www.geeksforgeeks.org/quick-sort/)
* [Heap Sort](https://www.geeksforgeeks.org/heap-sort/)
* [Counting Sort](https://www.geeksforgeeks.org/counting-sort/)
* [Radix Sort](https://www.geeksforgeeks.org/radix-sort/)
* [Bucket Sort](https://www.geeksforgeeks.org/bucket-sort-2/)
* [Bingo Sort Algorithm](https://www.geeksforgeeks.org/bingo-sort-algorithm/)
* [ShellSort](https://www.geeksforgeeks.org/shellsort/)
* [TimSort](https://www.geeksforgeeks.org/timsort/)
* [Comb Sort](https://www.geeksforgeeks.org/comb-sort/)
* [Pigeonhole Sort](https://www.geeksforgeeks.org/pigeonhole-sort/)
* [Cycle Sort](https://www.geeksforgeeks.org/cycle-sort/)
* [Cocktail Sort](https://www.geeksforgeeks.org/cocktail-sort/)
* [Strand Sort](https://www.geeksforgeeks.org/strand-sort/)
* [Bitonic Sort](https://www.geeksforgeeks.org/bitonic-sort/)
* [Pancake sorting](https://www.geeksforgeeks.org/pancake-sorting/)
* [BogoSort or Permutation Sort](https://www.geeksforgeeks.org/bogosort-permutation-sort/)
* [Gnome Sort](https://www.geeksforgeeks.org/gnome-sort-a-stupid-one/)
* [Sleep Sort – The King of Laziness](https://www.geeksforgeeks.org/sleep-sort-king-laziness-sorting-sleeping/)
* [Structure Sorting in C++](https://www.geeksforgeeks.org/structure-sorting-in-c/)
* [Stooge Sort](https://www.geeksforgeeks.org/stooge-sort/)
* [Tag Sort (To get both sorted and original)](https://www.geeksforgeeks.org/tag-sort/)
* [Tree Sort](https://www.geeksforgeeks.org/tree-sort/)
* [Odd-Even Sort / Brick Sort](https://www.geeksforgeeks.org/odd-even-sort-brick-sort/)
* [3-way Merge Sort](https://www.geeksforgeeks.org/3-way-merge-sort/)

**Table of Complexity Comparison:**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Name | Best Case | Average Case | Worst Case | Memory | Stable | Method Used |
| [Quick Sort](http://www.geeksforgeeks.org/quick-sort/) |  |  |  |  | No | Partitioning |
| [Merge Sort](http://www.geeksforgeeks.org/merge-sort/) |  |  |  | n | Yes | Merging |
| [Heap Sort](https://www.geeksforgeeks.org/heap-sort/) |  |  |  | 1 | No | Selection |
| [Insertion Sort](http://www.geeksforgeeks.org/insertion-sort/) | n |  |  | 1 | Yes | Insertion |
| [Tim Sort](https://www.geeksforgeeks.org/timsort/) | n |  |  | n | Yes | Insertion & Merging |
| [Selection Sort](http://www.geeksforgeeks.org/selection-sort/) |  |  |  | 1 | No | Selection |
| [Shell Sort](https://www.geeksforgeeks.org/shellsort/) |  |  |  | 1 | No | Insertion |
| [Bubble Sort](http://www.geeksforgeeks.org/bubble-sort/) | n |  |  | 1 | Yes | Exchanging |
| [Tree Sort](https://www.geeksforgeeks.org/tree-sort/) |  |  |  | n | Yes | Insertion |
| [Cycle Sort](https://www.geeksforgeeks.org/cycle-sort/) |  |  |  | 1 | No | Selection |
| [Strand Sort](https://www.geeksforgeeks.org/strand-sort/) | n |  |  | n | Yes | Selection |
| [Cocktail Shaker Sort](https://www.geeksforgeeks.org/cocktail-sort/) | n |  |  | 1 | Yes | Exchanging |
| [Comb Sort](https://www.geeksforgeeks.org/comb-sort/) |  |  |  | 1 | No | Exchanging |
| [Gnome Sort](https://www.geeksforgeeks.org/gnome-sort-a-stupid-one/) | n |  |  | 1 | Yes | Exchanging |
| [Odd–even Sort](https://www.geeksforgeeks.org/odd-even-sort-brick-sort/) | n |  |  | 1 | Yes | Exchanging |

**Library Implementations:**

1. [Introsort – C++’s Sorting Weapon](https://www.geeksforgeeks.org/introsort-cs-sorting-weapon/)
2. [Comparator function of qsort() in C](https://www.geeksforgeeks.org/comparator-function-of-qsort-in-c/)
3. [sort() in C++ STL](https://www.geeksforgeeks.org/sort-c-stl/)
4. [C qsort() vs C++ sort()](https://www.geeksforgeeks.org/c-qsort-vs-c-sort/)
5. [Arrays.sort() in with examples](https://www.geeksforgeeks.org/arrays-sort-in-java-with-examples/)
6. [Collections.sort() in with Examples](https://www.geeksforgeeks.org/collections-sort-java-examples/)

**Some standard problems on Sorting:**

* **Easy:**
  1. [Sort elements by frequency](https://www.geeksforgeeks.org/sort-elements-by-frequency/)
  2. [Sort an array of 0s, 1s and 2s](https://www.geeksforgeeks.org/sort-an-array-of-0s-1s-and-2s/)
  3. [Sort numbers stored on different machines](https://www.geeksforgeeks.org/sort-numbers-stored-on-different-machines/)
  4. [Sort an array in wave form](https://www.geeksforgeeks.org/sort-array-wave-form-2/)
  5. [Check if any two intervals overlap among a given set of intervals](https://www.geeksforgeeks.org/check-if-any-two-intervals-overlap-among-a-given-set-of-intervals/)
  6. [How to sort an array of dates in C/C++?](https://www.geeksforgeeks.org/how-to-sort-an-array-of-dates-in-cc/)
  7. [Sorting Strings using Bubble Sort](https://www.geeksforgeeks.org/sorting-strings-using-bubble-sort-2/)
  8. [Find missing elements of a range](https://www.geeksforgeeks.org/find-missing-elements-of-a-range/)
  9. [Sort an array according to count of set bits](https://www.geeksforgeeks.org/sort-array-according-count-set-bits/)
  10. [Sort even-placed elements in increasing and odd-placed in decreasing order](https://www.geeksforgeeks.org/sort-even-placed-elements-increasing-odd-placed-decreasing-order/)
  11. [Sort an array when two halves are sorted](https://www.geeksforgeeks.org/sort-array-two-halves-sorted/)
  12. [Sorting Big Integers](https://www.geeksforgeeks.org/sorting-big-integers/)
  13. [Sort a linked list of 0s, 1s and 2s](https://www.geeksforgeeks.org/sort-a-linked-list-of-0s-1s-or-2s/)
* **Medium:**
  1. [Inversion count in Array using Merge Sort](https://www.geeksforgeeks.org/inversion-count-in-array-using-merge-sort/https:/www.geeksforgeeks.org/inversion-count-in-array-using-merge-sort/)
  2. [Find the Minimum length Unsorted Subarray, sorting which makes the complete array sorted](https://www.geeksforgeeks.org/minimum-length-unsorted-subarray-sorting-which-makes-the-complete-array-sorted/)
  3. [Sort a nearly sorted (or K sorted) array](https://www.geeksforgeeks.org/nearly-sorted-algorithm/)
  4. [Sort n numbers in range from 0 to n^2 – 1 in linear time](https://www.geeksforgeeks.org/sort-n-numbers-range-0-n2-1-linear-time/)
  5. [Sort an array according to the order defined by another array](https://www.geeksforgeeks.org/sort-array-according-order-defined-another-array/)
  6. [Find the point where maximum intervals overlap](https://www.geeksforgeeks.org/find-the-point-where-maximum-intervals-overlap/)
  7. [Find a permutation that causes worst case of Merge Sort](https://www.geeksforgeeks.org/find-a-permutation-that-causes-worst-case-of-merge-sort/)
  8. [Sort Vector of Pairs in ascending order in C++](https://www.geeksforgeeks.org/sort-vector-of-pairs-in-ascending-order-in-c/)
  9. [Minimum swaps to make two arrays identical](https://www.geeksforgeeks.org/minimum-swaps-to-make-two-array-identical/)
  10. [Chocolate Distribution Problem](https://www.geeksforgeeks.org/chocolate-distribution-problem/)
  11. [Permute two arrays such that sum of every pair is greater or equal to K](https://www.geeksforgeeks.org/permute-two-arrays-sum-every-pair-greater-equal-k/)
  12. [Bucket Sort To Sort an Array with Negative Numbers](https://www.geeksforgeeks.org/bucket-sort-to-sort-an-array-with-negative-numbers/)
  13. [Sort a Matrix in all way increasing order](https://www.geeksforgeeks.org/sort-matrix-way-increasing-order/)
  14. [Convert an Array to reduced form using Vector of pairs](https://www.geeksforgeeks.org/convert-an-array-to-reduced-form-using-vector-of-pairs/)
  15. [Smallest Difference Triplet from Three arrays](https://www.geeksforgeeks.org/smallest-difference-triplet-from-three-arrays/)
  16. [Check if it is possible to sort an array with conditional swapping of adjacent allowed](https://www.geeksforgeeks.org/check-possible-sort-array-conditional-swapping-adjacent-allowed/)
* **Hard:**
  1. [Find Surpasser Count of each element in array](https://www.geeksforgeeks.org/find-surpasser-count-of-each-element-in-array/)
  2. [Count distinct occurrences as a subsequence](https://www.geeksforgeeks.org/count-distinct-occurrences-as-a-subsequence/)
  3. [Count minimum number of subsets (or subsequences) with consecutive numbers](https://www.geeksforgeeks.org/count-minimum-number-subsets-subsequences-consecutive-numbers/)
  4. [Chose k array elements such that difference of maximum and minimum is minimized](https://www.geeksforgeeks.org/k-numbers-difference-maximum-minimum-k-number-minimized/)
  5. [Minimum swap required to convert binary tree to binary search tree](https://www.geeksforgeeks.org/minimum-swap-required-convert-binary-tree-binary-search-tree/)
  6. [K-th smallest element after removing some integers from natural numbers](https://www.geeksforgeeks.org/k-th-smallest-element-removing-integers-natural-numbers/)
  7. [Maximum difference between frequency of two elements such that element having greater frequency is also greater](https://www.geeksforgeeks.org/maximum-difference-between-frequency-of-two-elements-such-that-element-having-greater-frequency-is-also-greater/)
  8. [Minimum swaps to reach permuted array with at most 2 positions left swaps allowed](https://www.geeksforgeeks.org/minimum-swaps-reach-permuted-array-2-positions-left-swaps-allowed/)
  9. [Find whether it is possible to make array elements same using one external number](https://www.geeksforgeeks.org/find-whether-possible-make-array-elements-using-one-external-number/)
  10. [Sort an array after applying the given equation](https://www.geeksforgeeks.org/sort-array-applying-given-equation/)
  11. [Print array of strings in sorted order without copying one string into another](https://www.geeksforgeeks.org/print-array-strings-sorted-order-without-copying-one-string-another/)

**Quick Links :**

1. [‘Practice Problems’ on Sorting](https://practice.geeksforgeeks.org/topics/Sorting/)
2. [‘Quizzes’ on Sorting](https://www.geeksforgeeks.org/algorithms-gq/searching-and-sorting-gq/)

**Recomended:**

* [**Learn Data Structure and Algorithms | DSA Tutorial**](https://www.geeksforgeeks.org/learn-data-structures-and-algorithms-dsa-tutorial?utm_source=Website&utm_medium=Landing+Page+Click&utm_campaign=DSA+Page+Tracker&utm_id=DSA-Page-Tracker&utm_term=DSA+Page+Promo&utm_content=Course+Page)

----------------------------------------------------------------------------------------------------------------------------------------------

**Easy Questions:**

**1.Sort elements by frequency**

Print the elements of an array in the decreasing frequency if 2 numbers have the same frequency then print the one which came first

**Examples:**

***Input:****arr[] = {2, 5, 2, 8, 5, 6, 8, 8}*

***Output:****arr[] = {8, 8, 8, 2, 2, 5, 5, 6}*

***Input:****arr[] = {2, 5, 2, 6, -1, 9999999, 5, 8, 8, 8}*

***Output:****arr[] = {8, 8, 8, 2, 2, 5, 5, 6, -1, 9999999}*

[Recommended: Please solve it on “***PRACTICE*** ” first, before moving on to the solution.](https://practice.geeksforgeeks.org/problems/sorting-elements-of-an-array-by-frequency/0)

**2.Sort elements by frequency using**[sorting](https://www.geeksforgeeks.org/sorting-algorithms/)**:**

Follow the given steps to solve the problem:

* Use a sorting algorithm to sort the elements
* Iterate the sorted array and construct a 2D array of elements and count
* Sort the 2D array according to the count

Below is the illustration of the above approach:

***Input:****arr[] = {2 5 2 8 5 6 8 8}*

***Step1:****Sort the array,*

*After sorting we get: 2 2 5 5 6 8 8 8*

***Step 2:****Now construct the 2D array to maintain the count of every element as*

*{{2, 2}, {5, 2}, { 6, 1}, {8, 3}}*

***Step 3:****Sort the array by count*

*{{8, 3}, {2, 2}, {5, 2}, {6, 1}}*

**3.How to maintain the order of elements if the frequency is the same?**

The above approach doesn’t make sure the order of elements remains the same if the frequency is the same. To handle this, we should use indexes in step 3, if two counts are the same then we should first process(or print) the element with a lower index. In step 1, we should store the indexes instead of elements.

***Input:****arr[] = {2 5 2 8 5 6 8 8}*

***Step1:****Sort the array,*

*After sorting we get: 2 2 5 5 6 8 8 8*

*indexes:                    0 2 1 4 5 3 6 7*

***Step 2:****Now construct the 2D array to maintain the count of every element as*

*Index, Count*

*0,      2*

*1,      2*

*5,      1*

*3,      3*

***Step 3:****Sort the array by count (consider indexes in case of tie)*

*{{3, 3}, {0, 2}, {1, 2}, {5, 1}}*

*Print the elements using indexes in the above 2D array*

Below is the implementation of the above approach:

# Python3 program that performs the following

# operations: Sort elements by frequency. If two elements

# have same count, then put the elements that appears first

# Used for sorting

**class** ele:

**def** \_\_init\_\_(self):

        self.count **=** 0

        self.index **=** 0

        self.val **=** 0

**def** mycomp(a):

**return** a.val

# Used for sorting by frequency. And if frequency is same,

# then by appearance

**def** mycomp2(a):

    # using negative value for a.index

    # since the sorting should be in

    # descending order

**return** (a.count, **-**a.index)

**def** sortByFrequency(arr, n):

    element **=** [None **for** \_ **in** range(n)]

**for** i **in** range(n):

        element[i] **=** ele()

        # Fill Indexes

        element[i].index **=** i

        # Initialize counts as 0

        element[i].count **=** 0

        # Fill values in structure

        # elements

        element[i].val **=** arr[i]

    # Sort the structure elements according to value,

    # we used stable sort so relative order is maintained.

    #

    element.sort(key**=**mycomp)

    # initialize count of first element as 1

    element[0].count **=** 1

    # Count occurrences of remaining elements

**for** i **in** range(1, n):

**if** (element[i].val **==** element[i **-** 1].val):

            element[i].count **+=** element[i **-** 1].count **+** 1

            # Set count of previous element as -1, we are

            #  doing this because we'll again sort on the

            #  basis of counts (if counts are equal than on

            # the basis of index)\*/

            element[i **-** 1].count **= -**1

            # Retain the first index (Remember first index

            #  is always present in the first duplicate we

            #  used stable sort. \*/

            element[i].index **=** element[i **-** 1].index

        # Else If previous element is not equal to current

        #  so set the count to 1

**else**:

            element[i].count **=** 1

    # Now we have counts and first index for each element

    # so now sort on the basis of count and in case of tie

    # use index to sort.\*/

    element.sort(key**=**mycomp2)

    index **=** 0

**for** i **in** range(n **-** 1, **-**1, **-**1):

**if** (element[i].count !**= -**1):

**for** j **in** range(element[i].count):

                arr[index] **=** element[i].val

                index **+=** 1

# Driver code

arr **=** [2, 5, 2, 6, **-**1, 9999999, 5, 8, 8, 8]

n **=** len(arr)

# Function call

sortByFrequency(arr, n)

**print**(**\***arr)

# This code is contributed by phasing17

**Output**

8 8 8 2 2 5 5 6 -1 9999999

**Time Complexity:**O(N log N), where the N is the size of the array

**Auxiliary Space:**O(N)

**4.Sort elements by frequency using**[hashing](https://www.geeksforgeeks.org/hashing-set-1-introduction/)**and sorting:**

To solve the problem follow the below idea:

*Using a hashing mechanism, we can store the elements (also the first index) and their counts in a hash. Finally, sort the hash elements according to their counts*

Below is the implementation of the above approach:

# Python3 program for above approach

**from** collections **import** defaultdict

# Sort by Frequency

**def** sortByFreq(arr, n):

    # arr -> Array to be sorted

    # n   -> Length of Array

    # d is a hashmap(referred as dictionary in python)

    d **=** defaultdict(**lambda**: 0)

**for** i **in** range(n):

        d[arr[i]] **+=** 1

    # Sorting the array 'arr' where key

    # is the function based on which

    # the array is sorted

    # While sorting we want to give

    # first priority to Frequency

    # Then to value of item

    arr.sort(key**=lambda** x: (**-**d[x], x), reverse **=** True)

    #require Updation:- reverse = True, to sort an array in descending order (Jayesh Verma)

**return** (arr)

# Driver code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    arr **=** [2, 5, 2, 6, **-**1, 9999999, 5, 8, 8, 8]

    n **=** len(arr)

    # Function call

    solution **=** sortByFreq(arr, n)

    print(**\***solution)

**Output**

8 8 8 2 2 5 5 6 -1 9999999

**Time Complexity:**O(N log N), where the N is the size of the array

**Auxiliary Space:**O(N)

**Note:**This can also be solved by Using two maps, one for array element as an index and after this second map whose keys are frequency and value are array elements.

**5.Sort elements by frequency using**[BST](https://www.geeksforgeeks.org/binary-search-tree-data-structure/)**:**

Follow the given steps to solve the problem:

* Insert elements in BST one by one and if an element is already present then increment the count of the node. The node of the Binary Search Tree (used in this approach) will be as follows.

**struct** tree {

**int** element;

**int** first\_index /\*To handle ties in counts\*/

**int** count;

} BST;

* Store the first indexes and corresponding counts of BST in a 2D array.
* Sort the 2D array according to counts (and use indexes in case of a tie).

Implementation of the this approach: [Set 2](https://www.geeksforgeeks.org/sort-elements-by-frequency-set-2/)

**Time Complexity:** O(N log N) if a [Self Balancing Binary Search Tree](http://en.wikipedia.org/wiki/Self-balancing_binary_search_tree) is used.

**Auxiliary Space:**O(N)

**6.Sort elements by frequency using**[Heap](https://www.geeksforgeeks.org/heap-data-structure/)**:**

Follow the given steps to solve the problem:

* Take the arr and use unordered\_map to have VALUE : FREQUENCY Table
* Then make a HEAP such that high frequency remains at TOP and when frequency is same, just keep in ascending order (Smaller at TOP)
* Then After full insertion into Heap
* Pop one by one and copy it into the Array

Below is the implementation of the above approach:

**from** collections **import** defaultdict

**from** queue **import** PriorityQueue

**class** Compare:

**def** \_\_init\_\_(self, freq, val):

        self.freq **=** freq

        self.val **=** val

**def** \_\_lt\_\_(self, other):

**if** self.freq **==** other.freq:

**return** self.val < other.val

**return** self.freq > other.freq

**def** solve(arr):

    n **=** len(arr)

    mpp **=** defaultdict(int)

**for** a **in** arr:

        mpp[a] **+=** 1

    max\_heap **=** PriorityQueue()

**for** key, value **in** mpp.items():

        max\_heap.put(Compare(value, key))

    i **=** 0

**while not** max\_heap.empty():

        item **=** max\_heap.get()

        freq **=** item.freq

        val **=** item.val

**for** \_ **in** range(freq):

            arr[i] **=** val

            i **+=** 1

**return** arr

vec **=** [2, 5, 2, 8, 5, 6, 8, 8]

print(solve(vec))

**Output**

8 8 8 2 2 5 5 6

**Time Complexity:**O(d \* log(d))(Dominating factor O(n + 2 \* d \* log (d))). O(n) (unordered map insertion- as 1 insertion takes O(1)) + O(d\*log(d)) (Heap insertion – as one insertion is log N complexity) + O(d\*log(d)) (Heap Deletion – as one pop takes Log N complexity)

Here d = No. of Distinct Elements, n = Total no. of elements (size of input array). (Always d<=n  depends on the array)

**Auxiliary Space:**O(d),As heap and map is used

**7.Sort an array of 0s, 1s and 2s | Dutch National Flag problem**

Given an array **A[]** consisting of only **0s**, **1s,** and **2s**. The task is to write a function that sorts the given array. The functions should put all 0s first, then all 1s and all 2s in last.

This problem is also the same as the famous **“Dutch National Flag problem”**. The problem was proposed by Edsger Dijkstra. The problem is as follows:

*Given N balls of colour red, white or blue arranged in a line in random order. You have to arrange all the balls such that the balls with the same colours are adjacent with the order of the balls, with the order of the colours being red, white and blue (i.e., all red coloured balls come first then the white coloured balls and then the blue coloured balls).*

**Examples:**

***Input****: {0, 1, 2, 0, 1, 2}*

***Output****: {0, 0, 1, 1, 2, 2}*

***Input****: {0, 1, 1, 0, 1, 2, 1, 2, 0, 0, 0, 1}*

***Output****: {0, 0, 0, 0, 0, 1, 1, 1, 1, 1, 2, 2}*

Recommended Problem

Sort an array of 0s, 1s and 2s

[Solve Problem](https://practice.geeksforgeeks.org/problems/sort-an-array-of-0s-1s-and-2s4231/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

**8.Sort an array of 0s, 1s, and 2s using the Pointer Approach:**

This approach is based on the following idea:

* *The problem is similar to*[*“Segregate 0s and 1s in an array”*](https://www.geeksforgeeks.org/segregate-0s-and-1s-in-an-array-by-traversing-array-once/)*.*
* *The problem was posed with three colors, here `0′, `1′ and `2′. The array is divided into four sections:*
* *arr[1] to arr[low – 1]*
* *arr[low] to arr[mid – 1]*
* *arr[mid] to arr[high – 1]*
* *arr[high] to arr[n]*
* *If the ith element is 0 then swap the element to the low range.*
* *Similarly, if the element is 1 then keep it as it is.*
* *If the element is 2 then swap it with an element in high range.*

**Illustration:**

***arr[] = {0, 1, 2, 0, 1, 2}***

***lo****= 0,****mid****= 0,****hi****= 5*
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***Step – 1:****arr[mid] == 0*

* *swap(arr[lo], arr[mid])*
* *lo = lo + 1 = 1*
* *mid = mid + 1 = 1*
* *arr[] = {0, 1, 2, 0, 1, 2}*
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***Step – 2:****arr[mid] == 1*

* *mid = mid + 1 = 2*
* *arr[] = {0, 1, 2, 0, 1, 2}*
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***Step – 3:****arr[mid] == 2*

* *swap(arr[mid], arr[hi])*
* *hi = hi – 1 = 4*
* *arr[] = {0, 1, 2, 0, 1, 2}*
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***Step – 4:****arr[mid] == 2*

* *swap(arr[mid], arr[hi])*
* *hi = hi – 1 = 3*
* *arr[] = {0, 1, 1, 0, 2, 2}*
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***Step – 5:****arr[mid] == 1*

* *mid = mid + 1 = 3*
* *arr[] = {0, 1, 1, 0, 2, 2}*
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***Step – 6:****arr[mid] == 0*

* *swap(arr[lo], arr[mid])*
* *lo = lo + 1 = 2*
* *mid = mid + 1 = 4*
* *arr[] = {0, 0, 1, 1, 2, 2}*
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*Hence,****arr[] = {0, 0, 1, 1, 2, 2}***

Follow the steps below to solve the given problem:

* Keep three indices low = 1, mid = 1, and high = N and there are four ranges, 1 to low (the range containing 0), low to mid (the range containing 1), mid to high (the range containing unknown elements) and high to N (the range containing 2).
* Traverse the array from start to end and mid is less than high. (Loop counter is i)
* If the element is 0 then swap the element with the element at index low and update low = low + 1 and mid = mid + 1
* If the element is 1 then update mid = mid + 1
* If the element is 2 then swap the element with the element at index high and update high = high – 1 and update i = i – 1. As the swapped element is not processed
* Print the array.

# Python program to sort an array with

# 0, 1 and 2 in a single pass

# Function to sort array

**def** sort012(a, arr\_size):

    lo **=** 0

    hi **=** arr\_size **-** 1

    mid **=** 0

    # Iterate till all the elements

    # are sorted

**while** mid <**=** hi:

        # If the element is 0

**if** a[mid] **==** 0:

            a[lo], a[mid] **=** a[mid], a[lo]

            lo **=** lo **+** 1

            mid **=** mid **+** 1

        # If the element is 1

**elif** a[mid] **==** 1:

            mid **=** mid **+** 1

        # If the element is 2

**else**:

            a[mid], a[hi] **=** a[hi], a[mid]

            hi **=** hi **-** 1

**return** a

# Function to print array

**def** printArray(a):

**for** k **in** a:

        print(k, end**=**' ')

# Driver Program

arr **=** [0, 1, 1, 0, 1, 2, 1, 2, 0, 0, 0, 1]

arr\_size **=** len(arr)

arr **=** sort012(arr, arr\_size)

printArray(arr)

# Contributed by Harshit Agrawal

**Output**

0 0 0 0 0 1 1 1 1 1 2 2

**Time Complexity:** O(n), Only one traversal of the array is needed.

**Space Complexity:** O(1), No extra space is required.

**9.Sort an array of 0s, 1s, and 2s using Counting Approach:**

This approach is based on the following idea:

*Count the number of 0s, 1s, and 2s in the given array. Then store all the 0s at the beginning followed by all the 1s and then all the 2s.*

**Illustration:**

***arr[] = {0, 1, 2, 0, 1, 2}***

*cnt0 = 0, cnt1 = 0, cnt2 = 0*

*At i = 0: arr[0] == 0*

* *cnt0 = cnt0 + 1 = 1*

*At i = 1: arr[1] == 1*

* *cnt1 = cnt1 + 1 = 1*

*At i = 2: arr[2] == 2*

* *cnt2 = cnt2 + 1 = 1*

*At i = 3: arr[3] == 0*

* *cnt0 = cnt0 + 1 = 2*

*At i = 4: arr[4] == 1*

* *cnt1 = cnt1 + 1 = 2*

*At i = 5: arr[5] == 2*

* *cnt2 = cnt2 + 1 = 2*

*Replace****cnt0****number of elements with****0****in****arr***

* ***arr[] = {0, 0, 2, 0, 1, 2}***

*Replace****cnt1****number of elements with****1****in****arr***

* ***arr[] = {0, 0, 1, 1, 1, 2}***

*Replace****cnt2****number of elements with****2****in****arr***

* ***arr[] = {0, 0, 1, 1, 2, 2}***

*Hence, arr[] =****{0, 0, 1, 1, 2, 2}***

Follow the steps below to solve the given problem:

* Keep three counters c0 to count 0s, c1 to count 1s, and c2 to count 2s
* Traverse through the array and increase the count of c0 if the element is 0, increase the count of c1 if the element is 1 and increase the count of c2 if the element is 2
* Now again traverse the array and replace the first c0 elements with 0, the next c1 elements with 1, and the next c2 elements with 2.

Below is the implementation of the above idea :

# Python implementation of the approach

# Utility function to print contents of an array

**def** printArr(arr, n):

**for** i **in** range(n):

        print(arr[i], end**=**" ")

# Function to sort the array of 0s, 1s and 2s

**def** sortArr(arr, n):

    cnt0 **=** 0

    cnt1 **=** 0

    cnt2 **=** 0

    # Count the number of 0s, 1s and 2s in the array

**for** i **in** range(n):

**if** arr[i] **==** 0:

            cnt0 **+=** 1

**elif** arr[i] **==** 1:

            cnt1 **+=** 1

**elif** arr[i] **==** 2:

            cnt2 **+=** 1

    # Update the array

    i **=** 0

    # Store all the 0s in the beginning

**while** (cnt0 > 0):

        arr[i] **=** 0

        i **+=** 1

        cnt0 **-=** 1

    # Then all the 1s

**while** (cnt1 > 0):

        arr[i] **=** 1

        i **+=** 1

        cnt1 **-=** 1

    # Finally all the 2s

**while** (cnt2 > 0):

        arr[i] **=** 2

        i **+=** 1

        cnt2 **-=** 1

    # Print the sorted array

    printArr(arr, n)

# Driver code

arr **=** [0, 1, 1, 0, 1, 2, 1, 2, 0, 0, 0, 1]

n **=** len(arr)

sortArr(arr, n)

# This code is contributed by shubhamsingh10

**Output**

0 0 0 0 0 1 1 1 1 1 2 2

**Time Complexity:** O(n), Only nonnested traversals of the array are needed.

**Space Complexity:** O(1)

**10.Sort numbers stored on different machines**

Given N machines. Each machine contains some numbers in sorted form. But the amount of numbers, each machine has is not fixed. Output the numbers from all the machine in sorted non-decreasing form.

**Example:**

Machine M1 contains 3 numbers: {30, 40, 50}  
Machine M2 contains 2 numbers: {35, 45}   
Machine M3 contains 5 numbers: {10, 60, 70, 80, 100}

Output: {10, 30, 35, 40, 45, 50, 60, 70, 80, 100}

Representation of stream of numbers on each machine is considered as a linked list. A Min Heap can be used to print all numbers in sorted order. Following is the detailed process

1. Store the head pointers of the linked lists in a minHeap of size N where N is a number of machines.
2. Extract the minimum item from the minHeap. Update the minHeap by replacing the head of the minHeap with the next number from the linked list or by replacing the head of the minHeap with the last number in the minHeap followed by decreasing the size of heap by 1.
3. Repeat the above step 2 until heap is not empty. Below is C++ implementation of the above approach.

**Implementation:**

# A program to take numbers from different machines and print them in sorted order

# A Linked List node

**class** ListNode:

**def** \_\_init\_\_(self, val**=**0, next**=**None):

        self.val **=** val

        self.next **=** next

# A Min Heao (Collection of Min Heap nodes)

**class** MinHeap:

**def** \_\_init\_\_(self, capacity):

        self.count **=** 0

        self.capacity **=** capacity

        self.array **=** []

# A utility function to insert a new node at the beginning of linked list

**def** push(head\_ref, new\_data):

    new\_node **=** ListNode(new\_data)

    new\_node.next **=** head\_ref

    head\_ref **=** new\_node

**return** head\_ref

# A utility function to swap two min heap nodes. This function

# is needed in minHeapify

**def** swap(a, b):

    temp **=** a

    a **=** b

    b **=** temp

**return** a, b

# The standard minHeapify function.

**def** min\_heapify(min\_heap, idx):

    left **=** 2 **\*** idx **+** 1

    right **=** 2 **\*** idx **+** 2

    smallest **=** idx

**if** (left < min\_heap.count **and**

            min\_heap.array[left][0].val < min\_heap.array[smallest][0].val):

        smallest **=** left

**if** (right < min\_heap.count **and**

            min\_heap.array[right][0].val < min\_heap.array[smallest][0].val):

        smallest **=** right

**if** smallest !**=** idx:

        min\_heap.array[smallest], min\_heap.array[idx] **=** swap(

            min\_heap.array[smallest], min\_heap.array[idx])

        min\_heapify(min\_heap, smallest)

# A utility function to check whether a Min Heap is empty or not

**def** is\_empty(min\_heap):

**return** min\_heap.count **==** 0

# A standard function to build a heap

**def** build\_min\_heap(min\_heap):

    n **=** min\_heap.count **-** 1

**for** i **in** range((n **-** 1) **//** 2, **-**1, **-**1):

        min\_heapify(min\_heap, i)

# This function inserts array elements to heap and then calls

# buildHeap for heap property among nodes

**def** populate\_min\_heap(min\_heap, array, n):

**for** i **in** range(n):

        min\_heap.array.append((array[i], i))

        min\_heap.count **+=** 1

    build\_min\_heap(min\_heap)

# Return minimum element from all linked lists

**def** extract\_min(min\_heap):

**if** is\_empty(min\_heap):

**return** None

    temp **=** min\_heap.array[0][0]

**if** temp.next **is not** None:

        min\_heap.array[0] **=** (temp.next, min\_heap.array[0][1])

**else**:

        min\_heap.array[0] **=** min\_heap.array[min\_heap.count **-** 1]

        min\_heap.count **-=** 1

    min\_heapify(min\_heap, 0)

**return** temp

# The main function that takes an array of lists from N machines

# and generates the sorted output

**def** external\_sort(array, n):

     # Create a min heap of size equal to number of machines

    min\_heap **=** MinHeap(n)

    populate\_min\_heap(min\_heap, array, n)

**while not** is\_empty(min\_heap):

        temp **=** extract\_min(min\_heap)

        print(temp.val, end**=**" ")

# Driver program to test above functions

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    N **=** 3  # Number of machines

    array **=** [None] **\*** N

    # an array of pointers storing the head nodes of the linked lists

    array[0] **=** None

    array[0] **=** push(array[0], 50)

    array[0] **=** push(array[0], 40)

    array[0] **=** push(array[0], 30)

    # Create a Linked List 35->45 for second machine

    array[1] **=** None

    array[1] **=** push(array[1], 45)

    array[1] **=** push(array[1], 35)

    # Create Linked List 10->60->70->80 for third machine

    array[2] **=** None

    array[2] **=** push(array[2], 100)

    array[2] **=** push(array[2], 80)

    array[2] **=** push(array[2], 70)

    array[2] **=** push(array[2], 60)

    array[2] **=** push(array[2], 10)

    external\_sort(array, N)

**Output**

10 30 35 40 45 50 60 70 80 100

**Time complexity**: O(N) for min heap

**Auxiliary Space:**O(N)

**11.Sort an array in wave form**

Given an unsorted array of integers, sort the array into a wave array. An array **arr[0..n-1]** is sorted in wave form if:

**arr[0] >= arr[1] <= arr[2] >= arr[3] <= arr[4] >= …..**

**Examples:**

***Input:****arr[] = {10, 5, 6, 3, 2, 20, 100, 80}*

***Output:****arr[] = {10, 5, 6, 2, 20, 3, 100, 80}*

***Explanation:***

*here you can see {10, 5, 6, 2, 20, 3, 100, 80} first element is larger than the second and the same thing is repeated again and again. large element – small element-large element -small element and so on .it can be small element-larger element – small element-large element -small element too. all you need to maintain is the up-down fashion which represents a wave. there can be multiple answers.*

***Input:****arr[] = {20, 10, 8, 6, 4, 2}*

***Output:****arr[] = {20, 8, 10, 4, 6, 2}*

[Wave Array](https://practice.geeksforgeeks.org/problems/wave-array-1587115621/1/)

[Try It!](https://practice.geeksforgeeks.org/problems/wave-array-1587115621/1/)

**What is a wave array?**

well, you have seen waves right? how do they look? if you will form a graph of them it would be some in some up-down fashion. that is what you have to do here, you are supposed to arrange numbers in such a way that if we will form a graph it will be in an up-down fashion rather than a straight line.

**Wave Array using sorting**

*A idea is to use sorting. First sort the input array, then swap all adjacent elements.*

Follow the steps mentioned below to implement the idea:

* Sort the array.
* Traverse the array from index**0** to **N-1,** and increase the value of the index by **2**.
* While traversing the array swap **arr[i]** with **arr[i+1].**
* Print the final array.

Below is the implementation of the above approach:

# Python function to sort the array arr[0..n-1] in wave form,

# i.e., arr[0] >= arr[1] <= arr[2] >= arr[3] <= arr[4] >= arr[5]

**def** sortInWave(arr, n):

    #sort the array

    arr.sort()

    # Swap adjacent elements

**for** i **in** range(0,n**-**1,2):

        arr[i], arr[i**+**1] **=** arr[i**+**1], arr[i]

# Driver program

arr **=** [10, 90, 49, 2, 1, 5, 23]

sortInWave(arr, len(arr))

**for** i **in** range(0,len(arr)):

    print (arr[i],end**=**" ")

# This code is contributed by \_\_Devesh Agrawal\_\_

**Output**

2 1 10 5 49 23 90

**Time Complexity:**O(N\*log(N))

**Auxiliary Space:**O(1)

**Wave Array Optimized Approach**

*The idea is based on the fact that if we make sure that all even positioned (at index 0, 2, 4, ..) elements are greater than their adjacent odd elements, we don’t need to worry about oddly positioned elements.*

Follow the steps mentioned below to implement the idea:

* Traverse all even positioned elements of the input array, and do the following.
* If the current element is smaller than the previous odd element, swap the previous and current.
* If the current element is smaller than the next odd element, swap next and current.

Below is the implementation of the above approach:

# Python function to sort the array arr[0..n-1] in wave form,

# i.e., arr[0] >= arr[1] <= arr[2] >= arr[3] <= arr[4] >= arr[5]

**def** sortInWave(arr, n):

    # Traverse all even elements

**for** i **in** range(0, n **-** 1, 2):

        # If current even element is smaller than previous

**if** (i > 0 **and** arr[i] < arr[i**-**1]):

            arr[i], arr[i**-**1] **=** arr[i**-**1], arr[i]

        # If current even element is smaller than next

**if** (i < n**-**1 **and** arr[i] < arr[i**+**1]):

            arr[i], arr[i**+**1] **=** arr[i**+**1], arr[i]

# Driver program

arr **=** [10, 90, 49, 2, 1, 5, 23]

sortInWave(arr, len(arr))

**for** i **in** range(0, len(arr)):

**print**(arr[i], end**=**" ")

# This code is contributed by \_\_Devesh Agrawal\_\_

**Output**

90 10 49 1 5 2 23

**Time Complexity:**O(N)

**Auxiliary Space:**O(1)

**12.Check if any two intervals intersects among a given set of intervals**

An interval is represented as a combination of start time and end time. Given a set of intervals, check if any two intervals intersect.

**Examples:**

**Input:** arr[] = {{1, 3}, {5, 7}, {2, 4}, {6, 8}}  
**Output:** true  
The intervals {1, 3} and {2, 4} overlap

**Input:** arr[] = {{1, 3}, {7, 9}, {4, 6}, {10, 13}}  
**Output:** false  
No pair of intervals overlap.

Expected time complexity is O(nLogn) where n is number of intervals.

**We strongly recommend to minimize your browser and try this yourself first.**

A **Simple Solution** is to consider every pair of intervals and check if the pair intersects or not. The time complexity of this solution is O(n2)

**Method 1**

A better solution is to **Use Sorting**. Following is complete algorithm.

1) Sort all intervals in increasing order of start time. This step takes O(nLogn) time.

2) In the sorted array, if start time of an interval is less than end of previous interval, then there is an overlap. This step takes O(n) time.

So overall time complexity of the algorithm is O(nLogn) + O(n) which is O(nLogn).

Below is the implementation of above idea.

# A Python program to check if any two intervals overlap

# An interval has start time and end time

**class** Interval:

**def** \_\_init\_\_(self, start, end):

        self.start **=** start

        self.end **=** end

# Function to check if any two intervals overlap

**def** isIntersect(arr, n):

    # Sort intervals in increasing order of start time

    arr.sort(key**=lambda** x: x.start)

    # In the sorted array, if start time of an interval

    # is less than end of previous interval, then there

    # is an overlap

**for** i **in** range(1, n):

**if** (arr[i **-** 1].end > arr[i].start):

**return** True

    # If we reach here, then no overlap

**return** False

# Driver code

arr1 **=** [Interval(1, 3), Interval(7, 9), Interval(4, 6), Interval(10, 13)]

n1 **=** len(arr1)

**if** (isIntersect(arr1, n1)):

    print("Yes")

**else**:

    print("No")

arr2 **=** [Interval(6, 8), Interval(1, 3), Interval(2, 4), Interval(4, 7)]

n2 **=** len(arr2)

**if** (isIntersect(arr2, n2)):

    print("Yes")

**else**:

**print**("No")

# This code is contributed by Saurabh Jaiswal

**Output:**

No  
Yes

**Time Complexity:** O(nlogn)

**Auxiliary Space**: O(1)

**Method 2**: This approach is suggested by **Anjali Agarwal**. Following are the steps:

*1. Find the overall maximum element. Let it be****max\_ele***

*2. Initialize an array of size max\_ele with 0.*

*3. For every interval [start, end], increment the value at index start, i.e. arr[start]++ and decrement the value at index (end + 1), i.e. arr[end + 1]- -.*

*4. Compute the prefix sum of this array (arr[]).*

*5. Every index, i of this prefix sum array will tell how many times i has occurred in all the intervals taken together. If this value is greater than 1, then it occurs in 2 or more intervals.*

*6. So, simply initialize the result variable as false and while traversing the prefix sum array, change the result variable to true whenever the value at that index is greater than 1.*

Below is the implementation of this (Method 2) approach.

# A Python program to check if any two intervals overlap

# An interval has start time and end time

**class** Interval:

**def** \_\_init\_\_(self, start, end):

        self.start **=** start

        self.end **=** end

# Function to check if any two intervals overlap

**def** is\_intersect(arr, n):

    max\_ele **=** 0

    # Find the overall maximum element

**for** i **in** range(n):

**if** max\_ele < arr[i].end:

            max\_ele **=** arr[i].end

    # Initialize an array of size max\_ele

    aux **=** [0] **\*** (max\_ele **+** 1)

**for** i **in** range(max\_ele **+** 1):

        aux[i] **=** 0

**for** i **in** range(n):

        # starting point of the interval

        x **=** arr[i].start

        # end point of the interval

        y **=** arr[i].end

        aux[x] **+=** 1

        aux[y] **-=** 1

**for** i **in** range(1, max\_ele **+** 1):

        # Calculating the prefix Sum

        aux[i] **+=** aux[i **-** 1]

        # Overlap

**if** aux[i] > 1:

**return** True

    # If we reach here, then no Overlap

**return** False

# Driver program

arr1 **=** [Interval(1, 3), Interval(7, 9), Interval(4, 6), Interval(10, 13)]

n1 **=** len(arr1)

**if** is\_intersect(arr1, n1):

**print**("Yes")

**else**:

    print("No")

arr2 **=** [Interval(6, 8), Interval(1, 3), Interval(2, 4), Interval(4, 7)]

n2 **=** len(arr2)

**if** is\_intersect(arr2, n2):

**print**("Yes")

**else**:

**print**("No")

# this code is contributed by phasing17

**Output:**

No  
Yes

**Time Complexity :** O(max\_ele + n)

**Auxiliary Space**: O(max\_ele)

**Note:** This method is more efficient than Method 1 if there are more number of intervals and at the same time maximum value among all intervals should be low, since time complexity is directly proportional to O(max\_ele).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

**13.Sorting Strings using Bubble Sort**

Given an array of strings arr[]. Sort given strings using Bubble Sort and display the sorted array.

In [Bubble Sort](https://www.geeksforgeeks.org/bubble-sort/), the two successive strings arr[i] and arr[i+1] are exchanged whenever arr[i]> arr[i+1]. The larger values sink to the bottom and hence called sinking sort. At the end of each pass, smaller values gradually “bubble” their way upward to the top and hence called bubble sort.

 After all the passes, we get all the strings in sorted order. The complexity of the above algorithm will be O(N2).

Let us look at the code snippet

# Python Implementation

**def** compare(a, b):

**return** ((a < b) **-** (a > b))

**def** sort\_string(arr, n):

    temp **=** ""

    # Sort string using the bubble sort

**for** i **in** range(n**-**1):

**for** j **in** range(i**+**1, n):

**if** compare(arr[j], arr[i]) > 0:

                temp **=** arr[j]

                arr[j] **=** arr[i]

                arr[i] **=** temp

**print**("String in sorted order are: ")

**for** i **in** range(n):

        print(f'Strings {i + 1} is {arr[i]}')

# Driver code

arr **=** ["GeeksforGeeks", "Quiz", "Practice", "Gblogs", "Coding"]

n **=** len(arr)

sort\_string(arr, n)

# This code is contributed by Prince Kumar

**Output**

Strings in sorted order are :   
 String 1 is Coding  
 String 2 is Gblogs  
 String 3 is GeeksforGeeks  
 String 4 is Practice  
 String 5 is Quiz

**14.Find missing elements of a range**

Given an array, arr[0..n-1] of distinct elements and a range [low, high], find all numbers that are in a range, but not the array. The missing elements should be printed in sorted order.

**Examples:**

**Input:** arr[] = {10, 12, 11, 15},   
 low = 10, high = 15  
**Output:** 13, 14

**Input:** arr[] = {1, 14, 11, 51, 15},   
 low = 50, high = 55  
**Output:** 50, 52, 53, 54 55

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

There can be two approaches to solve the problem.

**Use Sorting:** Sort the array, then do a binary search for ‘low’. Once the location of low is found, start traversing the array from that location and keep printing all missing numbers.

**Implementation:**

# Python library for binary search

**from** bisect **import** bisect\_left

# A sorting based C++ program to find missing

# elements from an array

# Print all elements of range [low, high] that

# are not present in arr[0..n-1]

**def** printMissing(arr, n, low, high):

    # Sort the array

    arr.sort()

    # Do binary search for 'low' in sorted

    # array and find index of first element

    # which either equal to or greater than

    # low.

    ptr **=** bisect\_left(arr, low)

    index **=** ptr

    # Start from the found index and linearly

    # search every range element x after this

    # index in arr[]

    i **=** index

    x **=** low

**while** (i < n **and** x <**=** high):

    # If x doesn't match with current element

    # print it

**if**(arr[i] !**=** x):

            print(x, end **=**" ")

    # If x matches, move to next element in arr[]

**else**:

            i **=** i **+** 1

    # Move to next element in range [low, high]

        x **=** x **+** 1

    # Print range elements that are greater than the

    # last element of sorted array.

**while** (x <**=** high):

**print**(x, end **=**" ")

        x **=** x **+** 1

# Driver code

arr **=** [1, 3, 5, 4]

n **=** len(arr)

low **=** 1

high **=** 10

printMissing(arr, n, low, high);

# This code is contributed by YatinGupta

**Output**

2 6 7 8 9 10

***Time Complexity:*** O(n log n + k) where k is the number of missing elements

***Auxiliary Space:***O(n) or O(1) depending on the type of the array.

**Using Arrays:** Create a boolean array, where each index will represent whether the (i+low)th element is present in the array or not. Mark all those elements which are in the given range and are present in the array. Once all array items present in the given range have been marked true in the array, we traverse through the Boolean array and print all elements whose value is false.

**Implementation:**

# An array-based Python3 program to

# find missing elements from an array

# Print all elements of range

# [low, high] that are not

# present in arr[0..n-1]

**def** printMissing(arr, n, low, high):

    # Create boolean list of size

    # high-low+1, each index i

    # representing whether (i+low)th

    # element found or not.

    points\_of\_range **=** [False] **\*** (high**-**low**+**1)

**for** i **in** range(n) :

        # if ith element of arr is in range

        # low to high then mark corresponding

        # index as true in array

**if** ( low <**=** arr[i] **and** arr[i] <**=** high ) :

            points\_of\_range[arr[i]**-**low] **=** True

    # Traverse through the range

    # and print all elements  whose value

    # is false

**for** x **in** range(high**-**low**+**1) :

**if** (points\_of\_range[x]**==**False) :

            print(low**+**x, end **=** " ")

# Driver Code

arr **=** [1, 3, 5, 4]

n **=** len(arr)

low, high **=** 1, 10

printMissing(arr, n, low, high)

# This code is contributed

# by Shubh Bansal

**Output**

2 6 7 8 9 10

***Time Complexity:* O(n + (high-low+1))**

***Auxiliary Space:*O(n)**

**Use Hashing:** Create a hash table and insert all array items into the hash table. Once all items are in hash table, traverse through the range and print all missing elements.

# A hashing based Python3 program to

# find missing elements from an array

# Print all elements of range

# [low, high] that are not

# present in arr[0..n-1]

**def** printMissing(arr, n, low, high):

    # Insert all elements of

    # arr[] in set

    s **=** set(arr)

    # Traverse through the range

    # and print all missing elements

**for** x **in** range(low, high **+** 1):

**if** x **not in** s:

            print(x, end **=** ' ')

# Driver Code

arr **=** [1, 3, 5, 4]

n **=** len(arr)

low, high **=** 1, 10

printMissing(arr, n, low, high)

# This code is contributed

# by SamyuktaSHegde

**Output**

2 6 7 8 9 10

***me Complexity:*O(n + (high-low+1))**

***Auxiliary Space:* O(n)**

**Which approach is better?**

The time complexity of the first approach is O(nLogn + k) where k is the number of missing elements (Note that k may be more than n Log n if the array is small and the range is big)

The time complexity of the second and third solutions is O(n + (high-low+1)).

If the given array has almost all elements of the range, i.e., n is close to the value of (high-low+1), then the second and third approaches are definitely better as there is no Log n factor. But if n is much smaller than the range, then the first approach is better as it doesn’t require extra space for hashing. We can also modify the first approach to print adjacent missing elements as range to save time. For example, if 50, 51, 52, 53, 54, 59 are missing, we can print them as 50-54, 59 in the first method. And if printing this way is allowed, the first approach takes only O(n Log n) time. Out of the Second and Third Solutions, the second solution is better because the worst-case time complexity of the second solution is better than the third.

**15.Sort an array according to count of set bits**

Given an array of positive integers, sort the array in decreasing order of count of set bits in binary representations of array elements. For integers having the same number of set bits in their binary representation, sort according to their position in the original array i.e., a stable sort. For example, if the input array is {3, 5}, then the output array should also be {3, 5}. Note that both 3 and 5 have the same number set bits.

**Examples:**

**Input:** arr[] = {5, 2, 3, 9, 4, 6, 7, 15, 32};  
**Output:** 15 7 5 3 9 6 2 4 32  
**Explanation:**  
The integers in their binary representation are:  
 15 -1111  
 7 -0111  
 5 -0101  
 3 -0011  
 9 -1001  
 6 -0110  
 2 -0010  
 4- -0100  
 32 -10000  
hence the non-increasing sorted order is:  
{15}, {7}, {5, 3, 9, 6}, {2, 4, 32}

**Input:** arr[] = {1, 2, 3, 4, 5, 6};  
**Output:** 3 5 6 1 2 4  
**Explanation:**  
 3 - 0011  
 5 - 0101  
 6 - 0110  
 1 - 0001  
 2 - 0010  
 4 - 0100  
hence the non-increasing sorted order is  
{3, 5, 6}, {1, 2, 4}

**Method 1: Simple**

1. Create an auxiliary array and store the set-bit counts of all integers in the aux array
2. Simultaneously sort both arrays according to the non-increasing order of auxiliary array. (Note that we need to use a stable sort algorithm)

**Before sort:**  
int arr[] = {1, 2, 3, 4, 5, 6};  
int aux[] = {1, 1, 2, 1, 2, 2}  
**After sort:**  
arr = {3, 5, 6, 1, 2, 4}  
aux = {2, 2, 2, 1, 1, 1}

**Implementation:**

# Python 3 program to implement simple approach to sort

# an array according to count of set bits.

# a utility function that returns total set bits

# count in an integer

**def** countBits(a):

    count **=** 0

**while** (a):

**if** (a & 1):

            count**+=** 1

        a **=** a>>1

**return** count

# Function to simultaneously sort both arrays

# using insertion sort

# ( <https://www.geeksforgeeks.org/insertion-sort/> )

**def** insertionSort(arr,aux, n):

**for** i **in** range(1,n,1):

        # use 2 keys because we need to sort both

        # arrays simultaneously

        key1 **=** aux[i]

        key2 **=** arr[i]

        j **=** i**-**1

        # Move elements of arr[0..i-1] and aux[0..i-1],

        #  such that elements of aux[0..i-1] are

        # greater than key1, to one position ahead

        #  of their current position \*/

**while** (j >**=** 0 **and** aux[j] < key1):

            aux[j**+**1] **=** aux[j]

            arr[j**+**1] **=** arr[j]

            j **=** j**-**1

        aux[j**+**1] **=** key1

        arr[j**+**1] **=** key2

# Function to sort according to bit count using

# an auxiliary array

**def** sortBySetBitCount(arr, n):

    # Create an array and store count of

    # set bits in it.

    aux **=** [0 **for** i **in** range(n)]

**for** i **in** range(0,n,1):

        aux[i] **=** countBits(arr[i])

    # Sort arr[] according to values in aux[]

    insertionSort(arr, aux, n)

# Utility function to print an array

**def** printArr(arr, n):

**for** i **in** range(0,n,1):

**print**(arr[i],end **=** " ")

# Driver Code

**if** \_\_name\_\_ **==**'\_\_main\_\_':

    arr **=** [1, 2, 3, 4, 5, 6]

    n **=** len(arr)

    sortBySetBitCount(arr, n)

    printArr(arr, n)

# This code is contributed by

# Surendra\_Gangwar

**Output**

3 5 6 1 2 4

**Auxiliary Space: O(n)**

**Time complexity: O(n2)**

**Note:** Time complexity can be improved to O(nLogn) by using a stable O(nlogn) sorting algorithm.

**Method 2: Using**[**std::sort()**](https://www.geeksforgeeks.org/sort-c-stl/)

Using custom comparator of std::sort to sort the array according to set-bit count

# Using custom comparator lambda function

arr **=** [1, 2, 3, 4, 5, 6]

# form a tuple with val, index

n **=** len(arr)

arr **=** [(arr[i], i) **for** i **in** range(n)]

**def** countSetBits(val):

    cnt **=** 0

**while** val:

        cnt **+=** val **%** 2

        val **=** val**//**2

**return** cnt

# first criteria to sort is number of set bits,

# then the index

sorted\_arr **=** sorted(arr, key**=lambda** val: (

    countSetBits(val[0]), n**-**val[1]), reverse**=**True)

sorted\_arr **=** [val[0] **for** val **in** sorted\_arr]

print(sorted\_arr)

**Output**

3 5 6 1 2 4

**Auxiliary Space: O(1)**

**Time complexity: O(n log n)**

**Method 3:**[**Counting Sort**](https://www.geeksforgeeks.org/counting-sort/)**based**

This problem can be solved in O(n) time. The idea is similar to counting sort.

**Note:** There can be a minimum 1 set-bit and only a maximum of 31set-bits in an integer.

**Steps (assuming that an integer takes 32 bits):**

1. Create a vector “count” of size 32. Each cell of count i.e., count[i] is another vector that stores all the elements whose set-bit-count is i
2. Traverse the array and do the following for each element:
3. Count the number set-bits of this element. Let it be ‘setbitcount’
4. count[setbitcount].push\_back(element)
5. Traverse ‘count’ in reverse fashion(as we need to sort in non-increasing order) and modify the array.

![Capture](data:image/png;base64,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)

# Python3 program to sort an array according to

# count of set bits using std::sort()

# a utility function that returns total set bits

# count in an integer

**def** countBits(a):

    count **=** 0

**while** (a):

**if** (a & 1 ):

            count **+=** 1

        a **=** a>>1

**return** count

# Function to sort according to bit count

# This function assumes that there are 32

# bits in an integer.

**def** sortBySetBitCount(arr,n):

    count **=** [[] **for** i **in** range(32)]

    setbitcount **=** 0

**for** i **in** range(n):

        setbitcount **=** countBits(arr[i])

        count[setbitcount].append(arr[i])

    j **=** 0 # Used as an index in final sorted array

    # Traverse through all bit counts (Note that we

    # sort array in decreasing order)

**for** i **in** range(31, **-**1, **-**1):

        v1 **=** count[i]

**for** i **in** range(len(v1)):

            arr[j] **=** v1[i]

            j **+=** 1

# Utility function to print an array

**def** printArr(arr, n):

**print**(**\***arr)

# Driver Code

arr **=** [1, 2, 3, 4, 5, 6]

n **=** len(arr)

sortBySetBitCount(arr, n)

printArr(arr, n)

# This code is contributed by mohit kumar 29

**Output**

3 5 6 1 2 4

**Time complexity:** O(n)

**Auxiliary Space:** O(n)

**Method 4: Using MultiMap**

**Steps:**

* Create a MultiMap whose key values will be the negative of the number of set-bits of the element.
* Traverse the array and do following for each element:
* Count the number set-bits of this element. Let it be ‘setBitCount’
* count.insert({(-1) \* setBitCount, element})
* Traverse ‘count’ and print the second elements.

Below is the implementation of the above approach:

# Python3 program to implement

# simple approach to sort

# an array according to

# count of set bits.

# Function to count setbits

**def** setBitCount(num):

    count **=** 0

**while** (num):

**if** (num & 1):

            count **+=** 1

        num **=** num >> 1

**return** count

# Function to sort By SetBitCount

**def** sortBySetBitCount(arr, n):

    count **=** []

    # Iterate over all values and

    # insert into multimap

**for** i **in** range(n):

        count.append([(**-**1) **\***

        setBitCount(arr[i]), arr[i]])

    count.sort(key **= lambda** x:x[0])

**for** i **in** range(len(count)):

        print(count[i][1], end **=** " ")

# Driver Code

arr **=** [ 1, 2, 3, 4, 5, 6 ]

n **=** len(arr)

sortBySetBitCount(arr, n)

# This code is contributed by rag2127

**Output**

3 5 6 1 2 4

**Time complexity: O(n log n)**

**Auxiliary Space: O(n)**

**16.Sort even-placed elements in increasing and odd-placed in decreasing order**

We are given an array of n distinct numbers. The task is to sort all even-placed numbers in increasing and odd-placed numbers in decreasing order. The modified array should contain all sorted even-placed numbers followed by reverse sorted odd-placed numbers.

Note that the first element is considered as even placed because of its index 0.

**Examples:**

**Input:** arr[] = {0, 1, 2, 3, 4, 5, 6, 7}  
**Output:** arr[] = {0, 2, 4, 6, 7, 5, 3, 1}  
Even-place elements : 0, 2, 4, 6  
Odd-place elements : 1, 3, 5, 7  
Even-place elements in increasing order :   
0, 2, 4, 6  
Odd-Place elements in decreasing order :   
7, 5, 3, 1

**Input:** arr[] = {3, 1, 2, 4, 5, 9, 13, 14, 12}  
**Output:** {2, 3, 5, 12, 13, 14, 9, 4, 1}  
Even-place elements : 3, 2, 5, 13, 12  
Odd-place elements : 1, 4, 9, 14  
Even-place elements in increasing order :   
2, 3, 5, 12, 13  
Odd-Place elements in decreasing order :   
14, 9, 4, 1

Recommended Problem

Bitonic Generator Sort

The idea is simple. We create two auxiliary arrays evenArr[] and oddArr[] respectively. We traverse input array and put all even-placed elements in evenArr[] and odd placed elements in oddArr[]. Then we sort evenArr[] in ascending and oddArr[] in descending order. Finally, copy evenArr[] and oddArr[] to get the required result.

**Implementation:**

# Python3 program to separately sort

# even-placed and odd placed numbers

# and place them together in sorted array.

**def** bitonicGenerator(arr, n):

    # create evenArr[] and oddArr[]

    evenArr **=** []

    oddArr **=** []

    # Put elements in oddArr[] and evenArr[]

    # as per their position

**for** i **in** range(n):

**if** ((i **%** 2) **==** 0):

            evenArr.append(arr[i])

**else**:

            oddArr.append(arr[i])

    # sort evenArr[] in ascending order

    # sort oddArr[] in descending order

    evenArr **=** sorted(evenArr)

    oddArr **=** sorted(oddArr)

    oddArr **=** oddArr[::**-**1]

    i **=** 0

**for** j **in** range(len(evenArr)):

        arr[i] **=** evenArr[j]

        i **+=** 1

**for** j **in** range(len(oddArr)):

        arr[i] **=** oddArr[j]

        i **+=** 1

# Driver Code

arr **=** [1, 5, 8, 9, 6, 7, 3, 4, 2, 0]

n **=** len(arr)

bitonicGenerator(arr, n)

**for** i **in** arr:

**print**(i, end **=** " ")

# This code is contributed by Mohit Kumar

**Output**

1 2 3 6 8 9 7 5 4 0

**Time Complexity:** O(n Log n)

**Auxiliary Space:**O(n)

The above problem can also be solved without the use of Auxiliary space. The idea is to swap the first half odd index positions with the second half even index positions and then sort the first half array in increasing order and the second half array in decreasing order. Thanks to **SWARUPANANDA DHUA** for suggesting this.

**Implementation:**

# Python3 Program to sort even-placed elements in increasing and

# odd-placed in decreasing order with constant space complexity

**def** bitonicGenerator(arr, n):

    # first odd index

    i **=** 1

    # last index

    j **=** n **-** 1

    # if last index is odd

**if** (j **%** 2 !**=** 0):

        # decrement j to even index

        j **=** j **-** 1

    # swapping till half of array

**while** (i < j) :

        arr[j], arr[i] **=** arr[i], arr[j]

        i **=** i **+** 2

        j **=** j **-** 2

    arr\_f **=** []

    arr\_s **=** []

**for** i **in** range(int((n **+** 1) **/** 2)) :

        arr\_f.append(arr[i])

    i **=** int((n **+** 1) **/** 2)

**while**( i < n ) :

        arr\_s.append(arr[i])

        i **=** i **+** 1

    # Sort first half in increasing

    arr\_f.sort()

    # Sort second half in decreasing

    arr\_s.sort(reverse **=** True)

**for** i **in** arr\_s:

        arr\_f.append(i)

**return** arr\_f

# Driver Program

arr **=** [ 1, 5, 8, 9, 6, 7, 3, 4, 2, 0]

n **=** len(arr)

arr **=** bitonicGenerator(arr, n)

print(arr)

# This code is contributed by Arnab Kundu

**Output**

1 2 3 6 8 9 7 5 4 0

**Time Complexity:**O(n Log n)

**Auxiliary Space:**O(1)

**Another approach:**

Another efficient approach to solve the problem in O(1) Auxiliary space is by **Using negative multiplication**.

The steps involved are as follows:

1. Multiply all the elements at even placed index by -1.
2. Sort the whole array. In this way, we can get all even placed index in the starting as they are negative numbers now.
3. Now revert the sign of these elements.
4. After this reverse the first half of the array which contains an even placed number to make it in increasing order.
5. And then reverse the rest half of the array to make odd placed numbers in decreasing order.

**Note:** This method is only applicable if all the elements in the array are non-negative.

**An illustrative example of the above approach:**

*Let given array:****arr[] = {0, 1, 2, 3, 4, 5, 6, 7}***

*Array after multiplying by -1 to even placed elements:****arr[] = {0, 1, -2, 3, -4, 5, -6, 7}***

*Array after sorting: arr[] =****{-6, -4, -2, 0, 1, 3, 5, 7}***

*Array after reverting negative values: arr[] =****{6, 4, 2, 0, 1, 3, 5, 7}***

*After reversing the first half of array: arr[] =****{0, 2, 4, 6, 1, 3, 5, 7}***

*After reversing the second half of array: arr[] =****{0, 2, 4, 6, 7, 5, 3, 1}***

Below is the code for the above approach:

**class** GFG :

    @staticmethod

**def** reverse( a,  l,  r) :

**while** (l <**=** r) :

            temp **=** a[l]

            a[l] **=** a[r]

            a[r] **=** temp

            l **+=** 1

            r **-=** 1

    @staticmethod

**def** bitonicGenerator( arr,  n) :

        # Making all even placed index

        # element negative

        i **=** 0

**while** (i < n) :

**if** (i **%** 2 **==** 0) :

                arr[i] **= -**1 **\*** arr[i]

            i **+=** 1

        # Sorting the whole array

        arr.sort()

        # Finding the middle value of

        # the array

        mid **=** int((n **-** 1) **/** 2)

        # Reverting the changed sign

        i **=** 0

**while** (i <**=** mid) :

            arr[i] **= -**1 **\*** arr[i]

            i **+=** 1

        # Reverse first half of array

        GFG.reverse(arr, 0, mid)

        # Reverse second half of array

        GFG.reverse(arr, mid **+** 1, n **-** 1)

    # Driver Code

    @staticmethod

**def** main( args) :

        arr **=** [1, 5, 8, 9, 6, 7, 3, 4, 2, 0]

        n **=** len(arr)

        GFG.bitonicGenerator(arr, n)

        i **=** 0

**while** (i < n) :

**print**(str(arr[i]) **+** " ", end **=**"")

            i **+=** 1

**if** \_\_name\_\_**==**"\_\_main\_\_":

    GFG.main([])

    # This code is contributed by aadityaburujwale.

**Output**

1 2 3 6 8 9 7 5 4 0

**Time Complexity:** O(n\*log(n))

**Auxiliary Space:**O(1)

**17.Sort an array when two halves are sorted**

Given an integer array of which both first half and second half are sorted. Task is to merge two sorted halves of array into single sorted array.

**Examples:**

Input : A[] = { 2, 3, 8, -1, 7, 10 }  
Output : -1, 2, 3, 7, 8, 10

Input : A[] = {-4, 6, 9, -1, 3 }  
Output : -4, -1, 3, 6, 9

Recommended Problem

Sort the Half Sorted

**Method 1:**A **Simple Solution**is to sort the array using built in functions (generally an implementation of quick sort).

Below is the implementation of above method:

# Python program to Merge two sorted

# halves of array Into Single Sorted Array

**def** mergeTwoHalf(A, n):

    # Sort the given array using sort STL

    A.sort()

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    A **=** [2, 3, 8, **-**1, 7, 10]

    n **=** len(A)

    mergeTwoHalf(A, n)

    # Print sorted Array

**for** i **in** range(n):

**print**(A[i], end**=**" ")

# This code is contributed by 29AjayKumar

**Output**

-1 2 3 7 8 10

**Time Complexity:**

\*\*\* QuickLaTeX cannot compile formula:

\*\*\* Error message:  
Error: Nothing to show, formula is empty

best & average case,

worst case (for quicksort)

**Space Complexity:**

\*\*\* QuickLaTeX cannot compile formula:

\*\*\* Error message:  
Error: Nothing to show, formula is empty

**to**

\*\*\* QuickLaTeX cannot compile formula:

\*\*\* Error message:  
Error: Nothing to show, formula is empty

depending on the case & implementation (for quicksort)

For more details, check out the GFG article on [Quicksort.](https://www.geeksforgeeks.org/quick-sort/)

**Method 2:**A **more efficient solution**is to use an auxiliary array which is very similar to the Merge Function of [Merge sort](https://www.geeksforgeeks.org/merge-sort/).

Below is the implementation of above approach :

# Python3 program to Merge Two Sorted Halves Of

# Array Into Single Sorted Array

# Merge two sorted halves of Array into single

# sorted array

**def** mergeTwoHalf(A, n):

    # Starting index of second half

    half\_i **=** 0

    # Temp Array store sorted resultant array

    temp **=** [0 **for** i **in** range(n)]

    # First Find the point where array is

    # divide into two half

**for** i **in** range(n **-** 1):

**if** (A[i] > A[i **+** 1]):

            half\_i **=** i **+** 1

**break**

    # If Given array is all-ready sorted

**if** (half\_i **==** 0):

**return**

    # Merge two sorted arrays in single

    # sorted array

    i **=** 0

    j **=** half\_i

    k **=** 0

**while** (i < half\_i **and** j < n):

**if** (A[i] < A[j]):

            temp[k] **=** A[i]

            k **+=** 1

            i **+=** 1

**else**:

            temp[k] **=** A[j]

            k **+=** 1

            j **+=** 1

    # Copy the remaining elements of A[i to half\_! ]

**while** i < half\_i:

        temp[k] **=** A[i]

        k **+=** 1

        i **+=** 1

    # Copy the remaining elements of A[ half\_! to n ]

**while** (j < n):

        temp[k] **=** A[j]

        k **+=** 1

        j **+=** 1

**for** i **in** range(n):

        A[i] **=** temp[i]

# Driver code

A **=** [ 2, 3, 8, **-**1, 7, 10 ]

n **=** len(A)

mergeTwoHalf(A, n)

# Print sorted Array

**print**(**\***A, sep **=** ' ')

# This code is contributed by avanitrachhadiya2155

**Output**

-1 2 3 7 8 10

**18.Sorting Big Integers**

Given a array of **n** positive integers where each integer can have digits upto 106, print the array elements in ascending order.

Input: arr[] = {54, 724523015759812365462, 870112101220845, 8723}   
Output: 54 8723 870112101220845 724523015759812365462  
Explanation:  
All elements of array are sorted in non-descending(i.e., ascending)  
order of their integer value

Input: arr[] = {3643641264874311, 451234654453211101231,  
 4510122010112121012121}  
Output: 3641264874311 451234654453211101231 4510122010112121012121

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

A **naive approach** is to use arbitrary precision data type such as **int** in python or **Biginteger** class in . But that approach will not be fruitful because internal conversion of string to int and then perform sorting will leads to slow down the calculations of addition and multiplications in binary number system.

**Efficient Solution :**As size of integer is very large even it can’t be fit in **long long** data type of C/C++, so we just need to input all numbers as strings and sort them using a comparison function. Following are the key points compare function:-

1. If lengths of two strings are different, then we need to compare lengths to decide sorting order.
2. If Lengths are same then we just need to compare both the strings in lexicographically order.

Assumption : There are no leading zeros.

# Below is Python code to sort the Big integers

# in ascending order

**def** SortingBigIntegers(arr, n):

  # Direct sorting using lambda operator

  # and length comparison

  arr.sort(key **= lambda** x: (len(x), x))

# Driver code of above implementation

arr **=** ["54", "724523015759812365462",

        "870112101220845", "8723"]

n **=** len(arr)

SortingBigIntegers(arr, n)

# Print the final sorted list using

# join method

print " ".join(arr)

**Output:** 54 8723 870112101220845 724523015759812365462

**Time complexity:**O(sum \* log(n)) where sum is the total sum of all string length and n is size of array

**Auxiliary space:**O(n)

**19.Sort an array when two halves are sorted**

Given an integer array of which both first half and second half are sorted. Task is to merge two sorted halves of array into single sorted array.

**Examples:**

Input : A[] = { 2, 3, 8, -1, 7, 10 }  
Output : -1, 2, 3, 7, 8, 10

Input : A[] = {-4, 6, 9, -1, 3 }  
Output : -4, -1, 3, 6, 9

Recommended Problem

Sort the Half Sorted

**Method 1:**A **Simple Solution**is to sort the array using built in functions (generally an implementation of quick sort).

Below is the implementation of above method:

# Python program to Merge two sorted

# halves of array Into Single Sorted Array

**def** mergeTwoHalf(A, n):

    # Sort the given array using sort STL

    A.sort()

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    A **=** [2, 3, 8, **-**1, 7, 10]

    n **=** len(A)

    mergeTwoHalf(A, n)

    # Print sorted Array

**for** i **in** range(n):

**print**(A[i], end**=**" ")

# This code is contributed by 29AjayKumar

**Output**

-1 2 3 7 8 10

**Time Complexity:**

\*\*\* QuickLaTeX cannot compile formula:

\*\*\* Error message:  
Error: Nothing to show, formula is empty

best & average case,

worst case (for quicksort)

**Space Complexity:**

\*\*\* QuickLaTeX cannot compile formula:

\*\*\* Error message:  
Error: Nothing to show, formula is empty

**to**

\*\*\* QuickLaTeX cannot compile formula:

\*\*\* Error message:  
Error: Nothing to show, formula is empty

depending on the case & implementation (for quicksort)

For more details, check out the GFG article on [Quicksort.](https://www.geeksforgeeks.org/quick-sort/)

**Method 2:**A **more efficient solution**is to use an auxiliary array which is very similar to the Merge Function of [Merge sort](https://www.geeksforgeeks.org/merge-sort/).

Below is the implementation of above approach :

# Python3 program to Merge Two Sorted Halves Of

# Array Into Single Sorted Array

# Merge two sorted halves of Array into single

# sorted array

**def** mergeTwoHalf(A, n):

    # Starting index of second half

    half\_i **=** 0

    # Temp Array store sorted resultant array

    temp **=** [0 **for** i **in** range(n)]

    # First Find the point where array is

    # divide into two half

**for** i **in** range(n **-** 1):

**if** (A[i] > A[i **+** 1]):

            half\_i **=** i **+** 1

**break**

    # If Given array is all-ready sorted

**if** (half\_i **==** 0):

**return**

    # Merge two sorted arrays in single

    # sorted array

    i **=** 0

    j **=** half\_i

    k **=** 0

**while** (i < half\_i **and** j < n):

**if** (A[i] < A[j]):

            temp[k] **=** A[i]

            k **+=** 1

            i **+=** 1

**else**:

            temp[k] **=** A[j]

            k **+=** 1

            j **+=** 1

    # Copy the remaining elements of A[i to half\_! ]

**while** i < half\_i:

        temp[k] **=** A[i]

        k **+=** 1

        i **+=** 1

    # Copy the remaining elements of A[ half\_! to n ]

**while** (j < n):

        temp[k] **=** A[j]

        k **+=** 1

        j **+=** 1

**for** i **in** range(n):

        A[i] **=** temp[i]

# Driver code

A **=** [ 2, 3, 8, **-**1, 7, 10 ]

n **=** len(A)

mergeTwoHalf(A, n)

# Print sorted Array

**print**(**\***A, sep **=** ' ')

# This code is contributed by avanitrachhadiya2155

**Output**

-1 2 3 7 8 10

**20.Sort a linked list of 0s, 1s and 2s**

Given a linked list of**0s, 1s and 2s**, The task is to sort and print it.

**Examples**:

***Input:****1 -> 1 -> 2 -> 0 -> 2 -> 0 -> 1 -> NULL*

***Output:****0 -> 0 -> 1 -> 1 -> 1 -> 2 -> 2 -> NULL*

***Input:****1 -> 1 -> 2 -> 1 -> 0 -> NULL*

***Output:****0 -> 1 -> 1 -> 1 -> 2 -> NULL*

Source: [Microsoft Interview | Set 1](https://www.geeksforgeeks.org/microsoft-interview-set-1/)

[Recommended: Please solve it on “***PRACTICE***” first, before moving on to the solution.](https://practice.geeksforgeeks.org/problems/given-a-linked-list-of-0s-1s-and-2s-sort-it/1)

**Sort Linked List of 0s, 1s and 2s using frequency counting:**

Follow the below steps to implement the idea:

* Traverse the list and count the number of 0s, 1s, and 2s. Let the counts be n1, n2, and n3 respectively.
* Traverse the list again, fill the first n1 nodes with 0, then n2 nodes with 1, and finally n3 nodes with 2.

Below image is a dry run of the above approach:
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Below is the implementation of the above approach.

# Python program to sort a linked list of 0, 1 and 2

**class** LinkedList(object):

**def** \_\_init\_\_(self):

         # head of list

         self.head **=** None

    # Linked list Node

**class** Node(object):

**def** \_\_init\_\_(self, d):

            self.data **=** d

            self.next **=** None

**def** sortList(self):

        # initialise count of 0 1 and 2 as 0

        count **=** [0, 0, 0]

        ptr **=** self.head

        # count total number of '0', '1' and '2'

        # \* count[0] will store total number of '0's

        # \* count[1] will store total number of '1's

        # \* count[2] will store total number of '2's

**while** ptr !**=** None:

            count[ptr.data]**+=**1

            ptr **=** ptr.next

        i **=** 0

        ptr **=** self.head

        # Let say count[0] = n1, count[1] = n2 and count[2] = n3

        # \* now start traversing list from head node,

        # \* 1) fill the list with 0, till n1 > 0

        # \* 2) fill the list with 1, till n2 > 0

        # \* 3) fill the list with 2, till n3 > 0

**while** ptr !**=** None:

**if** count[i] **==** 0:

                i**+=**1

**else**:

                ptr.data **=** i

                count[i]**-=**1

                ptr **=** ptr.next

    # Utility functions

    # Inserts a new Node at front of the list.

**def** push(self, new\_data):

        # 1 & 2: Allocate the Node &

        # Put in the data

        new\_node **=** self.Node(new\_data)

        # 3. Make next of new Node as head

        new\_node.next **=** self.head

        # 4. Move the head to point to new Node

        self.head **=** new\_node

    # Function to print linked list

**def** printList(self):

        temp **=** self.head

**while** temp !**=** None:

            print (str(temp.data),end**=**" ")

            temp **=** temp.next

**print**()

# Driver program to test above functions

llist **=** LinkedList()

llist.push(0)

llist.push(1)

llist.push(0)

llist.push(2)

llist.push(1)

llist.push(1)

llist.push(2)

llist.push(1)

llist.push(2)

print ("Linked List before sorting")

llist.printList()

llist.sortList()

print ("Linked List after sorting")

llist.printList()

# This code is contributed by BHAVYA JAIN

**Output**

Linked List before Sorting  
2 1 2 1 1 2 0 1 0   
Linked List after Sorting  
0 0 1 1 1 1 2 2 2

**Time Complexity:** O(n) where n is the number of nodes in the linked list.

**Auxiliary Space:** O(1)

[**Sort a linked list of 0s, 1s and 2s by changing links**](https://www.geeksforgeeks.org/sort-linked-list-0s-1s-2s-changing-links/)

**Using a stable sort algorithm:**

# Define a class for a node in a linked list

**class** Node:

**def** \_\_init\_\_(self, data):

        self.data **=** data

        self.next **=** None

# Function to insert a new node at the end of the linked list

**def** push(head, data):

    new\_node **=** Node(data)

**if** head **is** None:

        head **=** new\_node

**return** head

    last **=** head

**while** last.next **is not** None:

        last **=** last.next

    last.next **=** new\_node

**return** head

# Function to print the linked list

**def** printList(head):

    current **=** head

**while** current **is not** None:

        print(current.data, end**=**' ')

        current **=** current.next

    print()

# Function to sort the linked list containing 0's, 1's, and 2's

**def** sortList(head):

    count **=** [0, 0, 0]

    # Count the number of 0's, 1's, and 2's in the linked list

    current **=** head

**while** current **is not** None:

        count[current.data] **+=** 1

        current **=** current.next

    # Overwrite the linked list with the sorted elements

    current **=** head

    i **=** 0

**while** current **is not** None:

**if** count[i] **==** 0:

            i **+=** 1

**else**:

            current.data **=** i

            count[i] **-=** 1

            current **=** current.next

# Main function to test the implementation

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    head **=** None

    # Insert some elements into the linked list

    head **=** push(head, 0)

    head **=** push(head, 1)

    head **=** push(head, 0)

    head **=** push(head, 2)

    head **=** push(head, 1)

    head **=** push(head, 1)

    head **=** push(head, 2)

    head **=** push(head, 1)

    head **=** push(head, 2)

**print**("Linked List before Sorting:")

    printList(head)

    sortList(head)

**print**("Linked List after Sorting:")

    printList(head)

**Output**

Linked List before Sorting:   
0 1 0 2 1 1 2 1 2   
Linked List after Sorting:   
0 0 1 1 1 1 2 2 2

**Explanation of the above approach:**

* The Node structure: This structure is used to define a node in a linked list. It contains an integer data to store the data of the node and a pointer next to the next node in the linked list.
* The push function: This function is used to insert a new node at the end of the linked list. It takes two parameters: a pointer to the head of the linked list and an integer data to be stored in the new node. The function first creates a new node with the given data and sets its next pointer to nullptr. If the linked list is empty, the function sets the head of the linked list to the new node. Otherwise, it iterates through the linked list to find the last node and inserts the new node after it.
* The printList function: This function is used to print the linked list. It takes one parameter, a pointer to the head of the linked list, and iterates through the list while printing the data of each node.
* The sortList function: This function is used to sort the linked list. It takes one parameter, a pointer to the head of the linked list. The function first initializes an array count of size 3 to store the count of 0’s, 1’s, and 2’s in the linked list. It then iterates through the linked list and increments the count of each element as it appears. Finally, it overwrites the linked list with the sorted elements. The function iterates through the linked list again and whenever it encounters a node with a value of 0, it sets its data to 0 and decrements the count of 0’s. Similarly, whenever it encounters a node with a value of 1, it sets its data to 1 and decrements the count of 1’s. And whenever it encounters a node with a value of 2, it sets its data to 2 and decrements the count of 2’s.
* The main function: This function is the entry point of the program. It first creates an empty linked list and inserts some elements into it. It then calls the sortList function to sort the linked list. Finally, it prints the original and sorted linked lists to verify that the sorting is correct.

Note: This is a simple implementation of the “Using a stable sort algorithm” approach for sorting a linked list containing only 0’s, 1’s, and 2’s. It may not be the most efficient implementation for large linked lists, but it should give you a good understanding of the basic idea

**Time complexity:**O(n),

The time complexity of this implementation is O(n), where n is the number of elements in the linked list. This is because the program iterates through the linked list twice: once to count the number of 0’s, 1’s, and 2’s, and once to overwrite the linked list with the sorted elements. The count operation takes O(n) time and the overwrite operation takes O(n) time, so the total time complexity is O(n) + O(n) = O(n).

**Space complexity**: O(1),

The space complexity of this implementation is O(1), because it uses only a constant amount of extra memory to store the count array of size 3. The linked list itself is not used to store any additional information during the sorting, so its space complexity remains the same.

**Medium Questions:**

**Hard Questions:**