Pattern Searching

[**Learn more about Pattern Searching in DSA Self Paced course**](https://practice.geeksforgeeks.org/courses/dsa-self-paced?utm_source=geeksforgeeks&utm_medium=articles+pattern_searching_lp+header_link_click&utm_campaign=dsa+course+tracker)

[**Practice Problems on Pattern Searching**](https://practice.geeksforgeeks.org/explore/?page=1&category%5B%5D=Pattern%20Searching&utm_source=geeksforgeeks&utm_medium=articles+pattern_searching_lp+header_link_click&utm_campaign=practice+tracker)

[**Recent Articles on Pattern Searching**](https://www.geeksforgeeks.org/category/algorithm/pattern-searching/)

The Pattern Searching algorithms are sometimes also referred to as String Searching Algorithms and are considered as a part of the String algorithms. These algorithms are useful in the case of searching a string within another string.
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**Topics :**

* [Introduction](https://www.geeksforgeeks.org/algorithms-gq/pattern-searching/#introduction)
* [Some Standard algorithms](https://www.geeksforgeeks.org/algorithms-gq/pattern-searching/#algo)
* [Some practice problems](https://www.geeksforgeeks.org/algorithms-gq/pattern-searching/#practice)
* [Quick links](https://www.geeksforgeeks.org/algorithms-gq/pattern-searching/#quick)

**Introduction:**

1. [Introduction to Pattern Searching – Data Structure and Algorithm Tutorial](https://www.geeksforgeeks.org/introduction-to-pattern-searching-data-structure-and-algorithm-tutorial/)
2. [Naive Pattern Searching](https://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/)

**Some Standard Algorithms:**

1. [Rabin-Karp Algorithm](https://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/)
2. [KMP Algorithm](https://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/)
3. [Z algorithm (Linear time pattern searching Algorithm)](https://www.geeksforgeeks.org/z-algorithm-linear-time-pattern-searching-algorithm/)
4. [Finite Automata](https://www.geeksforgeeks.org/searching-for-patterns-set-5-finite-automata/)
5. [Boyer Moore Algorithm – Bad Character Heuristic](https://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/)
6. [Aho-Corasick Algorithm for Pattern Searching](https://www.geeksforgeeks.org/aho-corasick-algorithm-pattern-searching/)
7. [Suffix Array](https://www.geeksforgeeks.org/suffix-array-set-1-introduction/)
8. [kasai’s Algorithm for Construction of LCP array from Suffix Array](https://www.geeksforgeeks.org/%c2%ad%c2%adkasais-algorithm-for-construction-of-lcp-array-from-suffix-array/)
9. [Online algorithm for checking palindrome in a stream](https://www.geeksforgeeks.org/online-algorithm-for-checking-palindrome-in-a-stream/)
10. [Manacher’s Algorithm – Linear Time Longest Palindromic Substring – Part 4](https://www.geeksforgeeks.org/manachers-algorithm-linear-time-longest-palindromic-substring-part-4/)
11. [Ukkonen’s Suffix Tree Construction – Part 1](https://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)
12. [Generalized Suffix Tree](https://www.geeksforgeeks.org/generalized-suffix-tree)

**Some Practice problems:**

1. [Pattern Searching using C++ library](https://www.geeksforgeeks.org/pattern-searching-using-c-library/)
2. [Anagram Substring Search (Or Search for all permutations)](https://www.geeksforgeeks.org/anagram-substring-search-search-permutations/)
3. [Pattern Searching using a Trie of all Suffixes](https://www.geeksforgeeks.org/pattern-searching-using-trie-suffixes/)
4. [Dynamic Programming | Wildcard Pattern Matching | Linear Time and Constant Space](https://www.geeksforgeeks.org/dynamic-programming-wildcard-pattern-matching-linear-time-constant-space/)
5. [Longest prefix which is also suffix](https://www.geeksforgeeks.org/longest-prefix-also-suffix/)
6. [Count of number of given string in 2D character array](https://www.geeksforgeeks.org/find-count-number-given-string-present-2d-character-array/)
7. [Find all the patterns of “1(0+)1” in a given string (General Approach)](https://www.geeksforgeeks.org/find-all-the-pat%E2%80%A6general-approach/)
8. [Maximum length prefix of one string that occurs as subsequence in another](https://www.geeksforgeeks.org/maximum-length-prefix-one-string-occurs-subsequence-another/)
9. [Wildcard Pattern Matching](https://www.geeksforgeeks.org/wildcard-pattern-matching/)
10. [Search a Word in a 2D Grid of characters](https://www.geeksforgeeks.org/search-a-word-in-a-2d-grid-of-characters/)
11. [String matching where one string contains wildcard characters](https://www.geeksforgeeks.org/wildcard-character-matching/)
12. [Suffix Tree Application 1 – Substring Check](https://www.geeksforgeeks.org/suffix-tree-application-1-substring-check/)

**Easy Questions:**

**Anagram Substring Search (Or Search for all permutations)**

Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] and its permutations (or anagrams) in txt[]. You may assume that n > m.

Expected time complexity is O(n)

**Examples:**

1) Input: txt[] = "BACDGABCDA" pat[] = "ABCD"  
 Output: Found at Index 0  
 Found at Index 5  
 Found at Index 6  
2) Input: txt[] = "AAABABAA" pat[] = "AABA"  
 Output: Found at Index 0  
 Found at Index 1  
 Found at Index 4

[We strongly recommend that you click here and practice it, before moving on to the solution.](https://practice.geeksforgeeks.org/problems/count-occurences-of-anagrams5839/1)

This problem is slightly different from the standard pattern-searching problem, here we need to search for anagrams as well. Therefore, we cannot directly apply standard pattern-searching algorithms like [KMP](https://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin Karp](https://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Boyer Moore](https://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/), etc.

**Approach 1 :**

**Brute Force :**   
Consider the Input txt[] = "BACDGABCDA" pat[] = "ABCD".  
Occurrences of the pat[] and its permutations are found at indexes 0,5,6.   
The permutations are BACD,ABCD,BCDA.   
Let's sort the pat[] and the permutations of pat[] in txt[].  
pat[] after sorting becomes : ABCD  
permutations of pat[] in txt[] after sorting becomes : ABCD, ABCD,ABCD.  
So we can say that the sorted version of pat[] and sorted version of its  
permutations yield the same result.

**INTUITION:**The idea is to consider all the substrings of the txt[] with are of lengths equal to the length of pat[] and check whether the sorted version of substring is equal to the sorted version of pat[]. If they are equal then that particular substring is the permutation of the pat[], else not.

# Python code for the approach

**def** search(pat, txt):

  # finding lengths of strings pat and txt

  n **=** len(txt)

  m **=** len(pat);

  # string sortedpat stores the sorted version of pat

  sortedpat **=** pat;

  sortedpat **=** list(sortedpat);

  sortedpat.sort()

  sortedpat **=** ' '.join([str(elem) **for** elem **in** sortedpat])

  # temp for storing the substring of length equal to pat

**for** i **in** range(0,n**-**m**+**1):

    temp **=** txt[i:i**+**m]

    temp **=** list(temp);

    temp.sort()

    temp **=** ' '.join([str(elem) **for** elem **in** temp])

    # checking whether sorted versions are equal or not

**if** (sortedpat **==** temp):

**print**("Found at Index ",i);

# driver code

txt **=** "BACDGABCDA";

pat **=** "ABCD";

search(pat, txt);

# This code is contributed by kothavvsaakash

**Output**

Found at Index 0  
Found at Index 5  
Found at Index 6

**Time Complexity : O(mlogm) + O( (n-m+1)(m + mlogm + m) )**

mlogm for sorting pat. So **O(mlogm)**

The for loop runs for**n-m+1**times in each iteration we build string temp, which takes **O(m)**time, and sorting temp, which takes **O(mlogm)** time, and comparing sorted pat and sorted substring, which takes **O(m)**. So time complexity is **O( (n-m+1)\*(m+mlogm+m) )**

Total Time complexity :  **O(mlogm) + O( (n-m+1)(m + mlogm + m) )**

**Space Complexity: O(m)** As we are using Extra space for strings temp and sortedpat

**Approach 2 :**

The idea is to modify [Rabin Karp Algorithm](https://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/). For example, we can keep the hash value as sum of ASCII values of all characters under modulo of a big prime number. For every character of text, we can add the current character to hash value and subtract the first character of previous window. This solution looks good, but like standard Rabin Karp, the worst case time complexity of this solution is O(mn). The worst case occurs when all hash values match and we one by one match all characters.

We can achieve O(n) time complexity under the assumption that alphabet size is fixed which is typically true as we have maximum 256 possible characters in ASCII. The idea is to use two count arrays:

1. The first count array store frequencies of characters in pattern.
2. The second count array stores frequencies of characters in current window of text.

The important thing to note is, time complexity to compare two count arrays is O(1) as the number of elements in them are fixed (independent of pattern and text sizes). Following are steps of this algorithm.

1. Store counts of frequencies of pattern in first count array *countP[]*. Also store counts of frequencies of characters in first window of text in array *countTW[]*.
2. Now run a loop from i = M to N-1. Do following in loop.

* If the two count arrays are identical, we found an occurrence.
* Increment count of current character of text in countTW[]
* Decrement count of first character in previous window in countWT[]

1. The last window is not checked by above loop, so explicitly check it.

Following is the implementation of above algorithm.

**Implementation:**

# Python program to search all

# anagrams of a pattern in a text

MAX**=**256

# This function returns true

# if contents of arr1[] and arr2[]

# are same, otherwise false.

**def** compare(arr1, arr2):

**for** i **in** range(MAX):

**if** arr1[i] !**=** arr2[i]:

**return** False

**return** True

# This function search for all

# permutations of pat[] in txt[]

**def** search(pat, txt):

    M **=** len(pat)

    N **=** len(txt)

    # countP[]:  Store count of

    # all characters of pattern

    # countTW[]: Store count of

    # current window of text

    countP **=** [0]**\***MAX

    countTW **=** [0]**\***MAX

**for** i **in** range(M):

        (countP[ord(pat[i]) ]) **+=** 1

        (countTW[ord(txt[i]) ]) **+=** 1

    # Traverse through remaining

    # characters of pattern

**for** i **in** range(M,N):

        # Compare counts of current

        # window of text with

        # counts of pattern[]

**if** compare(countP, countTW):

**print**("Found at Index", (i**-**M))

        # Add current character to current window

        (countTW[ ord(txt[i]) ]) **+=** 1

        # Remove the first character of previous window

        (countTW[ ord(txt[i**-**M]) ]) **-=** 1

    # Check for the last window in text

**if** compare(countP, countTW):

**print**("Found at Index", N**-**M)

# Driver program to test above function

txt **=** "BACDGABCDA"

pat **=** "ABCD"

search(pat, txt)

# This code is contributed

# by Upendra Singh Bartwal

**Output**

Found at Index 0  
Found at Index 5  
Found at Index 6

**Time Complexity:** O(256 \* (n – m) + m)

**Auxiliary space:** O(m), where m is 256

**Pattern Searching using a Trie of all Suffixes**

Problem Statement: Given a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] in txt[]. You may assume that n > m.

As discussed in the [previous post](https://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/), we discussed that there are two ways efficiently solve the above problem.

**1)** Preprocess Pattern: [KMP Algorithm](https://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin Karp Algorithm](https://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Finite Automata](https://www.geeksforgeeks.org/searching-for-patterns-set-5-finite-automata/), [Boyer Moore Algorithm](https://www.geeksforgeeks.org/pattern-searching-set-7-boyer-moore-algorithm-bad-character-heuristic/).

**2)** Preprocess Text: [Suffix Tree](https://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/)

The best possible time complexity achieved by first (preprocessing pattern) is O(n) and by second (preprocessing text) is O(m) where m and n are lengths of pattern and text respectively.

Note that the second way does the searching only in O(m) time and it is preferred when text doesn’t change very frequently and there are many search queries. We have discussed [Suffix Tree (A compressed Trie of all suffixes of Text)](https://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/).

Implementation of Suffix Tree may be time consuming for problems to be coded in a technical interview or programming contexts. In this post simple implementation of a [Standard Trie](https://www.geeksforgeeks.org/trie-insert-and-search/) of all Suffixes is discussed. The implementation is close to suffix tree, the only thing is, it’s a [simple Trie](https://www.geeksforgeeks.org/trie-insert-and-search/) instead of compressed Trie.

As discussed in [Suffix Tree](https://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/) post, the idea is, every pattern that is present in text (or we can say every substring of text) must be a prefix of one of all possible suffixes. So if we build a Trie of all suffixes, we can find the pattern in O(m) time where m is pattern length.

**Building a Trie of Suffixes**

1) Generate all suffixes of given text.

2) Consider all suffixes as individual words and build a trie.

Let us consider an example text “banana\0” where ‘\0’ is string termination character. Following are all suffixes of “banana\0”

banana\0  
anana\0  
nana\0  
ana\0  
na\0  
a\0  
\0

If we consider all of the above suffixes as individual words and build a Trie, we get following.
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**How to search a pattern in the built Trie?**

Following are steps to search a pattern in the built Trie.

**1)** Starting from the first character of the pattern and root of the Trie, do following for every character.

…..**a)** For the current character of pattern, if there is an edge from the current node, follow the edge.

…..**b)** If there is no edge, print “pattern doesn’t exist in text” and return.

**2)** If all characters of pattern have been processed, i.e., there is a path from root for characters of the given pattern, then print all indexes where pattern is present. To store indexes, we use a list with every node that stores indexes of suffixes starting at the node.

Following is the implementation of the above idea.

**class** SuffixTrieNode:

**def** \_\_init\_\_(self):

        self.children **=** [None] **\*** 256

        self.indexes **=** []

**def** insert\_suffix(self, suffix, index):

        self.indexes.append(index)

**if** suffix:

            c\_index **=** ord(suffix[0])

**if not** self.children[c\_index]:

                self.children[c\_index] **=** SuffixTrieNode()

            self.children[c\_index].insert\_suffix(suffix[1:], index **+** 1)

**def** search(self, pat):

**if not** pat:

**return** self.indexes

        c\_index **=** ord(pat[0])

**if** self.children[c\_index]:

**return** self.children[c\_index].search(pat[1:])

**return** None

**class** SuffixTrie:

**def** \_\_init\_\_(self, txt):

        self.root **=** SuffixTrieNode()

**for** i **in** range(len(txt)):

            self.root.insert\_suffix(txt[i:], i)

**def** search(self, pat):

        result **=** self.root.search(pat)

**if not** result:

            print("Pattern not found")

**else**:

            pat\_len **=** len(pat)

**for** i **in** result:

**print**(f"Pattern found at position {i - pat\_len}")

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    # Let us build the suffix trie for text "geeksforgeeks.org"

    txt **=** "geeksforgeeks.org"

    st **=** SuffixTrie(txt)

    # Let us search for different patterns

    pat **=** "ee"

**print**(f"Search for '{pat}'")

    st.search(pat)

    print()

    pat **=** "geek"

**print**(f"Search for '{pat}'")

    st.search(pat)

**print**()

    pat **=** "quiz"

**print**(f"Search for '{pat}'")

    st.search(pat)

**print**()

    pat **=** "forgeeks"

**print**(f"Search for '{pat}'")

    st.search(pat)

**print**()

**Output:**

Search for 'ee'  
Pattern found at position 1  
Pattern found at position 9

Search for 'geek'  
Pattern found at position 0  
Pattern found at position 8

Search for 'quiz'  
Pattern not found

Search for 'forgeeks'  
Pattern found at position 5

Time Complexity of the above search function is O(m+k) where m is length of the pattern and k is the number of occurrences of pattern in text.

Space Complexity: O(n \* MAX\_CHAR) where n is the length of the input text.

**Dynamic Programming | Wildcard Pattern Matching | Linear Time and Constant Space**

Given a text and a wildcard pattern, find if wildcard pattern is matched with text. The matching should cover the entire text (not partial text).

The wildcard pattern can include the characters ‘?’ and ‘\*’:

1. ‘?’ – matches any single character
2. ‘\*’ – Matches any sequence of characters (including the empty sequence)

**Pre-requisite:**[Dynamic Programming](https://www.geeksforgeeks.org/dynamic-programming/) | [Wildcard Pattern Matching](https://www.geeksforgeeks.org/wildcard-pattern-matching/)

**Examples:**

Text = "baaabab",  
Pattern = “\*\*\*\*\*ba\*\*\*\*\*ab", output : true  
Pattern = "baaa?ab", output : true  
Pattern = "ba\*a?", output : true  
Pattern = "a\*ab", output : false
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Each occurrence of ‘?’ character in wildcard pattern can be replaced with any other character and each occurrence of ‘\*’ with a sequence of characters such that the wildcard pattern becomes identical to the input string after replacement.

[Recommended: Please solve it on “***PRACTICE***” first, before moving on to the solution.](https://practice.geeksforgeeks.org/problems/wildcard-pattern-matching/1)

We have discussed a solution [here](https://www.geeksforgeeks.org/wildcard-pattern-matching/) which has O(m x n) time and O(m x n) space complexity.

For applying the optimization, we will at the first note the **BASE CASE** which says, if the length of the pattern is zero then answer will be true only if the length of the text with which we have to match the pattern is also zero.

***Algorithm:***

1. *Let i be the marker to point at the current character of the text.   
   Let j be the marker to point at the current character of the pattern.   
   Let index\_txt be the marker to point at the character of text on which we encounter ‘\*’ in the pattern.   
   Let index\_pat be the marker to point at the position of ‘\*’ in the pattern.*
2. *At any instant, if we observe that txt[i] == pat[j], then we increment both i and j as no operation needs to be performed in this case.*
3. *If we encounter pat[j] == ‘?’, then it resembles the case mentioned in step – (2) as ‘?’ has the property to match with any single character.*
4. *If we encounter pat[j] == ‘\*’, then we update the value of index\_txt and index\_pat as ‘\*’ has the property to match any sequence of characters (including the empty sequence) and we will increment the value of j to compare next character of pattern with the current character of the text. (As character represented by i has not been answered yet).*
5. *Now if txt[i] == pat[j], and we have encountered a ‘\*’ before, then it means that ‘\*’ included the empty sequence, else if txt[i] != pat[j], a character needs to be provided by ‘\*’ so that current character matching takes place, then i needs to be incremented as it is answered now but the character represented by j still needs to be answered, therefore, j = index\_pat + 1, i = index\_txt + 1 (as ‘\*’ can capture other characters as well), index\_txt++ (as current character in text is matched).*
6. *If step – (5) is not valid, that means txt[i] != pat[j], also we have not encountered a ‘\*’ that means it is not possible for the pattern to match the string. (return false).*
7. *Check whether j reached its final value or not, then return the final answer.*

**Let us see the above algorithm in action, then we will move to the coding section:**  
text = "baaabab"   
pattern = "\*\*\*\*\*ba\*\*\*\*\*ab"  
**NOW APPLYING THE ALGORITHM**  
Step - (1) : i = 0 (i --> 'b')   
j = 0 (j --> '\*')   
index\_txt = -1   
index\_pat = -1  
**NOTE: LOOP WILL RUN TILL i REACHES ITS FINAL**  
**VALUE OR THE ANSWER BECOMES FALSE MIDWAY.**  
**FIRST COMPARISON :-**  
As we see here that pat[j] == '\*', therefore directly jumping on to step - (4).   
Step - (4) : index\_txt = i (index\_txt --> 'b')   
index\_pat = j (index\_pat --> '\*')   
j++ (j --> '\*')  
After four more comparisons : i = 0 (i --> 'b')   
j = 5 (j --> 'b')   
index\_txt = 0 (index\_txt --> 'b')   
index\_pat = 4 (index\_pat --> '\*')  
**SIXTH COMPARISON :-**  
As we see here that txt[i] == pat[j], but we already encountered '\*' therefore using step - (5).   
Step - (5) : i = 1 (i --> 'a')   
j = 6 (j --> 'a')   
index\_txt = 0 (index\_txt --> 'b')   
index\_pat = 4 (index\_pat --> '\*')  
**SEVENTH COMPARISON :-**  
Step - (5) : i = 2 (i --> 'a')   
j = 7 (j --> '\*')   
index\_txt = 0 (index\_txt --> 'b')   
index\_pat = 4 (index\_pat --> '\*')  
**EIGHT COMPARISON :-**  
Step - (4) : i = 2 (i --> 'a')   
j = 8 (j --> '\*')   
index\_txt = 2 (index\_txt --> 'a')   
index\_pat = 7 (index\_pat --> '\*')  
After four more comparisons : i = 2 (i --> 'a')   
j = 12 (j --> 'a')   
index\_txt = 2 (index\_txt --> 'a')   
index\_pat = 11 (index\_pat --> '\*')  
**THIRTEENTH COMPARISON :-**  
Step - (5) : i = 3 (i --> 'a')   
j = 13 (j --> 'b')   
index\_txt = 2 (index\_txt --> 'a')   
index\_pat = 11 (index\_pat --> '\*')  
**FOURTEENTH COMPARISON :-**  
Step - (5) : i = 3 (i --> 'a')   
j = 12 (j --> 'a')   
index\_txt = 3 (index\_txt --> 'a')   
index\_pat = 11 (index\_pat --> '\*')  
**FIFTEENTH COMPARISON :-**  
Step - (5) : i = 4 (i --> 'b')   
j = 13 (j --> 'b')   
index\_txt = 3 (index\_txt --> 'a')   
index\_pat = 11 (index\_pat --> '\*')  
**SIXTEENTH COMPARISON :-**  
Step - (5) : i = 5 (i --> 'a')   
j = 14 (j --> end)   
index\_txt = 3 (index\_txt --> 'a')   
index\_pat = 11 (index\_pat --> '\*')  
**SEVENTEENTH COMPARISON :-**  
Step - (5) : i = 4 (i --> 'b')   
j = 12 (j --> 'a')   
index\_txt = 4 (index\_txt --> 'b')   
index\_pat = 11 (index\_pat --> '\*')  
**EIGHTEENTH COMPARISON :-**  
Step - (5) : i = 5 (i --> 'a')   
j = 12 (j --> 'a')   
index\_txt = 5 (index\_txt --> 'a')   
index\_pat = 11 (index\_pat --> '\*')  
**NINETEENTH COMPARISON :-**  
Step - (5) : i = 6 (i --> 'b')   
j = 13 (j --> 'b')   
index\_txt = 5 (index\_txt --> 'a')   
index\_pat = 11 (index\_pat --> '\*')  
**TWENTIETH COMPARISON :-**  
Step - (5) : i = 7 (i --> end)   
j = 14 (j --> end)   
index\_txt = 5 (index\_txt --> 'a')   
index\_pat = 11 (index\_pat --> '\*')  
**NOTE : NOW WE WILL COME OUT OF LOOP TO RUN STEP - 7.**  
Step - (7) : j is already present at its end position, therefore answer is true.

Below is the implementation of the above approach:

# Python3 program to implement

# wildcard pattern matching

# algorithm

# Function that matches input

# txt with given wildcard pattern

**def** stringmatch(txt, pat, n, m):

    # empty pattern can only

    # match with empty string

    # Base case

**if** (m **==** 0):

**return** (n **==** 0)

    # step 1

    # initialize markers :

    i **=** 0

    j **=** 0

    index\_txt **= -**1

    index\_pat **= -**1

**while**(i < n **-** 2):

        # For step - (2, 5)

**if** (j < m **and** txt[i] **==** pat[j]):

            i **+=** 1

            j **+=** 1

        # For step - (3)

**elif**(j < m **and** pat[j] **==** '?'):

            i **+=** 1

            j **+=** 1

        # For step - (4)

**elif**(j < m **and** pat[j] **==** '\*'):

            index\_txt **=** i

            index\_pat **=** j

            j **+=** 1

        # For step - (5)

**elif**(index\_pat !**= -**1):

            j **=** index\_pat **+** 1

            i **=** index\_txt **+** 1

            index\_txt **+=** 1

        # For step - (6)

**else**:

**return** False

    # For step - (7)

**while** (j < m **and** pat[j] **==** '\*'):

        j **+=** 1

    # Final Check

**if**(j **==** m):

**return** True

**return** False

# Driver code

strr **=** "baaabab"

pattern **=** "\*\*\*\*\*ba\*\*\*\*\*ab"

# char pattern[] = "ba\*\*\*\*\*ab"

# char pattern[] = "ba \* ab"

# char pattern[] = "a \* ab"

**if** (stringmatch(strr, pattern, len(strr),

                               len(pattern))):

    print("Yes")

**else**:

    print( "No")

pattern2 **=** "a\*\*\*\*\*ab";

**if** (stringmatch(strr, pattern2, len(strr),

                                len(pattern2))):

**print**("Yes")

**else**:

    print( "No")

# This code is contributed

# by sahilhelangia

# Python3 program to implement

# wildcard pattern matching

# algorithm

# Function that matches input

# txt with given wildcard pattern

**def** stringmatch(txt, pat, n, m):

    # empty pattern can only

    # match with empty string

    # Base case

**if** (m **==** 0):

**return** (n **==** 0)

    # step 1

    # initialize markers :

    i **=** 0

    j **=** 0

    index\_txt **= -**1

    index\_pat **= -**1

**while**(i < n **-** 2):

        # For step - (2, 5)

**if** (j < m **and** txt[i] **==** pat[j]):

            i **+=** 1

            j **+=** 1

        # For step - (3)

**elif**(j < m **and** pat[j] **==** '?'):

            i **+=** 1

            j **+=** 1

        # For step - (4)

**elif**(j < m **and** pat[j] **==** '\*'):

            index\_txt **=** i

            index\_pat **=** j

            j **+=** 1

        # For step - (5)

**elif**(index\_pat !**= -**1):

            j **=** index\_pat **+** 1

            i **=** index\_txt **+** 1

            index\_txt **+=** 1

        # For step - (6)

**else**:

**return** False

    # For step - (7)

**while** (j < m **and** pat[j] **==** '\*'):

        j **+=** 1

    # Final Check

**if**(j **==** m):

**return** True

**return** False

# Driver code

strr **=** "baaabab"

pattern **=** "\*\*\*\*\*ba\*\*\*\*\*ab"

# char pattern[] = "ba\*\*\*\*\*ab"

# char pattern[] = "ba \* ab"

# char pattern[] = "a \* ab"

**if** (stringmatch(strr, pattern, len(strr),

                               len(pattern))):

    print("Yes")

**else**:

    print( "No")

pattern2 **=** "a\*\*\*\*\*ab";

**if** (stringmatch(strr, pattern2, len(strr),

                                len(pattern2))):

**print**("Yes")

**else**:

    print( "No")

# This code is contributed

# by sahilhelangia

**Complexity Analysis:**

1. **Time Complexity:** O(m + n), where ‘m’ and ‘n’ are the lengths of text and pattern respectively.
2. **Auxiliary Space:**O(1).No use of any data structure for storing values, since no extra space has been taken.

**Longest prefix which is also suffix**

Given a string s, find the length of the longest prefix, which is also a suffix. The prefix and suffix should not overlap.

**Examples:**

Input : aabcdaabc  
Output : 4  
The string "aabc" is the longest  
prefix which is also suffix.

Input : abcab  
Output : 2

Input : aaaa  
Output : 2

Recommended Problem

Longest Prefix Suffix

**Simple Solution:**Since overlapping prefixes and suffixes is not allowed, we break the string from the middle and start matching left and right strings. If they are equal return size of one string, else they try for shorter lengths on both sides.

Below is a solution to the above approach!

# Python3 program to find length

# of the longest prefix which

# is also suffix

**def** longestPrefixSuffix(s) :

    n **=** len(s)

**for** res **in** range(n **//** 2, 0, **-**1) :

        # Check for shorter lengths

        # of first half.

        prefix **=** s[0: res]

        suffix **=** s[n **-** res: n]

**if** (prefix **==** suffix) :

**return** res

    # if no prefix and suffix match

    # occurs

**return** 0

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    s **=** "blablabla"

    print(longestPrefixSuffix(s))

# This code is contributed by Nikita Tiwari.

**Output:**

3

**Time Complexity:**O(n)

**Auxiliary Space:**O(1)

**Efficient Solution:**The idea is to use the preprocessing algorithm [KMP search](https://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/). In the preprocessing algorithm, we build lps array which stores the following values.

*lps[i] = the longest proper prefix of pat[0..i]*

*which is also a suffix of pat[0..i].*

# Efficient Python 3 program

# to find length of

# the longest prefix

# which is also suffix

# Returns length of the longest prefix

# which is also suffix and the two do

# not overlap. This function mainly is

# copy computeLPSArray() of in below post

# <https://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/>

**def** longestPrefixSuffix(s) :

    n **=** len(s)

    lps **=** [0] **\*** n   # lps[0] is always 0

    # length of the previous

    # longest prefix suffix

    l **=** 0

    # the loop calculates lps[i]

    # for i = 1 to n-1

    i **=** (n**+**1)**//**2;

**while** (i < n) :

**if** (s[i] **==** s[l]) :

            l **=** l **+** 1

            lps[i] **=** l

            i **=** i **+** 1

**else** :

            # (pat[i] != pat[len])

            # This is tricky. Consider

            # the example. AAACAAAA

            # and i = 7. The idea is

            # similar to search step.

**if** (l !**=** 0) :

                l **=** lps[l**-**1]

                # Also, note that we do

                # not increment i here

**else** :

                # if (len == 0)

                lps[i] **=** 0

                i **=** i **+** 1

    res **=** lps[n**-**1]

    # Since we are looking for

    # non overlapping parts.

**return** res;

# Driver program to test above function

s **=** "bbabbabb"

print(longestPrefixSuffix(s))

# This code is contributed

# by Nikita Tiwari.

#Corrected by Nilanshu Yadav

**Output:**

2

**Time Complexity:**O(n)

**Auxiliary Space:**O(n)

Please refer computeLPSArray() of [KMP search](https://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/) for an explanation.

**Solution using RegEx:**

1. Python3

# Python code to find length of the longest

# prefix which is also suffix

**import** re

s **=** "ABCABCABCABCABC" # Example input

**print**(len(re.findall(r'^(\w\*).\*\1$',s)[0]))

**Output:**

6

**Efficient Solution:**The idea is to traverse the suffix in reverse order and try to find a match in first half of the string (possible prefix). Here we take advantage of the property of a prefix substring – when traversed in reverse order, the prefix substring’s last character will always terminate at the string’s beginning.

Please note that we search for the prefix in the first half of the string alone because of the constraint given in the problem that the prefix and suffix are non-overlapping.

**Algorithm :**

        1. Maintain two pointers –  one which starts at the end of string(for suffix) and one which starts at the middle of string(for prefix)

        2. Keep on decrementing both the pointers provided they match and the prefix pointer is not exhausted( >0) .

        3. When a mismatch occurs, reset the suffix pointer back to end of string and repeat step 2.

        4. When prefix pointer reaches ‘-1’ (i.e. string is exhausted) the longest common suffix/prefix will be the substring from suffix pointer

            to end of the string.  Return the length of this substring.

**Implementation:**

1. Python3

# Python3 program to find length

# of the longest prefix which

# is also suffix

# Returns length of the longest prefix

# which is also suffix and the two do

# not overlap.

**def** longestPrefixSuffix(s):

    n **=** len(s)

**if** n **==** 0:

**return** 0

    # end\_suffix and end\_prefix are used to keep track of the common suffix and prefix respectively.

    # For the prefix we search only in first half of string (0-->n//2-1) since

    # suffix and prefix do not overlap.

    end\_suffix **=** n**-**1

    end\_prefix **=** n **//** 2 **-** 1

    # Traverse each character of suffix from end to start and check for a match of prefix

    # in first half of array.

**while** end\_prefix >**=** 0:

**if** s[end\_prefix] !**=** s[end\_suffix]:

**if** end\_suffix !**=** n**-**1:

                end\_suffix **=** n**-**1  # reset end\_suffix

**else**:

                end\_prefix **-=** 1

**else**:

            end\_suffix **-=** 1

            end\_prefix **-=** 1

    # The longest common suffix and prefix is s[end+1:]

**return** n**-**end\_suffix**-**1

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    s **=** "ABCABCABCABCABC"

    print(longestPrefixSuffix(s))

# This code is contributed by Reshma Koshy.

**Output**

6

**Time Complexity:**O(n)

**Auxiliary Space:**O(1)

**Count of number of given string in 2D character array**

Given a 2-Dimensional character array and a string, we need to find the given string in 2-dimensional character array, such that individual characters can be present left to right, right to left, top to down or down to top.

**Examples:**

**Input :** a ={  
 {D,D,D,G,D,D},  
 {B,B,D,E,B,S},  
 {B,S,K,E,B,K},  
 {D,D,D,D,D,E},  
 {D,D,D,D,D,E},  
 {D,D,D,D,D,G}  
 }  
 str= "GEEKS"  
**Output :**2

**Input :** a = {  
 {B,B,M,B,B,B},  
 {C,B,A,B,B,B},  
 {I,B,G,B,B,B},  
 {G,B,I,B,B,B},  
 {A,B,C,B,B,B},  
 {M,C,I,G,A,M}  
 }  
 str= "MAGIC"

**Output :**3

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

We have discussed simpler problem to [find if a word exists or not in a matrix](https://www.geeksforgeeks.org/search-a-word-in-a-2d-grid-of-characters/).

**Approach:**

1. To count all occurrences, we follow simple brute force approach.
2. Traverse through each character of the matrix and taking each character as a start of the string to be found.
3. Try to search in all the possible directions.
4. Whenever, a word is found, increase the count.
5. After traversing the matrix what ever will be the value of count will be number of times string exists in character matrix.

***Algorithm :***

* ***Step 1****– Traverse matrix character by character and take one character as string start*
* ***Step 2****– For each character find the string in all the four directions recursively*
* ***Step 3****– If a string found, we increase the count*
* ***Step 4****– When we are done with one character as start, we repeat the same process for the next character*
* ***Step 5****– Calculate the sum of count for each character*
* ***Step 6****– Final count will be the answer*

**Implementation:**

# Python code for finding count

# of string in a given 2D

# character array.

# utility function to search

# complete string from any

# given index of 2d array

**def** internalSearch(ii, needle, row, col, hay,

                    row\_max, col\_max):

    found **=** 0

**if** (row >**=** 0 **and** row <**=** row\_max **and**

        col >**=** 0 **and** col <**=** col\_max **and**

        needle[ii] **==** hay[row][col]):

        match **=** needle[ii]

        ii **+=** 1

        hay[row][col] **=** 0

**if** (ii **==** len(needle)):

            found **=** 1

**else**:

            # through Backtrack searching

            # in every directions

            found **+=** internalSearch(ii, needle, row,

                               col **+** 1, hay, row\_max, col\_max)

            found **+=** internalSearch(ii, needle, row,

                               col **-** 1, hay, row\_max, col\_max)

            found **+=** internalSearch(ii, needle, row **+** 1,

                               col, hay, row\_max, col\_max)

            found **+=** internalSearch(ii, needle, row **-** 1,

                               col, hay, row\_max, col\_max)

        hay[row][col] **=** match

**return** found

# Function to search the string in 2d array

**def** searchString(needle, row, col,strr,

                row\_count, col\_count):

    found **=** 0

**for** r **in** range(row\_count):

**for** c **in** range(col\_count):

            found **+=** internalSearch(0, needle, r, c,

                        strr, row\_count **-** 1, col\_count **-** 1)

**return** found

# Driver code

needle **=** "MAGIC"

inputt **=** ["BBABBM","CBMBBA","IBABBG",

            "GOZBBI","ABBBBC","MCIGAM"]

strr **=** [0] **\*** len(inputt)

**for** i **in** range(len(inputt)):

    strr[i] **=** list(inputt[i])

print("count: ", searchString(needle, 0, 0, strr,

                        len(strr), len(strr[0])))

# This code is contributed by SHUBHAMSINGH10

**Output**

count: 3

**Time Complexity:** **O(n\*m)^2,** where n is the row size and m is the column size.

**Auxiliary Space:** **O(n\*m)**

**Maximum length prefix of one string that occurs as subsequence in another**

Given two strings **s** and **t**. The task is to find maximum length of some prefix of the string S which occur in string t as subsequence.

**Examples :**

Input : s = "digger"  
 t = "biggerdiagram"  
Output : 3  
**dig**ger  
bigger**di**a**g**ram  
Prefix "dig" of s is longest subsequence in t.

Input : s = "geeksforgeeks"  
 t = "agbcedfeitk"  
Output : 4

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

A **simple solutions** is to consider all prefixes one by one and check if current prefix of s[] is a subsequence of t[] or not. Finally return length of the largest prefix.

An **efficient solution** is based on the fact that to find a prefix of length n, we must first find the prefix of length n – 1 and then look for s[n-1] in t. Similarly, to find a prefix of length n – 1, we must first find the prefix of length n – 2 and then look for s[n – 2] and so on.

Thus, we keep a counter which stores the current length of prefix found. We initialize it with 0 and begin with the first letter of s and keep iterating over t to find the occurrence of the first letter. As soon as we encounter the first letter of s we update the counter and look for second letter. We keep updating the counter and looking for next letter, until either the string s is found or there are no more letters in t.

Below is the implementation of this approach:

# Python 3 program to find maximum

# length prefix of one string occur

# as subsequence in another string.

# Return the maximum length

# prefix which is subsequence.

**def** maxPrefix(s, t) :

    count **=** 0

    # Iterating string T.

**for** i **in** range(0,len(t)) :

        # If end of string S.

**if** (count **==** len(s)) :

**break**

        # If character match,

        # increment counter.

**if** (t[i] **==** s[count]) :

            count **=** count **+** 1

**return** count

# Driver Code

S **=** "digger"

T **=** "biggerdiagram"

print(maxPrefix(S, T))

# This code is contributed

# by Nikita Tiwari.

**Output**

3

**Time complexity:** O(n)

**Space complexity:** O(1)

**Wildcard Pattern Matching**

Given a text and a wildcard pattern, implement wildcard pattern matching algorithm that finds if wildcard pattern is matched with text. The matching should cover the entire text (not partial text). The wildcard pattern can include the characters ‘?’ and ‘\*’

* ‘?’ – matches any single character
* ‘\*’ – Matches any sequence of characters (including the empty sequence)

For example:

Text = "baaabab",  
Pattern = “\*\*\*\*\*ba\*\*\*\*\*ab", output : true  
Pattern = "baaa?ab", output : true  
Pattern = "ba\*a?", output : true  
Pattern = "a\*ab", output : false

![wildcard-pattern-matching](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZMAAAGuCAYAAABV+OsSAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACmmSURBVHhe7d0/6DTJnd/xCRUK/IfNLDmSA+NNDMtEciAFDoxSJUJKJjyUHLcnMAoEJ7AxGhQYgQJdZAUSEofFKNhAt1wgwUlIFyyLGMRjOCRhoz9wGCtsd/V0VVdXf6u6uqq7pqfr/YJi9zczNd1dXfX9TPc8z/M7/f73v29oNBqNRstppwYAgEyECQAgG2ECAMhGmAAAshEmAIBshAkAIBthgur88f/+uvnNHz54SlPbrs0//b//I47FM5raF2yDMEF13v/gG8033/vsU5radm1+9qvvimPxjKb2BdsgTFAdwqQswqQOhAmqY4eJKi4lmt5e7WGijt8dm62be76xDcIE1bGLSyl6e7WHifreojS1Tb19wmQ7hAmqQ5iURZjUgTBBdQiTsgiTOhAmqI43TO7X5nw6NafTpbn1D61Fb2/3YbLBGKwWJon7RpiUcegwuV3UxDs313v/ANAiTAIIEyRqw+TWXLoTFGqvWJD1cREmGCNMAggTJCJMUB3CJIAwQaLJba779dyerPaEXdZeTqURJpARJgGECRKlhYk+qf1rTB/dpL5On+Z2Gfc5X5tJzZ+ZPI/vRE6N2Zz7noEWOjwc22yY6LkYM0c1M1fHTc8zvb3sMJnZjmhJn5wx8AiGSYF9I0zKyAuT86W5nK2TaTe3vzURrn0ITJo7GcxEI0ywnpgwiZ6jrcmHKbe1k01vLydMYrbjWtwncQxCfGFSat8IkzLywkQ6gaagO7eXQn2s50abNY9HhsnItre5ZheCbqFxxFPMholuMXO01c0FoYgNc+RstpcdJjPbcef64j6JYxASDJMC+0aYlJEfJpPX3Ztrf7UyeirYx7Nd04cwwXqiwiR2jgYNa0FvLydM/DxrLmjFdTrDFyZ+6+4bYVJGZpgsKPIzfczz4qeN/YUJXtd8mCyYo0GvHCZrjcEWYbJs3wiTMvYXJvbzKdsxCBPIssNEet48Jze9vewwmdmOuBaW9MkZA49gmBTYN8KkDK5MEplxmmuhccRTrH1loudhqOnt5YRJzHbc6ba4T+IYhPjCpNS+ESZl7CdM9Bf3hAk2lhwmwTl6as6Tibbiba7I7chrLqXPgjGYIYZJwX0jTMrYTZjoPqOJFehjF3N5V7nNBVlqmEhz1MxDsbiuFyax27HXQkqflDGYI4VJyX0jTMrYRZjo10+fGyaVuID7Ju/q0FeesKhVSph452jkH4XX20u+MonczmgtpPRJWqdh4pVJwX0jTMpow0R/gg813wmXJ1U4THzN2UbPDY6hXZpr/5wcJi0zYafN2weHNx8mvibN0Zj1s8Z3JnHbGc/rhD6J6zREDJOC+0aYlLGPMJmp7JNA6V+vHw9292x3ZpM4MG+YKL55Gpwwwhrqr4b1HNXbSw8TZX47091M6JM0Bn5ymChl9o0wKWNym2szZhIsu0QG1hYMk43o7eWFyWvyh0kZhEkZhAmqQ5iURZjUgTBBdQiTsgiTOhAmqA5hUhZhUgfCBNUhTMoiTOpQLkyAnSBMyiJM6kCYoDqESVmESR0IE1SHMCmLMKkDYYLqECZlESZ1IExQHcKkLMKkDoQJqkOYlEWY1IEwQXUIk7IIkzoQJqgOYVIWYVIHwgTVIUzKIkzqQJigOoRJWYRJHQgTVIcwKYswqQNhguoQJmURJnUgTFAdwqQswqQOhAlk/b/yvOg3tb5IH2+Y9K/Z4l+21tsTw+RFxi2a02e1MOnfd+n5IUzKeEqYPH5HvPzL/31S+iBDt3AXjveL9NlnmBxzrBXCpA6n4QRJbeEkinJrLovfO6UPllKBfTYDrMZ8GO/79dychI+nr9hnD2FSy1gr7/2P/2iOnzA5rpkw6dv52uhpkk9NNPW+w2Sbl9IHy+gxVk0tVvWz/q/9uO01+3z1z98xxWXUp1iYrHs8e+/znz73b83xEybHZYXJ9ASpTxuPCWJ/6silJx5hslf2ee+a8EnU9Up9vvDN/2yKy0ixMBkcfaxVH25z1SEYJkp3Wauel65OTN9xm8y522XyGl8zfVP6OCYTOzAJH68dwsocd98m29DH3j/hvj5m4e2VeywxHyReqc9ffOe/mOIyos+pnuvuHAxdoc+sBb09N0yOPtaqTzBMYmuIknh+CJMyZsNkOGHj591JM2n2bCgeJvZl97RJE1UHz+V2b67naZ/Hc/2LFTOxL83F8/rXChR7zFSoqp/1f/Xj7hx5zT6zt7naonSdfBDpm1CwYtaC3t70Nlf+8ey9j+8216IaoiSeH8KkjLwwCS4sNZn6B0f0xPM9L1nWx1yROPs37Nv0WKXLc018PzNuwnNmzJYco2x2wem2QnCp4zSfPrvjG/a/2w9hG6/YRxV0XVxGutdYY+o53+6muu3PrAW9PX1lUstYK74v4Lv3mhk3/R6d7n37c6Na5PkhTMqYDRM1SboTJ0wg2fDJXu6ycZjo4xEmqaInqpn4PXOcwnPiGNkTe3Kgc2MQb1hYMy13Q67u+Jaco9aL9IkKE2E8zbmIHuthHujtube5Oi8ybtGcPsHbXCLP+uned/n5IUzKiPwCfslkem6Y+MLC0FcNzs7pY5X76e1LYRIOYXkMXkB/fIv2/0X6zIeJfE7N854PKlNLwuSYY62sHybLzg9hUoYVJv7mnUgzfeV+24aJfYURbM7OhcNEMDOxXz5MDiw7TKTnZ9aC3p4YJgcXDJMlNSTx/BAmZYTDJFAJY4o2YZIfJk+7zXVga1+ZxMw5vT3CZAiTxTUk8fwQJmXMfwEvMX2k4rvz21wehEk9ksNE3yK1i1XkWtDbI0z6MEmpISnnp0WYlJEUJqbAOSft4blh4ptQc/YaJlhfaphIcyR2LejtESaPMEmqIQnnRyFMyki7MvH90VfzXo8mF9JhosQX/CV95l6rgmkaSoRJPVLCRJ/PyXORa0FvjzDpr0xSakjK+WkRJmWkhUn7yseVQrh5C6mZSBv1cSbktBEmNZsPE1+bzpvYtaC3R5jo70wSakjS+SFMSkkME0WYDP2VgL6EDRZSz8RYs8/wacVu4eJPmByfN0wUX8EKnsj5taC3R5gMX8An1ZCE80OYlMEvx0J1gmGyEb09wsQOkzIIkzIIE1SHMCmLMKkDYYLqECZlESZ1IExQHcKkLMKkDoQJqkOYlEWY1IEwQXUIk7IIkzoQJqgOYVIWYVIHwgTVIUzKIkzqQJigOoRJWYRJHQgTVMcOk9Kt9jB5diNMtkOYoDqESVmESR0IE1Tnzf/++66oPKOpbddG3WaSxuIZ7Rm32WpBmAAAshEmAIBshAkAIBthAgDIRpgAALIRJgCAbIQJACAbYQIAyPaUMLldTs3pdG6u9/6BHdnzvqU42vEA2KdRmDwKz7hdbv2Tq7k1l+6991jg9rxvKY52PAD26hEm92tz7sNDbKsmCmFSDmECoIw2THTBmYbG/Xp+PN6282rViDAphzABUMbJBIbv6uN2eTx/urSlqWeuZKzHLPp2mXlL8x7zbbQbejv6Qfd9ztdmUiNL7dsK9L6sF9StjONxv1+xP0xIr1881g79/NDk9wGwf6f5T6735np+LHZTFEqHSRsa10nh6ZsbKK8SJmY/VVvxyiE7TNTjwzl3m3h+FoeJdTUstFXHGUARp1Ax0HRRMJ+gk4uIsuDWy6jgts0ODuu5dQqcUvC20OjYttresuPRY2OaNUjmOfEcLBtr8b1aw5VQeD4C2J927U4XtUsv8qeGifBm4i26VwmTlt6XVW9zjaSHyWSfpHFNGWvdxzPnJnMNwEto1227sOXKajw/TOTtiIWp1L69hLQwkQu5fq+8MJkNC32bbmZOAtiXdt22C3f3VyYzYZJZ4AaEyeg8z0kYa/3YbCNMgJfy+M5kJkwmRWFvYcKViQdhAqCMiD/NJRSkvYSJviVCmHjsL0z4TgQ4ppP5pOj5JKgXf2zBNq9v29ZhIha/Uvu2gsXFe7HnhYl3rKUPAABe3mkoCG1zKqy/+A5/D8EuPPbrp3006+8wzBWUQLEyITh5rtC+5bLHfbPwWnY8y8MtZazn9kkFYJkwB7Ce7t/mche/26Ti4u9zaa79c3LBbgX+Yt2oz6jgSk0uOkX2LVeRMGktOJ6UK6WksU48rwD2y/pXg/UtEbvJt5e0SSHpq4Z+PFh8PQVl1CdUdIJvXmDfVrD9ba5e5PGk7k/qWA9Xl3YLzzkA+zT6J+h3xxRBCgwA7BlhAgDIRpgAALIRJgCAbIQJACDbvsMEAPASCBMAQDbCBACQjTABAGQjTAAA2QgTAEA2wgQAkI0wAQBkI0wAANkIEwBANsIEAJCNMAEAZCNMAADZCBMAQDbCBACQjTABAGQjTAAA2QgTAEA2wgQAkI0wAQBkI0wAANkIEwBANsIEAJCNMAEAZCNMAADZCBMAQDbCBFV6++23m9PpRKONmpoXSEOYoEqqcAAu5kU6Rg5VomhAwrxIx8ihShQNSJgX6Rg5VImiAQnzIh0jhypRNCBhXqRj5FAligYkzIt0jByqFFc0bs2lfd3pcut/bt2vzfl8be79j0/n25/bpT3GS3sEWIIwScfIoUrxYXJui/W5uepqXTRM7s3V3rZk0/2J2L5XTt/nIUzSMXKoUnyYtJ/u1ad8XbDd4t1dAfR/6c0t6t1rL83lbD1vXu8ElH6Ptj0uhFQxHh7TV0f363n8WL8/10v/mLSf0n6ox91ttG24CIvcvn5Md1THd2n3R+j7CtT+Ig0jhyrFFY0+TPrC2tVEt0hbt5JubUE/2x/Fu+edcOj7jgqwzX7/ro8bOs6tK2Eb8n4Kr+kKf/9u9v8bwvat16jjHd5Tve5xJfd4vdP3RRAm6Rg5VGlZmKj/bYutKs52kW4fm4SHCYKW8/NQfLsfRsVbPdd9ilfN9HEKsrs9xdmGCqnuNfbjvtfY++Dsz8N0+2Yf+2b2p39u2D/CpDaMHKoUVzSsMOmKYxsG16Ewm6KspYaJ/f+jPuOCPNme4gsK+/HQa/pQGN12MyK2r+mgMQdImNSGkUOVlodJSxdMu0jP3eayinhUmKj/N32cguxsrxMKCns/hdeo/5r9EUVsv6PHidtcNWPkUKWkMOkKpBUm6pG2IHcBY4eM5hRx/20utR39Hm2hl96/f+1oe+qxjDDp9kG/l2rWa7Tg9vvgGIWoFYZu31eg9hdpGDlUiaLxCIGhzr/mlcTamBfpGDlUiaLR6m5b6auM17qC2ArzIh0jhypRNCBhXqRj5FAligYkzIt0jByqRNGAhHmRjpFDlSgakDAv0jFyqBJFAxLmRTpGDlWiaEDCvEjHyKFKFA1ImBfpGDlUiaIBCfMiHSOHKlE0IGFepGPkUCWKBiTMi3SMHKpE0YCEeZGOkUOVKBqQMC/SMXKo0kc/+tGucNBodlPzAmkIE8DjYx/7WPPmzZv+JwAhhAngoT6p/ulPf+p/AhBCmACC3/72t81bb73V/wRgDmECCH784x8377zzTv8TgDmECSD49re/3XzmM5/pfwIwhzABBF/96lebL37xi/1PAOYQJoBABcnXvva1/icAcwgTQKBucX3/+9/vfwIwhzABBG+//Xb3JTyAOIQJIFB/LFj98WAAcQgTwKH+ouJHPvKR/icAMQgTwPHhhx92/5QKgHiECeD44Q9/2Hzyk5/sfwIQgzABHN/61reaz3/+8/1PAGIQJoDjy1/+ctcAxCNMAIe6KlFXJwDiESaAQ31for43ARCPMAEcn/jEJ7o/0QUgHmECONTfMeGXYgHLECaARf2td34POLAcYQJY1L/Hpf5dLgDLECaARf1LwfxSLGA5wgSwqN9hwi/FApYjTACLChL1WxYBLEOY4LDe/+AbzTff++yi9u//w79qLl86i8/Ftlr85g8fiMdfsv3y13/b7w2ejTDBYaWEyb/+N/+8+cuvf0p8LrbVgjCBjTDBYdlh8rNffTeq/bN/8dHmf77/38XnQu17P3nXbKsWdpi89w//TRyXLZp9XgmT/SBMcFh20Ymh/qLi6ZS2JJZu6wjsMClZ1J+1XYQRJjispQX+zZs3yb8UizAhTGpHmOCwlhb4H/3oR8t/Kdb92pzbq5kv/PnnFm1rt/rjOZ0uza1/yCerqC/Yjosw2adDh8ntoibrubne+wdQlaVhkvRLsQiTrhEmaMPk1ly6kxpqr1iQ9XERJrWKCZM//vGPXVPUL8R69913u/+PRph0jTABYYLDigkT9aW7+leC1TxX/1XfmairE/UXF6P+5WDCpGuECSa3ue7Xc7ewTpelp3hvCJPaxd7mUuEx/vB0iv+1vYRJ1wgTpIWJngj9a0wf3aS+Tp/mdhn3OV+bSc2fmXCP70ROjdmc+56BFjo8HENsmKjfqmjPDfWvBkf/PpN+jn7hv/6Z2Zb9XuK81sz8Hrfg3Ny6j36t3u/AOp0U9Y224yJM9ikvTM6X5nK2JoDd3P7W5Ln2ITBp7gQyk5MwwXJLvoB/6623zNxQ/wx9tH6OesNENaEwTj6AuU2YoEX6LFindlH/u7/+lPxa3TK24yJM9ikvTKSTbgq6c3sp1Md6brRZ83hkmIxse5trdpHqFhpHbGpJmKh/4FGdr/Qv4N8x25qd161u/gjFcphX03lbpM+CdToJk4224yJM9ik/TCavuzfX/mpl9FSwj2e7pg9hguWWhMnPf/7z7ne/L/51vf0ctcPEFrWeRjzrJ2jFPgvWaVxRX7Ee9AiTfcoMkwVFfqaPeV78hLK/MMH+LQkT5cMPP+z/b4F+jnq/gJfmddBewmR+nf79KmGyoB70CJN92l+Y2M+nbMcgTGq3NEyS9HN0NkykOWyek5s4r7fuE9pfxXr++25R32g77vOEyT5xZZLIjNNcC40jNrWrMHE+Yeu5G2ru1CnSZ8E6ta9MvvNXH5+8r9tSt8OVyWvYT5joL+4JE6xkF2ESnNen5jyZnPPfMZTpM79O7TD53KcfYbLFdtx3JEz2aTdhovuMJmOgj13M5V3lNlft9hAm0rw2c1colO2zYvEt1UcfT8w6tYv6WYXJRttxESb7tIsw0a+fPjdMRHEx9k3e1aGvPMlxdM8OE++8jvzj86N5XarPgnU6CZONtuMiTPapDRP9CT7UfJNEPtnhMPE1Zxs9NziGdmmu/XOj7djMYpo2bx8cRtkwGf5o8HiuSfM6Zs25c7RQnwXr1C7qX+pvc4Va6nZchMk+7SNMxitgYhIo/ev148Hunu3ObBIHUCRMlHaO/YUUJsFJJqy7/graP68L9fGtVeeF46L+9c224yJM9mlym2szZuLIAQSsrViYtEpuay+eVdQJk30iTHBYhMm2CBPYCBMcFmGyLcIENsIEh7V5gW/nsyZuy3q+c7Cff/Pv/qU55q6or/z+k597hMk+yWdrC4QJCitytdAXvPfdf+hRF8ID/3dU1D/9cfP4pv9tESb7NJwh4GCK3XpqC91oW1bh6xz0Z29RX+n9DednwmSfnLMGHEexMGmV3NZePKuoEyb7RJjgsAiTbREmsBEmOCzCZFuECWyECQ6LMNkWYQIbYYLDIky2RZjARpjgsAiTbREmsBEmOCzCZFuECWyECQ6LMNkWYQIbYYLDIky2RZjARpjgsAiTbREmsBEmOCzCZFuECWyECQ6LMNkWYQIbYYLDepkw6f9F7ZnfVrs7WUU9418RJ0z26Slh8vgd8c7vlZ+R0gd1e60web25TZjAdhpOqtS2mOC35rL4vVP6oHZ7DhP14ehsJrOa38Pcvl/PzekFLlMIE9hmwqRv52uzXg0nTFDGfsNEz2fVVDFVP+v/2o/vG2ECmxUm05P6uLX0aMOnqFyECcrY85WJZq+xrr3QFyeECWzBMFG6S271vHR14rmqmayH22XyGl8zfVP6OCYLNTBx3e9kzHH3bbINfez9E+7rX6koHFVymMTOa0vqttx5s96Htu1NivqScdOv1XXFXe+BuyGEyT7NhslwksfPT4qn2+wZVDxM7NsF0yZNbh08l9u9uZ6nfR7P9S9WzGK4NBfP6wmU50op8IvmtWXZtuz5qT7AqJ/1f/Xjyz+xl2YX9b/760/1++1p7rhZYXKdfOjrmydQCJN9ygsT4WQPi9F3SyrlltWyPuaKxNm/Yd+mxxq63SC+nxk34TkzZkuOUTZb3HQjuCaSwyRhXi/dlppT5iqkm0vD+3bbeoHzOQmTJeMWWj/Wc9IwECb7NBsmppBGT+7hk73cZeMw0ccjTGxFT273doIdJpNbDdIY2YthcqBzYxBvWIwzLXdDB5R660kWPqdZ2+rm0pL1sA9xRd0zbsH1Y8174TnCZJ8iv4BfMtGfGya+sDD0VYOzc/pY5X56+1KYhENYHgOU8Fph8npzZZ0wkdePeV74UEiY7JMVJv7mneQzfeV+24aJfYURbM7OhcNEMLMYCJPnSy7wCfN63eB6DZOivmTcZtZP6HnCZJ/CYRKohDFFW+5OmCzBba50KQU+dV7XHibf+auPi2Nlt9G4xYYJVyYvY/4LeIkVQNPiu/PbXB6EyfEsLvAZ87r2MPncpx9hEj1uc3VH344mTF5GUpiYAid+yf3cMAlNwpC9hgnSLS3wOfO69jA5qzBZMm6R60daj4TJPqVdmfj+6Kt5r0eTC+kwueIL/pI+c69VwTQNJcLkeBYX+Ix5TZioK5MF4xZYP3rt+NYWYbJPaWHSFWR9wv3NW0jNot2ojzOJp40wqcHyAp8+r2sPky/1t7lCbTRuCWtUI0z2KTFMFGHh9VcC+nZBsJB6JtOafYZPOHYLF3/C5DjSCnzavK49TH75668vHzdfoMwsGsJkn/jlWDiskgWeMClX1AmTfSJMcFiEybYIE9gIExwWYbItwgQ2wgSHRZhsizCBjTDBYREm2yJMYCNMcFiEybYIE9gIExwWYbItwgQ2wgSHRZhsizCBjTDBYREm2yJMYCNMcFiEybYIE9gIExyWXeBLtlrYRf1ZjTDZD8IEh0WYbIswgY0wwWH94s3fND/46VeKt1r87p/+l3j8Jds//u4X/d7g2QgTAEA2wgQAkI0wweHo34sBoBxWHA6HMAHKY8XhcAgToDxWHA6HMAHKY8VVQ/jd5m3L/R31S37Pfil6PwCU85QV9yhA5+Z67x/YkT3vW7LbxRRYtxEmANYwWnFSYcgtNlP6E/IeC/ae9y2VdUWy/skcu1+bc7ctwgSozWPFmSLgaasWIcKkKH1uz9dm80MiTIBqtSvO/8n1fj2bhXlerboSJkXpW1yECYANnUxg+K4+zP12q0DMFA19u8y8ZeCevdtGu6G3ox9030cqkKX2bQV6X9YLasHSMDHjN25Rx74wTFJuq077TLelnwNQzmn+k/i9uZ4fi9Ms9NJh0hbCq1B4uuYWyVcJk1HRXvNKyLrSnGvO2NlXomKbG4DoMAnvo7yZ+D76MQDlnGIW/+QT9NKCPbLgVtKo4LbNLn7Wc6PtlNq3XKNj21GYuOHcGkJmZj9nxl4LXQ2r8yOdG33e/AE4bPPxM2EClNSuuekCdekF+9QwEd5MLEqvEiYtvS+7us0lEq5OJZFhEj4HAv2+nmNw52d3vG0DUE675tqFN7Oqnx8mnuIkFZlS+/Yqdhgmw9VEXJBO5p9LH2O/c/q9AZTTrrl24e3+ymQmTOznCZOxpWFixk9ua4SJos9DzHtLrxUbYQI8zeM7k5lCMynApQr2XHHSz3Nl4rcgTGKKtq/gdxaEycNwxTO06dgTJsD+RfxpLqHA7iVMpEJJmIzFhokZN+l20rq3uWR2sIz7z97mcjzegzABSjqZT32eKmHub0cWbPt++NZhovd9VGRK7dsKxP1fW2SYiOfZKBEmimf8F96q617bNgDlnIYC0DanUviL71Bc7EJov37aR7M+gUZ/Wp4WJxOCk+cK7Vsue9y3DK/YQqxf5+7LaD/XCJPHGIvvY/bBf07l41AhNOy33lcA5XQrzi20bpM+Ofv7XJpr/5y38JiiMW2jPk4hmza5CBfZt1x7C5OuIA/H6mvjMYjrM54/VjB4mjjOC+aCfgxAOdaKkwpD+HbFpGj3VUA/Hiy+nuIw6hMqIME3L7BvK9jTba4HYQ70/eRxSwkTxRMoEfs4XJHabTxP9eMAytn3ijNFPRxqgI0wAcojTHA4hAlQHmGCwyFMgPIIExwOYQKUR5jgcAgToDxWHA6HMAHKY8UBALIRJgCAbIQJACAbYQIAyEaYAACyESYAgGyECQAgG2ECAMhGmAAAshEmAIBshAkAIBthAgDIRpgAALIRJgCAbIQJACAbYQIAyEaYAACyESYAgGyECQAgG2ECAMhGmAAAshEmAIBshAkAIBthAgDIRpgAALIRJgCAbIQJACAbYQIAyEaYAACyESYAgGyECQAgG2ECAMhGmAAAshEmAIBshAkAIBthAgDIRpgAALIRJgCAbIQJACAbYQIAyEaYAACyESYAgGyECQAgG2GC6vzizd80P/jpV3bZ/vF3v+j38jh++eu/FY/1GU3tC7ZBmKA673/wjeab7312l+2Ixe5nv/queKzPaGpfsA3CBNWxw0T69Fq6fe8n75r9OXqYqGOVxmDLZo8vYbIdwgTVscNkD37zhw/M/hw9TNSxlmaPL2GyHcIE1SFMyiJM6kCYoDreMLlfm/Pp1JxOl+bWP1TCrsJkgzFYLUwS940wKePQYXK7qIl3bq73/gGgRZgEECZI1IbJrbl0JyjUXrEg6+MiTDBGmAQQJkhEmKA6hEkAYYJEk9tc9+u5PVntCbuUXE5bIEwgI0wCCBMkSgsTfVL715g+ukl9nT7N7TLuc742k5o/M3ke34mcGrM59z0DLXR4OLbZMNFzMWaOamaujlvMPFsUJinbWdInZww8gmFSYN8IkzLywuR8aS5n62Taze1vTYRrHwKT5k4GM9EIE6wnJkyi52hr8mHKbTOTLTZMUrazuE/iGIT4wqTUvhEmZeSFiXQCTUF3bi+F+ljPjTZrHo8Mk5Ftb3PNLgTdQuOIp5i/zdW3mDna6uaCUMSGORKeg4vCZOF2FvdJHIOQYJgU2DfCpIz8MJm87t5c+6uV0VPBPp7tmj6ECdYTFSaxczTIsxYcsWHiF7edsRXX6QxfmPitu2+ESRmZYbKgyM/0Mc+Lnzb2FyZ4XclfwEtzNOiVw2StMdgiTJbtG2FSxv7CxH4+ZTsGYQJZdphIz5vn5BZaTovCJGU7S/rkjIFHMEwK7BthUgZXJonMOM210DjiKda+MtHzMNRC0yA2TFK2s7hP4hiE+MKk1L4RJmXsJ0z0F/eECTaWHCbBOXpqzpOJtuJtrpTtZPVZMAYzxDApuG+ESRm7CRPdZzSxAn3sYi7vKre5IEsNE2mOmnkoFtf1wiRlO0n7lrJOZ0hhUnLfCJMydhEm+vXT54ZJJS7gvsm7OvSVJyxqlRIm3jka+UfhQ8spJkyStpPSJ2mdholXJgX3jTApow0T/Qk+1HwnXJ5U4TDxNWcbPTc4hnZprv1z3oVqJuy0efvg8ObDxNekORqzfsLzLSpMkraT0CdxnYaIYVJw3wiTMvYRJqGV1poESv96/Xiwu2e7M5vEgXnDRPHN0+CEEdZQfzUcM0fjwkRJ2U5Cn6Qx8JPDRCmzb4RJGZPbXJsxk2DZJTKwtmCYPEF8mLwmf5iUQZiUQZigOoRJWYRJHQgTVIcwKYswqQNhguoQJmURJnUgTFAdwqQswqQO5cIE2AnCpCzCpA6ECapDmJRFmNSBMEF1CJOyCJM6ECaoDmFSFmFSB8IE1SFMyiJM6kCYoDqESVmESR0IE1SHMCmLMKkDYYLqECZlESZ1IExQHcKkLMKkDoQJqkOYlEWY1IEwQXUIk7IIkzoQJqgOYVIWYVIHwgTVIUzKIkzqQJigOoRJWYRJHQgTVMcbJk/6NQnFwqQ/vsRf5Z5s7TDRvx/+0ebPFWFSxlPC5HZRk+DcXO/9AxFS+gCSusOk/BraNkz6dr42vsMiTMo4DQtIaltMvFtzWfzeKX0AWU1hoj6Enc2iUetoWENdUS5wmbJ2mNhGweI5FsKkjJkw6Vsg9ZcjTPBc9YSJXjf6mNTP+r/249vaMkw6Vg2T8oQwKcMKk+mketxaerTh000uwgTPVeNtLnstd63gFyebh0nLXKEIx0WYlBEME8WcJOnqxPpEYLfJ+bxdJq/xNdM3pY9jsoACRcL9Tsa9LzvZhj72/gn39SUXK5aZDRM91905GLpCj10LghJh4s7P9T4czguGSca4jehzJZwjwqSM2TAZFtT4+UnxdJs9G4qHiX0ZP23SRNXBc7ndm+t52ufxXP9ixRSeS3PxvJ5A2aeYMLlOPoj0TShWi9aCYLswsdeB+qCkftb/1Y9vfxXmC5PccbOZ9yJMniYvTIILy3dLKuWW1bI+5orE2b9h36bHGroNIL6f+4nKfs6M2ZJjlM0uON0Irmjzt7n65jnf7lCnr4WH7cLkMXfNVUh3DMO+dPtXYN4EwyRj3AZWOArHQ5iUMRsmppBGT7rhk73cZeMw0ccjTFJFT1T3Mt8Ok8ktAGmMrOIyHZu5MYg3LKyZlruhikSFiTCe5lxEj3XcPNgyTEa641uy7tbhCxO/iHGzz5Vp8rERJmVEfgG/ZAI+N0x8YWHoqwZn5/Sxyv309qUwCYdwdN1BMclfwOvnPR9UpvYYJuXnZJEwCZwTwqQMK0z8LfqEOk3ut22Y2FcYwebsXDhMBObYCZNXkx0m0vNJa+GhWJg8STBMUsdN94sIdsKkjHCYBFZATNGWuxMmS3Cba31rX5mkr4WHWsMka9z0uYiY94RJGfNfwEtMH6n47vw2lwdhUo/kMNG3SO0wyVoLD1WGyQrjFoswKSMpTEyBEy8xnxsm4oKPsNcwwfpSw0SaI3lr4aHGMFlj3GIRJmWkXZn4/uir9WnDPxGGiRJf8Jf0mXutCqZpKBEm9UgJE30+J89lrYWHGsMkd9zCYTRGmJSRFiZdQR5OuK95F5CZSBv1cSbktBEmNZsPE1+bzpvstdCqMkyyxs36wOh9zYAwKSMxTBRhMvSfEvSnhuBJ9izcNfsMnybtFi7+hMnxecNE8QVK8ETmrYU6w0RJHzeuTPaHX46F6gTD5AnqDZMyCJMyCBNUhzApizCpA2GC6hAmZREmdSBMUB3CpCzCpA6ECapDmJRFmNSBMEF1CJOyCJM6ECaoDmFSFmFSB8IE1SFMyiJM6kCYoDqESVmESR0IE1THDpMf/PQrT2/f+8m7Zn+OHibqWKUx2LLZ40uYbIcwQXXsMNlbO3qYPLsRJtshTFAdwqQswqQOhAkAIBthAgDIRpgAALIRJgCAbIQJACAbYQIAyEaYAACyESYAgGxPCZPb5dScTufmeu8f2JE971uKox0PgH0ahcmj8Izb5dY/uZpbc+nee48Fbs/7luJoxwNgrx5hcr825z48xLZqohAm5RAmAMpow0QXnGlo3K/nx+NtO69WjQiTcggTAGWcTGD4rj5ul8fzp0tbmnrmSsZ6zKJvl5m3NO8x30a7obejH3Tf53xtJjWy1L6tQO/LekHdyjge9/sV+8OE9PrFY+3Qzw9Nfh8A+3ea/+R6b67nx2I3RaF0mLShcZ0Unr65gfIqYWL2U7UVrxyyw0Q9Ppxzt4nnZ3GYWFfDQlt1nAEUcQoVA00XBfMJOrmIKAtuvYwKbtvs4LCeW6fAKQVvC42ObavtLTsePTamWYNknhPPwbKxFt+rNVwJhecjgP1p1+50Ubv0In9qmAhvJt6ie5Uwael9WfU210h6mEz2SRrXlLHWfTxzbjLXALyEdt22C1uurMbzw0TejliYSu3bS0gLE7mQ6/fKC5PZsNC36WbmJIB9addtu3B3f2UyEyaZBW5AmIzO85yEsdaPzTbCBHgpj+9MZsJkUhT2FiZcmXgQJgDKiPjTXEJB2kuY6FsihInH/sKE70SAYzqZT4qeT4J68ccWbPP6tm0dJmLxK7VvK1hcvBd7Xph4x1r6AADg5Z2GgtA2p8L6i+/w9xDswmO/ftpHs/4Ow1xBCRQrE4KT5wrtWy573DcLr2XHszzcUsZ6bp9UAJYJcwDr6f5tLnfxu00qLv4+l+baPycX7FbgL9aN+owKrtTkolNk33IVCZPWguNJuVJKGuvE8wpgv6x/NVjfErGbfHtJmxSSvmrox4PF11NQRn1CRSf45gX2bQXb3+bqRR5P6v6kjvVwdWm38JwDsE+jf4J+d0wRpMAAwJ4RJgCAbIQJACAbYQIAyEaYAACy7TtMAAAvgTABAGRqmv8PI1/R/dG4EpsAAAAASUVORK5CYII=)

Each occurrence of ‘?’ character in wildcard pattern can be replaced with any other character and each occurrence of ‘\*’ with a sequence of characters such that the wildcard pattern becomes identical to the input string after replacement.

Let’s consider any character in the pattern.

**Case 1: The character is ‘\*’** . Here two cases arises as follows:

1. We can ignore ‘\*’ character and move to next character in the Pattern.
2. ‘\*’ character matches with one or more characters in Text. Here we will move to next character in the string.

**Case 2: The character is ‘?’**

We can ignore current character in Text and move to next character in the Pattern and Text.

**Case 3: The character is not a wildcard character**

If current character in Text matches with current character in Pattern, we move to next character in the Pattern and Text. If they do not match, wildcard pattern and Text do not match.

We can use Dynamic Programming to solve this problem:

Let **T[i][j]** is true if first i characters in given string matches the first j characters of pattern.

**DP Initialization:**

// both text and pattern are null  
T[0][0] = true;

// pattern is null  
T[i][0] = false;

// text is null  
T[0][j] = T[0][j - 1] if pattern[j – 1] is '\*'

**DP relation:**

// If current characters match, result is same as   
// result for lengths minus one. Characters match  
// in two cases:  
// a) If pattern character is '?' then it matches   
// with any character of text.   
// b) If current characters in both match  
if ( pattern[j – 1] == ‘?’) ||   
 (pattern[j – 1] == text[i - 1])  
 T[i][j] = T[i-1][j-1]   
   
// If we encounter ‘\*’, two choices are possible-  
// a) We ignore ‘\*’ character and move to next   
// character in the pattern, i.e., ‘\*’   
// indicates an empty sequence.  
// b) '\*' character matches with ith character in  
// input   
else if (pattern[j – 1] == ‘\*’)  
 T[i][j] = T[i][j-1] || T[i-1][j]

else // if (pattern[j – 1] != text[i - 1])  
 T[i][j] = false

**Implementation:**

Below is the implementation of the above dynamic programming approach.

# Python program to implement wildcard

# pattern matching algorithm

# Function that matches input strr with

# given wildcard pattern

**def** strrmatch(strr, pattern, n, m):

    # empty pattern can only match with

    # empty string

**if** (m **==** 0):

**return** (n **==** 0)

    # lookup table for storing results of

    # subproblems

    lookup **=** [[False **for** i **in** range(m **+** 1)] **for** j **in** range(n **+** 1)]

    # empty pattern can match with empty string

    lookup[0][0] **=** True

    # Only '\*' can match with empty string

**for** j **in** range(1, m **+** 1):

**if** (pattern[j **-** 1] **==** '\*'):

            lookup[0][j] **=** lookup[0][j **-** 1]

    # fill the table in bottom-up fashion

**for** i **in** range(1, n **+** 1):

**for** j **in** range(1, m **+** 1):

            # Two cases if we see a '\*'

            # a) We ignore ‘\*’ character and move

            # to next character in the pattern,

            # i.e., ‘\*’ indicates an empty sequence.

            # b) '\*' character matches with ith

            # character in input

**if** (pattern[j **-** 1] **==** '\*'):

                lookup[i][j] **=** lookup[i][j **-** 1] **or** lookup[i **-** 1][j]

            # Current characters are considered as

            # matching in two cases

            # (a) current character of pattern is '?'

            # (b) characters actually match

**else if** (pattern[j **-** 1] **==** '?' **or** strr[i **-** 1] **==** pattern[j **-** 1]):

                lookup[i][j] **=** lookup[i **-** 1][j **-** 1]

            # If characters don't match

**else**:

                lookup[i][j] **=** False

**return** lookup[n][m]

# Driver code

strr **=** "baaabab"

pattern **=** "\*\*\*\*\*ba\*\*\*\*\*ab"

# char pattern[] = "ba\*\*\*\*\*ab"

# char pattern[] = "ba\*ab"

# char pattern[] = "a\*ab"

# char pattern[] = "a\*\*\*\*\*ab"

# char pattern[] = "\*a\*\*\*\*\*ab"

# char pattern[] = "ba\*ab\*\*\*\*"

# char pattern[] = "\*\*\*\*"

# char pattern[] = "\*"

# char pattern[] = "aa?ab"

# char pattern[] = "b\*b"

# char pattern[] = "a\*a"

# char pattern[] = "baaabab"

# char pattern[] = "?baaabab"

# char pattern[] = "\*baaaba\*"

**if** (strrmatch(strr, pattern, len(strr), len(pattern))):

**print**("Yes")

**else**:

**print**("No")

# This code is contributed by shubhamsingh10

**Output**

Yes

***Time complexity:****O(m x n)*

***Auxiliary space:****O(m x n)*

**Approach: DP Memoization solution**

# Python program to implement wildcard

# pattern matching algorithm

**def** finding(s, p, n, m):

    # return 1 if n and m are negative

**if** n < 0 **and** m < 0:

**return** 1

    # return 0 if m is negative

**if** m < 0:

**return** 0

    # return n if n is negative

**if** n < 0:

        # while m is positive

**while** m >**=** 0:

**if** p[m] !**=** '\*':

**return** 0

            m **-=** 1

**return** 1

    # if dp state is not visited

**if** dp[n][m] **== -**1:

**if** p[m] **==** '\*':

            dp[n][m] **=** finding(s, p, n **-** 1, m) **or** finding(s, p, n, m **-** 1)

**return** dp[n][m]

**else**:

**if** p[m] !**=** s[n] **and** p[m] !**=** '?':

                dp[n][m] **=** 0

**return** dp[n][m]

**else**:

                dp[n][m] **=** finding(s, p, n **-** 1, m **-** 1)

**return** dp[n][m]

    # return dp[n][m] if dp state is previsited

**return** dp[n][m]

**def** isMatch(s, p):

**global** dp

    dp **=** []

    # resize the dp array

**for** i **in** range(len(s) **+** 1):

        dp.append([**-**1] **\*** (len(p) **+** 1))

    dp[len(s)][len(p)] **=** finding(s, p, len(s) **-** 1, len(p) **-** 1)

**return** dp[len(s)][len(p)]

# Driver code

**def** main():

    s **=** "baaabab"

    p **=** "\*\*\*\*\*ba\*\*\*\*\*ab"

    # p = "ba\*\*\*\*\*ab"

    # p = "ba\*ab"

    # p = "a\*ab"

    # p = "a\*\*\*\*\*ab"

    # p = "\*a\*\*\*\*\*ab"

    # p = "ba\*ab\*\*\*\*"

    # p = "\*\*\*\*"

    # p = "\*"

    # p = "aa?ab"

    # p = "b\*b"

    # p = "a\*a"

    # p = "baaabab"

    # p = "?baaabab"

    # p = "\*baaaba\*"

**if** isMatch(s, p):

**print**("Yes")

**else**:

**print**("No")

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    main()

# This code is contributed by divyansh2212

**Output**

Yes

***Time complexity****: O(m x n).*

***Auxiliary space:****O(m x n).*

**Further Scope:**We can improve space complexity by making use of the fact that we only uses the result from last row.

// C++ program to implement wildcard

// pattern matching algorithm

#include <bits/stdc++.h>

**using namespace** std;

// Function that matches input str with

// given wildcard pattern

**bool** strmatch(**char** str[], **char** pattern[], **int** m, **int** n)

{

    // lookup table for storing results of

    // subproblems

    vector<**bool**> prev(m + 1, **false**), curr(m + 1, **false**);

    // empty pattern can match with empty string

    prev[0] = **true**;

    // fill the table in bottom-up fashion

**for** (**int** i = 1; i <= n; i++) {

**bool** flag = **true**;

**for** (**int** ii = 1; ii < i; ii++) {

**if** (pattern[ii - 1] != '\*') {

                flag = **false**;

**break**;

            }

        }

        curr[0] = flag; // for every row we are assigning

                        // 0th column value.

**for** (**int** j = 1; j <= m; j++) {

            // Two cases if we see a '\*'

            // a) We ignore ‘\*’ character and move

            //    to next  character in the pattern,

            //     i.e., ‘\*’ indicates an empty sequence.

            // b) '\*' character matches with ith

            //     character in input

**if** (pattern[i - 1] == '\*')

                curr[j] = curr[j - 1] || prev[j];

            // Current characters are considered as

            // matching in two cases

            // (a) current character of pattern is '?'

            // (b) characters actually match

**else if** (pattern[i - 1] == '?'

                     || str[j - 1] == pattern[i - 1])

                curr[j] = prev[j - 1];

            // If characters don't match

**else**

                curr[j] = **false**;

        }

        prev = curr;

    }

**return** prev[m];

}

**int** main()

{

**char** str[] = "baaabab";

**char** pattern[] = "\*\*\*\*\*ba\*\*\*\*\*ab";

    // char pattern[] = "ba\*\*\*\*\*ab";

    // char pattern[] = "ba\*ab";

    // char pattern[] = "a\*ab";

    // char pattern[] = "a\*\*\*\*\*ab";

    // char pattern[] = "\*a\*\*\*\*\*ab";

    // char pattern[] = "ba\*ab\*\*\*\*";

    // char pattern[] = "\*\*\*\*";

    // char pattern[] = "\*";

    // char pattern[] = "aa?ab";

    // char pattern[] = "b\*b";

    // char pattern[] = "a\*a";

    // char pattern[] = "baaabab";

    // char pattern[] = "?baaabab";

    // char pattern[] = "\*baaaba\*";

**if** (strmatch(str, pattern, **strlen**(str),

**strlen**(pattern)))

        cout << "Yes" << endl;

**else**

        cout << "No" << endl;

**return** 0;

}

**Output**

Yes

**Time complexity:** O(m x n).

**Auxiliary space:**  O(m).

One more improvement is you can merge consecutive ‘\*’ in the pattern to single ‘\*’ as they mean the same thing. For example for pattern “\*\*\*\*\*ba\*\*\*\*\*ab”, if we merge consecutive stars, the resultant string will be “\*ba\*ab”. So, value of m is reduced from 14 to 6.

**Search a Word in a 2D Grid of characters**

Given a 2D grid of characters and a single word/an array of words, find all occurrences of the given word/words in the grid. A word can be matched in all 8 directions at any point. Word is said to be found in a direction if all characters match in this direction (not in zig-zag form).

The 8 directions are, Horizontally Left, Horizontally Right, Vertically Up, Vertically Down and 4 Diagonal directions.

**Example:**

**Input:** grid[][] = {"GEEKSFORGEEKS",  
 "GEEKSQUIZGEEK",  
 "IDEQAPRACTICE"};  
 word = "GEEKS"

**Output:** pattern found at 0, 0  
 pattern found at 0, 8  
 pattern found at 1, 0  
**Explanation:** 'GEEKS' can be found as prefix of  
1st 2 rows and suffix of first row

**Input:** grid[][] = {"GEEKSFORGEEKS",  
 "GEEKSQUIZGEEK",  
 "IDEQAPRACTICE"};  
 word = "EEE"

**Output:** pattern found at 0, 2  
 pattern found at 0, 10  
 pattern found at 2, 2  
 pattern found at 2, 12  
**Explanation:** EEE can be found in first row   
twice at index 2 and index 10  
and in second row at 2 and 12

Below diagram shows a bigger grid and presence of different words in it.
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**Source:** Microsoft Interview Question.

Recommended Problem

Find the string in grid

**Approach when a single word is given:** The idea used here is simple, we check every cell. If cell has first character, then we one by one try all 8 directions from that cell for a match. Implementation is interesting though. We use two arrays x[] and y[] to find next move in all 8 directions.

Below are implementation of the same:

1. C++
2. Java
3. Python3
4. C#
5. Javascript

# Python3 program to search a word in a 2D grid

**class** GFG:

**def** \_\_init\_\_(self):

        self.R **=** None

        self.C **=** None

        self.dir **=** [[**-**1, 0], [1, 0], [1, 1],

                    [1, **-**1], [**-**1, **-**1], [**-**1, 1],

                    [0, 1], [0, **-**1]]

    # This function searches in all 8-direction

    # from point(row, col) in grid[][]

**def** search2D(self, grid, row, col, word):

        # If first character of word doesn't match

        # with the given starting point in grid.

**if** grid[row][col] !**=** word[0]:

**return** False

        # Search word in all 8 directions

        # starting from (row, col)

**for** x, y **in** self.dir:

            # Initialize starting point

            # for current direction

            rd, cd **=** row **+** x, col **+** y

            flag **=** True

            # First character is already checked,

            # match remaining characters

**for** k **in** range(1, len(word)):

                # If out of bound or not matched, break

**if** (0 <**=** rd <self.R **and**

                    0 <**=** cd < self.C **and**

                    word[k] **==** grid[rd][cd]):

                    # Moving in particular direction

                    rd **+=** x

                    cd **+=** y

**else**:

                    flag **=** False

**break**

            # If all character matched, then

            # value of flag must be false

**if** flag:

**return** True

**return** False

    # Searches given word in a given matrix

    # in all 8 directions

**def** patternSearch(self, grid, word):

        # Rows and columns in given grid

        self.R **=** len(grid)

        self.C **=** len(grid[0])

        # Consider every point as starting point

        # and search given word

**for** row **in** range(self.R):

**for** col **in** range(self.C):

**if** self.search2D(grid, row, col, word):

                    print("pattern found at " **+**

                           str(row) **+** ', ' **+** str(col))

# Driver Code

**if** \_\_name\_\_**==**'\_\_main\_\_':

    grid **=** ["GEEKSFORGEEKS",

            "GEEKSQUIZGEEK",

            "IDEQAPRACTICE"]

    gfg **=** GFG()

    gfg.patternSearch(grid, 'GEEKS')

    print('')

    gfg.patternSearch(grid, 'EEE')

# This code is contributed by Yezheng Li

**Output**

pattern found at 0, 0  
pattern found at 0, 8  
pattern found at 1, 0

pattern found at 0, 2  
pattern found at 0, 10  
pattern found at 2, 2  
pattern found at 2, 12

**Complexity Analysis:**

1. **Time complexity:** O(R\*C\*8\*len(str)).   
   All the cells will be visited and traversed in all 8 directions, where R and C is side of matrix so time complexity is O(R\*C).
2. **Auxiliary Space:** O(1).   
   As no extra space is needed.

**String matching where one string contains wildcard characters**

Given two strings where first string may contain wild card characters and second string is a normal string. Write a function that returns true if the two strings match. The following are allowed wild card characters in first string.

\* --> Matches with 0 or more instances of any character or set of characters.  
? --> Matches with any one character.

For example, “g\*ks” matches with “geeks” match. And string “ge?ks\*” matches with “geeksforgeeks” (note ‘\*’ at the end of first string). But “g\*k” doesn’t match with “gee” as character ‘k’ is not present in second string.

Recommended Problem

Wildcard string matching

# Python program to match wild card characters

# The main function that checks if two given strings match.

# The first string may contain wildcard characters

**def** match(first, second):

    # If we reach at the end of both strings, we are done

**if** len(first) **==** 0 **and** len(second) **==** 0:

**return** True

    # Make sure to eliminate consecutive '\*'

**if** len(first) > 1 **and** first[0] **==** '\*':

        i **=** 0

**while** i**+**1 < len(first) **and** first[i**+**1] **==** '\*':

            i **=** i**+**1

        first **=** first[i:]

    # Make sure that the characters after '\*' are present

    # in second string. This function assumes that the first

    # string will not contain two consecutive '\*'

**if** len(first) > 1 **and** first[0] **==** '\*' **and** len(second) **==** 0:

**return** False

    # If the first string contains '?', or current characters

    # of both strings match

**if** (len(first) > 1 **and** first[0] **==** '?') **or** (len(first) !**=** 0

**and** len(second) !**=** 0 **and** first[0] **==** second[0]):

**return** match(first[1:], second[1:])

    # If there is \*, then there are two possibilities

    # a) We consider current character of second string

    # b) We ignore current character of second string.

**if** len(first) !**=** 0 **and** first[0] **==** '\*':

**return** match(first[1:], second) **or** match(first, second[1:])

**return** False

# A function to run test cases

**def** test(first, second):

**if** match(first, second):

        print("Yes")

**else**:

**print**("No")

# Driver program

test("g\*ks", "geeks")  # Yes

test("ge?ks\*", "geeksforgeeks")  # Yes

test("g\*k", "gee")  # No because 'k' is not in second

test("\*pqrs", "pqrst")  # No because 't' is not in first

test("abc\*bcd", "abcdhghgbcd")  # Yes

test("abc\*c?d", "abcd")  # No because second must have 2 instances of 'c'

test("\*c\*d", "abcd")  # Yes

test("\*?c\*d", "abcd")  # Yes

test("geeks\*\*", "geeks")  # Yes

# This code is contributed by BHAVYA JAIN and ROHIT SIKKA

**Output:**

Yes  
Yes  
No  
No  
Yes  
No  
Yes  
Yes  
Yes

**Time Complexity:** O(n)

**Auxiliary Space:** O(1)

**Exercise**

**1)** In the above solution, all non-wild characters of first string must be there is second string and all characters of second string must match with either a normal character or wildcard character of first string. Extend the above solution to work like other [pattern searching solutions](https://www.geeksforgeeks.org/tag/pattern-searching/) where the first string is pattern and second string is text and we should print all occurrences of first string in second.

**2)**Write a pattern searching function where the meaning of ‘?’ is same, but ‘\*’ means 0 or more occurrences of the character just before ‘\*’. For example, if first string is ‘a\*b’, then it matches with ‘aaab’, but doesn’t match with ‘abb’.

**Suffix Tree Application 1 – Substring Check**

Given a text string and a pattern string, check if a pattern exists in text or not.

Few pattern searching algorithms ([KMP](https://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/), [Rabin-Karp](https://www.geeksforgeeks.org/searching-for-patterns-set-3-rabin-karp-algorithm/), [Naive Algorithm](https://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/), [Finite Automata](https://www.geeksforgeeks.org/pattern-searching-set-5-efficient-constructtion-of-finite-automata/)) are already discussed, which can be used for this check.

Here we will discuss suffix tree based algorithm.

As a prerequisite, we must know how to build a suffix tree in one or the other way.

Once we have a suffix tree built for given text, we need to traverse the tree from root to leaf against the characters in pattern. If we do not fall off the tree (i.e. there is a path from root to leaf or somewhere in middle) while traversal, then pattern exists in text as a substring.
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Here we will build suffix tree using Ukkonen’s Algorithm, discussed already as below:

[Ukkonen’s Suffix Tree Construction – Part 1](https://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-1/)

[Ukkonen’s Suffix Tree Construction – Part 2](https://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-2/)

[Ukkonen’s Suffix Tree Construction – Part 3](https://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-3/)

[Ukkonen’s Suffix Tree Construction – Part 4](https://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-4/)

[Ukkonen’s Suffix Tree Construction – Part 5](https://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-5/)

[Ukkonen’s Suffix Tree Construction – Part 6](https://www.geeksforgeeks.org/ukkonens-suffix-tree-construction-part-6/)

The core traversal implementation for substring check, can be modified accordingly for suffix trees built by other algorithms.

1. C

// A C program for substring check using Ukkonen's Suffix Tree Construction

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#define MAX\_CHAR 256

**struct** SuffixTreeNode {

**struct** SuffixTreeNode \*children[MAX\_CHAR];

    //pointer to other node via suffix link

**struct** SuffixTreeNode \*suffixLink;

    /\*(start, end) interval specifies the edge, by which the

     node is connected to its parent node. Each edge will

     connect two nodes,  one parent and one child, and

     (start, end) interval of a given edge  will be stored

     in the child node. Let's say there are two nods A and B

     connected by an edge with indices (5, 8) then this

     indices (5, 8) will be stored in node B. \*/

**int** start;

**int** \*end;

    /\*for leaf nodes, it stores the index of suffix for

      the path  from root to leaf\*/

**int** suffixIndex;

};

**typedef struct** SuffixTreeNode Node;

**char** text[100]; //Input string

Node \*root = NULL; //Pointer to root node

/\*lastNewNode will point to newly created internal node,

  waiting for it's suffix link to be set, which might get

  a new suffix link (other than root) in next extension of

  same phase. lastNewNode will be set to NULL when last

  newly created internal node (if there is any) got it's

  suffix link reset to new internal node created in next

  extension of same phase. \*/

Node \*lastNewNode = NULL;

Node \*activeNode = NULL;

/\*activeEdge is represented as an input string character

  index (not the character itself)\*/

**int** activeEdge = -1;

**int** activeLength = 0;

// remainingSuffixCount tells how many suffixes yet to

// be added in tree

**int** remainingSuffixCount = 0;

**int** leafEnd = -1;

**int** \*rootEnd = NULL;

**int** \*splitEnd = NULL;

**int** size = -1; //Length of input string

Node \*newNode(**int** start, **int** \*end)

{

    Node \*node =(Node\*) **malloc**(**sizeof**(Node));

**int** i;

**for** (i = 0; i < MAX\_CHAR; i++)

          node->children[i] = NULL;

    /\*For root node, suffixLink will be set to NULL

    For internal nodes, suffixLink will be set to root

    by default in  current extension and may change in

    next extension\*/

    node->suffixLink = root;

    node->start = start;

    node->end = end;

    /\*suffixIndex will be set to -1 by default and

      actual suffix index will be set later for leaves

      at the end of all phases\*/

    node->suffixIndex = -1;

**return** node;

}

**int** edgeLength(Node \*n) {

**if**(n == root)

**return** 0;

**return** \*(n->end) - (n->start) + 1;

}

**int** walkDown(Node \*currNode)

{

    /\*activePoint change for walk down (APCFWD) using

     Skip/Count Trick  (Trick 1). If activeLength is greater

     than current edge length, set next  internal node as

     activeNode and adjust activeEdge and activeLength

     accordingly to represent same activePoint\*/

**if** (activeLength >= edgeLength(currNode))

    {

        activeEdge += edgeLength(currNode);

        activeLength -= edgeLength(currNode);

        activeNode = currNode;

**return** 1;

    }

**return** 0;

}

**void** extendSuffixTree(**int** pos)

{

    /\*Extension Rule 1, this takes care of extending all

    leaves created so far in tree\*/

    leafEnd = pos;

    /\*Increment remainingSuffixCount indicating that a

    new suffix added to the list of suffixes yet to be

    added in tree\*/

    remainingSuffixCount++;

    /\*set lastNewNode to NULL while starting a new phase,

     indicating there is no internal node waiting for

     it's suffix link reset in current phase\*/

    lastNewNode = NULL;

    //Add all suffixes (yet to be added) one by one in tree

**while**(remainingSuffixCount > 0) {

**if** (activeLength == 0)

            activeEdge = pos; //APCFALZ

        // There is no outgoing edge starting with

        // activeEdge from activeNode

**if** (activeNode->children] == NULL)

        {

            //Extension Rule 2 (A new leaf edge gets created)

            activeNode->children] =

                                          newNode(pos, &leafEnd);

            /\*A new leaf edge is created in above line starting

             from  an existing node (the current activeNode), and

             if there is any internal node waiting for it's suffix

             link get reset, point the suffix link from that last

             internal node to current activeNode. Then set lastNewNode

             to NULL indicating no more node waiting for suffix link

             reset.\*/

**if** (lastNewNode != NULL)

            {

                lastNewNode->suffixLink = activeNode;

                lastNewNode = NULL;

            }

        }

        // There is an outgoing edge starting with activeEdge

        // from activeNode

**else**

        {

            // Get the next node at the end of edge starting

            // with activeEdge

            Node \*next = activeNode->children];

**if** (walkDown(next))//Do walkdown

            {

                //Start from next node (the new activeNode)

**continue**;

            }

            /\*Extension Rule 3 (current character being processed

              is already on the edge)\*/

**if** (text[next->start + activeLength] == text[pos])

            {

                //If a newly created node waiting for it's

                //suffix link to be set, then set suffix link

                //of that waiting node to current active node

**if**(lastNewNode != NULL && activeNode != root)

                {

                    lastNewNode->suffixLink = activeNode;

                    lastNewNode = NULL;

                }

                //APCFER3

                activeLength++;

                /\*STOP all further processing in this phase

                and move on to next phase\*/

**break**;

            }

            /\*We will be here when activePoint is in the middle of

              the edge being traversed and current character

              being processed is not  on the edge (we fall off

              the tree). In this case, we add a new internal node

              and a new leaf edge going out of that new node. This

              is Extension Rule 2, where a new leaf edge and a new

            internal node get created\*/

            splitEnd = (**int**\*) **malloc**(**sizeof**(**int**));

            \*splitEnd = next->start + activeLength - 1;

            //New internal node

            Node \*split = newNode(next->start, splitEnd);

            activeNode->children] = split;

            //New leaf coming out of new internal node

            split->children] = newNode(pos, &leafEnd);

            next->start += activeLength;

            split->children] = next;

            /\*We got a new internal node here. If there is any

              internal node created in last extensions of same

              phase which is still waiting for it's suffix link

              reset, do it now.\*/

**if** (lastNewNode != NULL)

            {

            /\*suffixLink of lastNewNode points to current newly

              created internal node\*/

                lastNewNode->suffixLink = split;

            }

            /\*Make the current newly created internal node waiting

              for it's suffix link reset (which is pointing to root

              at present). If we come across any other internal node

              (existing or newly created) in next extension of same

              phase, when a new leaf edge gets added (i.e. when

              Extension Rule 2 applies is any of the next extension

              of same phase) at that point, suffixLink of this node

              will point to that internal node.\*/

            lastNewNode = split;

        }

        /\* One suffix got added in tree, decrement the count of

          suffixes yet to be added.\*/

        remainingSuffixCount--;

**if** (activeNode == root && activeLength > 0) //APCFER2C1

        {

            activeLength--;

            activeEdge = pos - remainingSuffixCount + 1;

        }

**else if** (activeNode != root) //APCFER2C2

        {

            activeNode = activeNode->suffixLink;

        }

    }

}

**void** print(**int** i, **int** j)

{

**int** k;

**for** (k=i; k<=j; k++)

**printf**("%c", text[k]);

}

//Print the suffix tree as well along with setting suffix index

//So tree will be printed in DFS manner

//Each edge along with it's suffix index will be printed

**void** setSuffixIndexByDFS(Node \*n, **int** labelHeight)

{

**if** (n == NULL)  **return**;

**if** (n->start != -1) //A non-root node

    {

        //Print the label on edge from parent to current node

        //Uncomment below line to print suffix tree

       // print(n->start, \*(n->end));

    }

**int** leaf = 1;

**int** i;

**for** (i = 0; i < MAX\_CHAR; i++)

    {

**if** (n->children[i] != NULL)

        {

            //Uncomment below two lines to print suffix index

           // if (leaf == 1 && n->start != -1)

             //   printf(" [%d]\n", n->suffixIndex);

            //Current node is not a leaf as it has outgoing

            //edges from it.

            leaf = 0;

            setSuffixIndexByDFS(n->children[i], labelHeight +

                                  edgeLength(n->children[i]));

        }

    }

**if** (leaf == 1)

    {

        n->suffixIndex = size - labelHeight;

        //Uncomment below line to print suffix index

        //printf(" [%d]\n", n->suffixIndex);

    }

}

**void** freeSuffixTreeByPostOrder(Node \*n)

{

**if** (n == NULL)

**return**;

**int** i;

**for** (i = 0; i < MAX\_CHAR; i++)

    {

**if** (n->children[i] != NULL)

        {

            freeSuffixTreeByPostOrder(n->children[i]);

        }

    }

**if** (n->suffixIndex == -1)

**free**(n->end);

**free**(n);

}

/\*Build the suffix tree and print the edge labels along with

suffixIndex. suffixIndex for leaf edges will be >= 0 and

for non-leaf edges will be -1\*/

**void** buildSuffixTree()

{

    size = **strlen**(text);

**int** i;

    rootEnd = (**int**\*) **malloc**(**sizeof**(**int**));

    \*rootEnd = - 1;

    /\*Root is a special node with start and end indices as -1,

    as it has no parent from where an edge comes to root\*/

    root = newNode(-1, rootEnd);

    activeNode = root; //First activeNode will be root

**for** (i=0; i<size; i++)

        extendSuffixTree(i);

**int** labelHeight = 0;

    setSuffixIndexByDFS(root, labelHeight);

}

**int** traverseEdge(**char** \*str, **int** idx, **int** start, **int** end)

{

**int** k = 0;

    //Traverse the edge with character by character matching

**for**(k=start; k<=end && str[idx] != '\0'; k++, idx++)

    {

**if**(text[k] != str[idx])

**return** -1;  // mo match

    }

**if**(str[idx] == '\0')

**return** 1;  // match

**return** 0;  // more characters yet to match

}

**int** doTraversal(Node \*n, **char**\* str, **int** idx)

{

**if**(n == NULL)

    {

**return** -1; // no match

    }

**int** res = -1;

    //If node n is not root node, then traverse edge

    //from node n's parent to node n.

**if**(n->start != -1)

    {

        res = traverseEdge(str, idx, n->start, \*(n->end));

**if**(res != 0)

**return** res;  // match (res = 1) or no match (res = -1)

    }

    //Get the character index to search

    idx = idx + edgeLength(n);

    //If there is an edge from node n going out

    //with current character str[idx], traverse that edge

**if**(n->children[str[idx]] != NULL)

**return** doTraversal(n->children[str[idx]], str, idx);

**else**

**return** -1;  // no match

}

**void** checkForSubString(**char**\* str)

{

**int** res = doTraversal(root, str, 0);

**if**(res == 1)

**printf**("Pattern <%s> is a Substring\n", str);

**else**

**printf**("Pattern <%s> is NOT a Substring\n", str);

}

// driver program to test above functions

**int** main(**int** argc, **char** \*argv[])

{

**strcpy**(text, "THIS IS A TEST TEXT$");

    buildSuffixTree();

    checkForSubString("TEST");

    checkForSubString("A");

    checkForSubString(" ");

    checkForSubString("IS A");

    checkForSubString(" IS A ");

    checkForSubString("TEST1");

    checkForSubString("THIS IS GOOD");

    checkForSubString("TES");

    checkForSubString("TESA");

    checkForSubString("ISB");

    //Free the dynamically allocated memory

    freeSuffixTreeByPostOrder(root);

**return** 0;

}

Output:

Pattern <TEST> is a Substring  
Pattern <A> is a Substring  
Pattern < > is a Substring  
Pattern <IS A> is a Substring  
Pattern < IS A > is a Substring  
Pattern <TEST1> is NOT a Substring  
Pattern <THIS IS GOOD> is NOT a Substring  
Pattern <TES> is a Substring  
Pattern <TESA> is NOT a Substring  
Pattern <ISB> is NOT a Substring

Ukkonen’s Suffix Tree Construction takes O(N) time and space to build suffix tree for a string of length N and after that, traversal for substring check takes O(M) for a pattern of length M.

With a slight modification in the traversal algorithm discussed here, we can answer the following:

1. Find all occurrences of a given pattern P present in text T.
2. How to check if a pattern is prefix of a text?
3. How to check if a pattern is suffix of a text?

We have published following more articles on suffix tree applications:

* [Suffix Tree Application 2 – Searching All Patterns](https://www.geeksforgeeks.org/suffix-tree-application-2-searching-all-patterns/)
* [Suffix Tree Application 3 – Longest Repeated Substring](https://www.geeksforgeeks.org/suffix-tree-application-3-longest-repeated-substring/)
* [Suffix Tree Application 4 – Build Linear Time Suffix Array](https://www.geeksforgeeks.org/suffix-tree-application-4-build-linear-time-suffix-array/)
* [Generalized Suffix Tree 1](https://www.geeksforgeeks.org/generalized-suffix-tree-1/)
* [Suffix Tree Application 5 – Longest Common Substring](https://www.geeksforgeeks.org/suffix-tree-application-5-longest-common-substring-2/)
* [Suffix Tree Application 6 – Longest Palindromic Substring](https://www.geeksforgeeks.org/suffix-tree-application-6-longest-palindromic-substring/)

**Medium Questions:**

**Hard Questions:**