Array Data Structure

[**Data Structure and Algorithms Course**](https://practice.geeksforgeeks.org/courses/dsa-self-paced?utm_source=geeksforgeeks&utm_medium=article_ad_mid&utm_campaign=negative_keyword_negation)

[**Practice Problems on Arrays**](https://practice.geeksforgeeks.org/explore/?category%5B%5D=Arrays&page=1&category%5B%5D=Arrays)

[**Recent articles on Arrays**](https://www.geeksforgeeks.org/category/c-arrays/)

**What is Array?**

*An array is a collection of items stored at contiguous memory locations. The idea is to store multiple items of the same type together. This makes it easier to calculate the position of each element by simply adding an offset to a base value, i.e., the memory location of the first element of the array (generally denoted by the name of the array).*
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*Array Data Structure*

The above image can be looked as a top-level view of a staircase where you are at the base of the staircase. Each element can be uniquely identified by their index in the array (in a similar way as you could identify your friends by the step on which they were on in the above example).

**Topics :**

* [Introduction](https://www.geeksforgeeks.org/array-data-structure/?ref=ghm#introduction)
* [Implementation in different languages](https://www.geeksforgeeks.org/array-data-structure/?ref=ghm#difflang)
* [Basic Operations](https://www.geeksforgeeks.org/array-data-structure/?ref=ghm#basicop)
* [Standard problem on Array](https://www.geeksforgeeks.org/array-data-structure/?ref=ghm#standard)

**Array Introduction:**

1. [What is Array](https://www.geeksforgeeks.org/what-is-array/)
2. [Introduction to Arrays – Data Structure and Algorithm Tutorials](https://www.geeksforgeeks.org/introduction-to-arrays-data-structure-and-algorithm-tutorials/)
3. [Applications, Advantages and Disadvantages of Array](https://www.geeksforgeeks.org/applications-advantages-and-disadvantages-of-array-data-structure/)

**Introduction of Array in Different language:**

1. [Arrays in C/C++](https://www.geeksforgeeks.org/arrays-in-c-language-set-1-introduction/)
2. [Arrays in Java](https://www.geeksforgeeks.org/arrays-in-java/)
3. [Arrays in Python](https://www.geeksforgeeks.org/array-python-set-1-introduction-functions/)
4. [Arrays in C#](https://www.geeksforgeeks.org/c-sharp-arrays/)
5. [Arrays in Javascript](https://www.geeksforgeeks.org/arrays-in-javascript/)

**Basic Operations:**

1. [Linear Search Algorithm](https://www.geeksforgeeks.org/linear-search/)
2. [Sort an Array](https://www.geeksforgeeks.org/c-program-to-sort-an-array-in-ascending-order/)
3. [Search, insert and delete in an unsorted array](https://www.geeksforgeeks.org/search-insert-and-delete-in-an-unsorted-array/)
4. [Search, insert and delete in a sorted array](https://www.geeksforgeeks.org/search-insert-and-delete-in-a-sorted-array/)
5. [Left Rotate an Array](https://www.geeksforgeeks.org/array-rotation/)
6. [Print array after it is right rotated K times](https://www.geeksforgeeks.org/print-array-after-it-is-right-rotated-k-times/)
7. [Generate all subarrays](https://www.geeksforgeeks.org/generating-subarrays-using-recursion/)

**Standard problem on Array:**

* **Easy**
  1. [Rearrange an array such that arr[i] = i](https://www.geeksforgeeks.org/rearrange-array-arri/)
  2. [Move all zeroes to end of array](https://www.geeksforgeeks.org/move-zeroes-end-array/)
  3. [Rearrange array such that even positioned are greater than odd](https://www.geeksforgeeks.org/rearrange-array-such-that-even-positioned-are-greater-than-odd/)
  4. [Rearrange an array in maximum minimum form using Two Pointer Technique/a>](https://www.geeksforgeeks.org/rearrange-array-maximum-minimum-form/)
  5. [Segregate even and odd numbers](https://www.geeksforgeeks.org/segregate-even-odd-numbers-set-3/)
  6. [Reversal algorithm for array rotation](https://www.geeksforgeeks.org/program-for-array-rotation-continued-reversal-algorithm/)
  7. [Print left rotation of array in O(n) time and O(1) space](https://www.geeksforgeeks.org/print-left-rotation-array/)
  8. [K’th Smallest/Largest Element in Unsorted Array](https://www.geeksforgeeks.org/kth-smallest-largest-element-in-unsorted-array/)
  9. [Find the largest three elements in an array](https://www.geeksforgeeks.org/find-the-largest-three-elements-in-an-array/)
  10. [Find Second largest element in an array](https://www.geeksforgeeks.org/find-second-largest-element-array/)
  11. [Sort an array in wave form](https://www.geeksforgeeks.org/sort-array-wave-form-2/)
  12. [Sort an array which contain 1 to n values](https://www.geeksforgeeks.org/sort-array-contain-1-n-values/)
  13. [Count the number of possible triangles](https://www.geeksforgeeks.org/find-number-of-triangles-possible/)
  14. [Print All Distinct Elements of a given integer array](https://www.geeksforgeeks.org/print-distinct-elements-given-integer-array/)
  15. [Find the element that appears once](https://www.geeksforgeeks.org/find-element-appears-array-every-element-appears-twice/)
  16. [Find sub-array with given sum](https://www.geeksforgeeks.org/find-subarray-with-given-sum/)
* **Medium**
  1. [Rearrange an array such that arr[i] = i](https://www.geeksforgeeks.org/rearrange-array-arri/)
  2. [Rearrange positive and negative numbers in O(n) time and O(1) extra space](https://www.geeksforgeeks.org/rearrange-positive-and-negative-numbers-publish/)
  3. [Reorder an array according to given indexes](https://www.geeksforgeeks.org/reorder-a-array-according-to-given-indexes/)
  4. [Search an element in a sorted and rotated array](https://www.geeksforgeeks.org/search-an-element-in-a-sorted-and-pivoted-array/)
  5. [Find the Rotation Count in Rotated Sorted array](https://www.geeksforgeeks.org/find-rotation-count-rotated-sorted-array/)
  6. [K-th Largest Sum Contiguous Subarray](https://www.geeksforgeeks.org/k-th-largest-sum-contiguous-subarray/)
  7. [Find the smallest missing number](https://www.geeksforgeeks.org/find-the-first-missing-number/)
  8. [Difference Array | Range update query in O(1)](https://www.geeksforgeeks.org/difference-array-range-update-query-o1/)
  9. [Maximum profit by buying and selling a share at most twice](https://www.geeksforgeeks.org/maximum-profit-by-buying-and-selling-a-share-at-most-twice/)
  10. [Smallest subarray with sum greater than a given value](https://www.geeksforgeeks.org/minimum-length-subarray-sum-greater-given-value/)
  11. [Inversion count in Array using Merge Sort](https://www.geeksforgeeks.org/inversion-count-in-array-using-merge-sort/)
  12. [Sort an array of 0s, 1s and 2s](https://www.geeksforgeeks.org/sort-an-array-of-0s-1s-and-2s/)
  13. [Merge two sorted arrays with O(1) extra space](https://www.geeksforgeeks.org/merge-two-sorted-arrays-o1-extra-space/)
  14. [Majority Element](https://www.geeksforgeeks.org/majority-element/)
  15. [Two Pointers Technique](https://www.geeksforgeeks.org/two-pointers-technique/)
  16. [Find a peak element](https://www.geeksforgeeks.org/find-a-peak-in-a-given-array/)
  17. [Find a triplet that sum to a given value](https://www.geeksforgeeks.org/find-a-triplet-that-sum-to-a-given-value/)
  18. [Minimum increment by k operations to make all elements equal](https://www.geeksforgeeks.org/minimum-increment-k-operations-make-elements-equal/)
  19. [Equilibrium index of an array](https://www.geeksforgeeks.org/equilibrium-index-of-an-array/)
* **Hard**
  1. [Find k numbers with most occurrences in the given array](https://www.geeksforgeeks.org/find-k-numbers-occurrences-given-array/)
  2. [MO’s Algorithm](https://www.geeksforgeeks.org/mos-algorithm-query-square-root-decomposition-set-1-introduction/)
  3. [Square Root (Sqrt) Decomposition Algorithm](https://www.geeksforgeeks.org/square-root-sqrt-decomposition-algorithm/)
  4. [Sparse Table](https://www.geeksforgeeks.org/sparse-table/)
  5. [Range sum query using Sparse Table](https://www.geeksforgeeks.org/range-sum-query-using-sparse-table/)
  6. [Range Minimum Query (Square Root Decomposition and Sparse Table)](https://www.geeksforgeeks.org/range-minimum-query-for-static-array/)
  7. [Range LCM Queries](https://www.geeksforgeeks.org/range-lcm-queries/)
  8. [Merge Sort Tree for Range Order Statistics](https://www.geeksforgeeks.org/merge-sort-tree-for-range-order-statistics/)
  9. [Minimum number of jumps to reach end](https://www.geeksforgeeks.org/minimum-number-of-jumps-to-reach-end-of-a-given-array/)
  10. [Space optimization using bit manipulations](https://www.geeksforgeeks.org/space-optimization-using-bit-manipulations/)
  11. [Sort a nearly sorted (or K sorted) array](https://www.geeksforgeeks.org/nearly-sorted-algorithm/)
  12. [Find maximum value of Sum( i\*arr[i]) with only rotations on given array allowed](https://www.geeksforgeeks.org/find-maximum-value-of-sum-iarri-with-only-rotations-on-given-array-allowed/)
  13. [Median in a stream of integers (running integers)](https://www.geeksforgeeks.org/median-of-stream-of-integers-running-integers/)
  14. [Construct an array from its pair-sum array](https://www.geeksforgeeks.org/construct-array-pair-sum-array/)
  15. [Maximum equlibrium sum in an array](https://www.geeksforgeeks.org/maximum-equlibrium-sum-array/)
  16. [Leaders in an array](https://www.geeksforgeeks.org/leaders-in-an-array/)
  17. [Smallest Difference Triplet from Three arrays](https://www.geeksforgeeks.org/smallest-difference-triplet-from-three-arrays/)
  18. [Find all triplets with zero sum](https://www.geeksforgeeks.org/find-triplets-array-whose-sum-equal-zero/)
  19. [Implement two stacks in an array](https://www.geeksforgeeks.org/implement-two-stacks-in-an-array/)
  20. [Minimum increment by k operations to make all elements equal](https://www.geeksforgeeks.org/minimum-increment-k-operations-make-elements-equal/)

**Easy questions:**

**1-Rearrange an array such that arr[i] = i**

Given an array of elements of length N, ranging from 0 to N – 1. All elements may not be present in the array. If the element is not present then there will be -1 present in the array. Rearrange the array such that A[i] = i and if i is not present, display -1 at that place.

**Examples:**

Input : arr = {-1, -1, 6, 1, 9, 3, 2, -1, 4, -1}  
Output : [-1, 1, 2, 3, 4, -1, 6, -1, -1, 9]

Input : arr = {19, 7, 0, 3, 18, 15, 12, 6, 1, 8,  
 11, 10, 9, 5, 13, 16, 2, 14, 17, 4}  
Output : [0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10,   
 11, 12, 13, 14, 15, 16, 17, 18, 19]

# Python3 program for above approach

# Function to transform the array

**def** fixArray(ar, n):

    # Iterate over the array

**for** i **in** range(n):

**for** j **in** range(n):

            # Check is any ar[j]

            # exists such that

            # ar[j] is equal to i

**if** (ar[j] **==** i):

                ar[j], ar[i] **=** ar[i], ar[j]

    # Iterate over array

**for** i **in** range(n):

        # If not present

**if** (ar[i] !**=** i):

            ar[i] **= -**1

    # Print the output

    print("Array after Rearranging")

**for** i **in** range(n):

**print**(ar[i], end **=** " ")

# Driver Code

ar **=** [ **-**1, **-**1, 6, 1, 9, 3, 2, **-**1, 4, **-**1 ]

n **=** len(ar)

# Function Call

fixArray(ar, n);

# This code is contributed by rag2127

**Output**

Array after Rearranging  
-1 1 2 3 4 -1 6 -1 -1 9

**2-Move all zeroes to end of array**

Given an array of random numbers, Push all the zero’s of a given array to the end of the array. For example, if the given arrays is {1, 9, 8, 4, 0, 0, 2, 7, 0, 6, 0}, it should be changed to {1, 9, 8, 4, 2, 7, 6, 0, 0, 0, 0}. The order of all other elements should be same. Expected time complexity is O(n) and extra space is O(1).

**Example:**

Input : arr[] = {1, 2, 0, 4, 3, 0, 5, 0};  
Output : arr[] = {1, 2, 4, 3, 5, 0, 0, 0};

Input : arr[] = {1, 2, 0, 0, 0, 3, 6};  
Output : arr[] = {1, 2, 3, 6, 0, 0, 0};

# Python3 code to move all zeroes

# at the end of array

# Function which pushes all

# zeros to end of an array.

**def** pushZerosToEnd(arr, n):

    count **=** 0 # Count of non-zero elements

    # Traverse the array. If element

    # encountered is non-zero, then

    # replace the element at index

    # 'count' with this element

**for** i **in** range(n):

**if** arr[i] !**=** 0:

            # here count is incremented

            arr[count] **=** arr[i]

            count**+=**1

    # Now all non-zero elements have been

    # shifted to front and 'count' is set

    # as index of first 0. Make all

    # elements 0 from count to end.

**while** count < n:

        arr[count] **=** 0

        count **+=** 1

# Driver code

arr **=** [1, 9, 8, 4, 0, 0, 2, 7, 0, 6, 0, 9]

n **=** len(arr)

pushZerosToEnd(arr, n)

print("Array after pushing all zeros to end of array:")

print(arr)

# This code is contributed by "Abhishek Sharma 44"

**Output**

Array after pushing all zeros to end of array:  
1 9 8 4 2 7 6 9 0 0 0 0

**3-Rearrange array such that even positioned are greater than odd**

Given an array A of n elements, sort the array according to the following relations :

, if i is even.

, if i is odd.

Print the resultant array.

**Examples :**

Input : A[] = {1, 2, 2, 1}  
Output : 1 2 1 2  
Explanation :   
For 1st element, 1 1, i = 2 is even.  
3rd element, 1 1, i = 4 is even.

Input : A[] = {1, 3, 2}  
Output : 1 3 2  
Explanation :   
Here, the array is also sorted as per the conditions.   
1 1 and 2 < 3.

*Observe that array consists of [n/2] even positioned elements. If we assign the largest [n/2] elements to the even positions and the rest of the elements to the odd positions, our problem is solved. Because element at the odd position will always be less than the element at the even position as it is the maximum element and vice versa. Sort the array and assign the first [n/2] elements at even positions.*

Below is the implementation of the above approach:

# Python3 code to rearrange the

# elements in array such that

# even positioned are greater

# than odd positioned elements

**def** assign(a, n):

    # Sort the array

    a.sort()

    ans **=** [0] **\*** n

    p **=** 0

    q **=** n **-** 1

**for** i **in** range(n):

        # Assign even indexes with

        # maximum elements

**if** (i **+** 1) **%** 2 **==** 0:

            ans[i] **=** a[q]

            q **=** q **-** 1

        # Assign odd indexes with

        # remaining elements

**else**:

            ans[i] **=** a[p]

            p **=** p **+** 1

    # Print result

**for** i **in** range(n):

        print(ans[i], end **=** " ")

# Driver Code

A **=** [ 1, 3, 2, 2, 5 ]

n **=** len(A)

assign(A, n)

# This code is contributed by "Sharad\_Bhardwaj".

**Output**

1 5 2 3 2

**Rearrange an array in maximum minimum form using Two Pointer Technique**

Given a sorted array of positive integers, rearrange the array alternately i.e first element should be a maximum value, at second position minimum value, at third position second max, at fourth position second min, and so on.

**Examples:**

***Input****: arr[] = {1, 2, 3, 4, 5, 6, 7}*

***Output****: arr[] = {7, 1, 6, 2, 5, 3, 4}*

***Input****: arr[] = {1, 2, 3, 4, 5, 6}*

***Output****: arr[] = {6, 1, 5, 2, 4, 3}*

**Rearrange an array in maximum minimum form using**[Two Pointers](https://www.geeksforgeeks.org/two-pointers-technique/)**:**

*The idea is to use an auxiliary array. We maintain two pointers one to the leftmost or smallest element and the other to the rightmost or largest element. We move both pointers toward each other and alternatively copy elements at these pointers to an auxiliary array. Finally, we copy the auxiliary array back to the original array.*
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Below is the implementation of the above approach:

# Python program to rearrange an array in minimum

# maximum form

# Prints max at first position, min at second position

# second max at third position, second min at fourth

# position and so on.

**def** rearrange(arr, n):

    # Auxiliary array to hold modified array

    temp **=** n**\***[None]

    # Indexes of smallest and largest elements

    # from remaining array.

    small, large **=** 0, n**-**1

    # To indicate whether we need to copy remaining

    # largest or remaining smallest at next position

    flag **=** True

    # Store result in temp[]

**for** i **in** range(n):

**if** flag **is** True:

            temp[i] **=** arr[large]

            large **-=** 1

**else**:

            temp[i] **=** arr[small]

            small **+=** 1

        flag **=** bool(1**-**flag)

    # Copy temp[] to arr[]

**for** i **in** range(n):

        arr[i] **=** temp[i]

**return** arr

# Driver code

arr **=** [1, 2, 3, 4, 5, 6]

n **=** len(arr)

print("Original Array")

print(arr)

**print**("Modified Array")

**print**(rearrange(arr, n))

# This code is contributed by Pratik Chhajer

**Output**

Original Array  
1 2 3 4 5 6   
Modified Array  
6 1 5 2 4 3

**Segregate even and odd numbers | Set 3**

iven an array arr[] of integers, segregate even and odd numbers in the array. Such that all the even numbers should be present first, and then the odd numbers.

**Examples:**

***Input:****arr[] =**1 9 5 3 2 6 7 11*

***Output:****2 6 5 3 1 9 7 11*

***Input:****arr[] = 1 3 2 4 7 6 9 10*

***Output:****2 4 6 10 7 1 9 3*

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

We have discussed two different approaches in below posts:

1. [Segregate Even and Odd numbers](https://www.geeksforgeeks.org/segregate-even-and-odd-numbers/)
2. [Segregate even and odd numbers | Set 2](https://www.geeksforgeeks.org/segregate-even-odd-set-2/)

**Brute-Force Solution:**

As we need to maintain the order of elements then this can be done in the following steps :

1. Create a temporary array A of size n and an integer index which will keep the index of elements inserted .
2. Initialize index with zero and iterate over the original array and if even number is found then put that number at A[index] and then increment the value of index .
3. Again iterate over array and if an odd number is found then put it in A[index] and then increment the value of index.
4. Iterate over the temporary array A and copy its values in the original array.

# Python3 implementation of the above approach

**def** arrayEvenAndOdd(arr,  n):

    index **=** 0;

    a **=** [0 **for** i **in** range(n)]

**for** i **in** range(n):

**if** (arr[i] **%** 2 **==** 0):

            a[index] **=** arr[i]

            ind **+=** 1

**for** i **in** range(n):

**if** (arr[i] **%** 2 !**=** 0):

            a[index] **=** arr[i]

            ind **+=** 1

**for** i **in** range(n):

**print**(a[i], end **=** " ")

    print()

# Driver code

arr **=** [ 1, 3, 2, 4, 7, 6, 9, 10 ]

n **=** len(arr)

# Function call

arrayEvenAndOdd(arr, n)

# This code is contributed by rohitsingh07052

**Output**

2 4 6 10 1 3 7 9

**Reversal algorithm for Array rotation**

Given an [array](https://www.geeksforgeeks.org/introduction-to-arrays/) **arr[]** of size **N**, the task is to rotate the array by **d** position to the left.

**Examples:**

***Input:****arr[] = {1, 2, 3, 4, 5, 6, 7}, d = 2*

***Output:****3, 4, 5, 6, 7, 1, 2*

***Explanation:****If the array is rotated by 1 position to the left,*

*it becomes {2, 3, 4, 5, 6, 7, 1}.*

*When it is rotated further by 1 position,*

*it becomes: {3, 4, 5, 6, 7, 1, 2}*

***Input:****arr[] = {1, 6, 7, 8}, d = 3*

***Output:****8, 1, 6, 7*

**Approach:** We have already discussed several methods in [**this**](https://www.geeksforgeeks.org/array-rotation/) post. The ways discussed there are:

1. Using another temporary array.
2. Rotating one by one.
3. Using a juggling algorithm.

**Another Approach (The Reversal Algorithm):** Here we will be discussing another method which uses the concept of reversing a part of array. The intuition behind the idea is mentioned below:

**Intuition:**

*If we observe closely, we can see that a group of array elements is changing its position. For example see the following array:*

***arr[] = {1, 2, 3, 4, 5, 6, 7}****and****d = 2****. The rotated array is****{3, 4, 5, 6, 7, 1, 2}***

*The group having the first two elements is moving to the end of the array. This is like reversing the array.*

1. *But the issue is that if we only reverse the array, it becomes {7, 6, 5, 4, 3, 2, 1}.*
2. *After rotation the elements in the chunks having the first 5 elements****{7, 6, 5, 4, 3}****and the last 2 elements****{2, 1}****should be in the actual order as of the initial array [i.e.,****{3, 4, 5, 6, 7} and {1, 2}****]but here it gets reversed.*
3. *So if those blocks are reversed again we get the desired rotated array.*

*So the sequence of operations is:*

1. *Reverse the whole array*
2. *Then reverse the last ‘d’ elements and*
3. *Then reverse the first (N-d) elements.*

*As we are performing reverse operations it is also similar to the following sequence:*

1. *Reverse the first ‘d’ elements*
2. *Reverse last (N-d) elements*
3. *Reverse the whole array.*

**Algorithm:** The algorithm can be described with the help of the below pseudocode:

**Pseudocode:**

*Algorithm reverse(arr, start, end):*

*mid = (start + end)/2*

*loop from i = start to mid:*

*swap (arr[i], arr[end-(mid-i+1)])*

*Algorithm rotate(arr, d, N):*

*reverse(arr, 1, d) ;*

*reverse(arr, d + 1, N);*

*reverse(arr, 1, N);*

**Illustration:**

Follow the illustration below to for  better understanding of the algorithm and intuition:

*For example take the array****arr[] = {1, 2, 3, 4, 5, 6, 7}****and****d = 2****.*
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*Array*

*The rotated array will look like:*
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*Rotated Array*

***1st Step:****Consider the array as a combination of two blocks. One containing the first two elements and the other containing the remaining elements as shown above.*
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*Considered 2 blocks*

***2nd Step:****Now reverse the first****d****elements. It becomes as shown in the image*
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*Reverse the first K elements*

***3rd Step:****Now reverse the last****(N-d)****elements. It become as it is shown in the below image:*
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*Reverse the last (N-K) elements*

***4th Step:****Now the array is the exact reversed form of how it should be if left shifted****d****times. So reverse the whole array and you will get the required rotated array.*

![The total array is reversed](data:image/png;base64,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)

*The total array is reversed*

*See that the array is now the same as the rotated array.*

Below is the implementation of the above approach:

# Python program for reversal algorithm of array rotation

# Function to reverse arr[] from index start to end

**def** reverseArray(arr, start, end):

**while** (start < end):

        temp **=** arr[start]

        arr[start] **=** arr[end]

        arr[end] **=** temp

        start **+=** 1

        end **=** end**-**1

# Function to left rotate arr[] of size n by d

**def** leftRotate(arr, d):

**if** d **==** 0:

**return**

    n **=** len(arr)

    # in case the rotating factor is

    # greater than array length

    d **=** d **%** n

    reverseArray(arr, 0, d**-**1)

    reverseArray(arr, d, n**-**1)

    reverseArray(arr, 0, n**-**1)

# Function to print an array

**def** printArray(arr):

**for** i **in** range(0, len(arr)):

        print (arr[i],end**=**' ')

# Driver function to test above functions

arr **=** [1, 2, 3, 4, 5, 6, 7]

n **=** len(arr)

d **=** 2

leftRotate(arr, d)  # Rotate array by 2

printArray(arr)

# This code is contributed by Devesh Agrawal

**Output**

3 4 5 6 7 1 2

**K’th Smallest/Largest Element in Unsorted Array**

Given an array and a number **K** where **K** is smaller than the size of the array. Find the K’th smallest element in the given array. Given that all array elements are distinct.

**Examples:**

***Input****: arr[] = {7, 10, 4, 3, 20, 15}, K = 3*

***Output****: 7*

***Input****: arr[] = {7, 10, 4, 3, 20, 15}, K = 4*

***Output****: 10*

We have discussed a similar [problem to print k largest elements](https://www.geeksforgeeks.org/k-largestor-smallest-elements-in-an-array/).

Kth smallest element

**K’th smallest element in an unsorted array using sorting:**

*Sort the given array and return the element at index K-1 in the sorted array.*

Follow the given steps to solve the problem:

1. Sort the input array in the increasing order
2. Return the element at the K-1 index (0 – Based indexing) in the sorted array

Below is the Implementation of the above approach:

# Python3 program to find K'th smallest  
# element

# Function to return K'th smallest  
# element in a given array

def kthSmallest(arr, N, K):

# Sort the given array  
 arr.sort()

# Return k'th element in the  
 # sorted array  
 return arr[K-1]

# Driver code  
if \_\_name\_\_ == '\_\_main\_\_':  
 arr = [12, 3, 5, 7, 19]  
 N = len(arr)  
 K = 2

# Function call  
 print("K'th smallest element is",  
 kthSmallest(arr, N, K))

# This code is contributed by  
# Shrikant13

**Output**

K'th smallest element is 5

**Time Complexity:**O(N log N)

**Auxiliary Space:**O(1)

**K’th smallest element in an unsorted array using set data structure:**

*Set data structure can be used to find the kth smallest element as it stores the distinct elements in sorted order. Set can be used because it is mentioned in the question that all the elements in the array are distinct.*

Follow the given steps to solve the problem:

1. Insert all array elements into the set
2. Advance the iterator to the Kth element in the set
3. Return the value of the element at which the iterator is pointing

Below is the Implementation of the above approach:

# Python3 code for the above approach

if \_\_name\_\_ == '\_\_main\_\_':  
 arr = [12, 3, 5, 7, 19]  
 N = len(arr)  
 K = 4

s = set(arr)

for itr in s:  
 if K == 1:  
 print(itr) # itr is the Kth element in the set  
 break  
 K -= 1

# This code is contributed by Abhijeet Kumar(abhijeet19403)

**Output**

12

**Find the largest three distinct elements in an array**

Given an array with all distinct elements, find the largest three elements. Expected time complexity is O(n) and extra space is O(1).

**Examples :**

Input: arr[] = {10, 4, 3, 50, 23, 90}  
Output: 90, 50, 23

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

**Method 1:**

**Algorithm:**

1) Initialize the largest three elements as minus infinite.  
 first = second = third = -∞

2) Iterate through all elements of array.  
 a) Let current array element be x.  
 b) If (x > first)  
 {  
 // This order of assignment is important  
 third = second  
 second = first  
 first = x   
 }  
 c) Else if (x > second and x != first)  
 {  
 third = second  
 second = x   
 }  
 d) Else if (x > third and x != second)  
 {  
 third = x   
 }

3) Print first, second and third.

Below is the implementation of the above algorithm.

# Python3 code to find largest three

# elements in an array

**import** sys

# Function to print three largest

# elements

**def** print3largest(arr, arr\_size):

    # There should be atleast three

    # elements

**if** (arr\_size < 3):

**print**(" Invalid Input ")

**return**

    third **=** first **=** second **= -**sys.maxsize

**for** i **in** range(0, arr\_size):

        # If current element is greater

        # than first

**if** (arr[i] > first):

            third **=** second

            second **=** first

            first **=** arr[i]

        # If arr[i] is in between first

        # and second then update second

**elif** (arr[i] > second):

            third **=** second

            second **=** arr[i]

**elif** (arr[i] > third):

            third **=** arr[i]

**print**("Three largest elements are",

                  first, second, third)

# Driver program to test above function

arr **=** [12, 13, 1, 10, 34, 1]

n **=** len(arr)

print3largest(arr, n)

# This code is contributed by Smitha Dinesh Semwal

# and edited by Ayush Singla(@ayusin51).

**Output**

Three largest elements are 34 13 12

**Find Second largest element in an array**

Given an array of integers, our task is to write a program that efficiently finds the second-largest element present in the array.

**Example:**

**Input:** arr[] = {12, 35, 1, 10, 34, 1}  
**Output:** The second largest element is 34.  
**Explanation:** The largest element of the   
array is 35 and the second   
largest element is 34

**Input:** arr[] = {10, 5, 10}  
**Output:** The second largest element is 5.  
**Explanation:** The largest element of   
the array is 10 and the second   
largest element is 5

**Input:** arr[] = {10, 10, 10}  
**Output:** The second largest does not exist.  
**Explanation:** Largest element of the array   
is 10 there is no second largest element

Recommended Problem

Second Largest

**Naive approach:**

*The idea is to sort the array in descending order and then return the second element which is not equal to the largest element from the sorted array.*

Below is the implementation of the above idea:

# Python3 program to find second

# largest element in an array

# Function to print the

# second largest elements

**def** print2largest(arr,

                  arr\_size):

  # There should be

  # atleast two elements

**if** (arr\_size < 2):

**print**(" Invalid Input ")

**return**

  # Sort the array

  arr.sort

  # Start from second last

  # element as the largest

  # element is at last

**for** i **in** range(arr\_size**-**2,

**-**1, **-**1):

    # If the element is not

    # equal to largest element

**if** (arr[i] !**=** arr[arr\_size **-** 1]) :

      print("The second largest element is",

            arr[i])

**return**

**print**("There is no second largest element")

# Driver code

arr **=** [12, 35, 1, 10, 34, 1]

n **=** len(arr)

print2largest(arr, n)

# This code is contributed by divyeshrabadiya07

**Output**

The second largest element is 34

**Sort an array in wave form**

Given an unsorted array of integers, sort the array into a wave array. An array **arr[0..n-1]** is sorted in wave form if:

**arr[0] >= arr[1] <= arr[2] >= arr[3] <= arr[4] >= …..**

**Examples:**

***Input:****arr[] = {10, 5, 6, 3, 2, 20, 100, 80}*

***Output:****arr[] = {10, 5, 6, 2, 20, 3, 100, 80}*

***Explanation:***

*here you can see {10, 5, 6, 2, 20, 3, 100, 80} first element is larger than the second and the same thing is repeated again and again. large element – small element-large element -small element and so on .it can be small element-larger element – small element-large element -small element too. all you need to maintain is the up-down fashion which represents a wave. there can be multiple answers.*

***Input:****arr[] = {20, 10, 8, 6, 4, 2}*

***Output:****arr[] = {20, 8, 10, 4, 6, 2}*

Recommended Practice

[Wave Array](https://practice.geeksforgeeks.org/problems/wave-array-1587115621/1/)

[Try It!](https://practice.geeksforgeeks.org/problems/wave-array-1587115621/1/)

**What is a wave array?**

well, you have seen waves right? how do they look? if you will form a graph of them it would be some in some up-down fashion. that is what you have to do here, you are supposed to arrange numbers in such a way that if we will form a graph it will be in an up-down fashion rather than a straight line.

**Wave Array using sorting**

*A idea is to use sorting. First sort the input array, then swap all adjacent elements.*

Follow the steps mentioned below to implement the idea:

1. Sort the array.
2. Traverse the array from index**0** to **N-1,** and increase the value of the index by **2**.
3. While traversing the array swap **arr[i]** with **arr[i+1].**
4. Print the final array.

Below is the implementation of the above approach:

# Python function to sort the array arr[0..n-1] in wave form,

# i.e., arr[0] >= arr[1] <= arr[2] >= arr[3] <= arr[4] >= arr[5]

**def** sortInWave(arr, n):

    #sort the array

    arr.sort()

    # Swap adjacent elements

**for** i **in** range(0,n**-**1,2):

        arr[i], arr[i**+**1] **=** arr[i**+**1], arr[i]

# Driver program

arr **=** [10, 90, 49, 2, 1, 5, 23]

sortInWave(arr, len(arr))

**for** i **in** range(0,len(arr)):

    print (arr[i],end**=**" ")

# This code is contributed by \_\_Devesh Agrawal\_\_

**Output**

2 1 10 5 49 23 90

**Time Complexity:**O(N\*log(N))

**Auxiliary Space:**O(1)

**Wave Array Optimized Approach**

*The idea is based on the fact that if we make sure that all even positioned (at index 0, 2, 4, ..) elements are greater than their adjacent odd elements, we don’t need to worry about oddly positioned elements.*

Follow the steps mentioned below to implement the idea:

1. Traverse all even positioned elements of the input array, and do the following.
2. If the current element is smaller than the previous odd element, swap the previous and current.
3. If the current element is smaller than the next odd element, swap next and current.

Below is the implementation of the above approach:

# Python function to sort the array arr[0..n-1] in wave form,

# i.e., arr[0] >= arr[1] <= arr[2] >= arr[3] <= arr[4] >= arr[5]

**def** sortInWave(arr, n):

    # Traverse all even elements

**for** i **in** range(0, n **-** 1, 2):

        # If current even element is smaller than previous

**if** (i > 0 **and** arr[i] < arr[i**-**1]):

            arr[i], arr[i**-**1] **=** arr[i**-**1], arr[i]

        # If current even element is smaller than next

**if** (i < n**-**1 **and** arr[i] < arr[i**+**1]):

            arr[i], arr[i**+**1] **=** arr[i**+**1], arr[i]

# Driver program

arr **=** [10, 90, 49, 2, 1, 5, 23]

sortInWave(arr, len(arr))

**for** i **in** range(0, len(arr)):

**print**(arr[i], end**=**" ")

# This code is contributed by \_\_Devesh Agrawal\_\_

**Output**

90 10 49 1 5 2 23

**Count the number of possible triangles**

Given an unsorted array of positive integers, find the number of triangles that can be formed with three different array elements as three sides of triangles. For a triangle to be possible from 3 values, the sum of any of the two values (or sides) must be greater than the third value (or third side).

**Examples:**

***Input:****arr= {4, 6, 3, 7}*

***Output:****3*

***Explanation:****There are three triangles*

*possible {3, 4, 6}, {4, 6, 7} and {3, 6, 7}.*

*Note that {3, 4, 7} is not a possible triangle.*

***Input:****arr= {10, 21, 22, 100, 101, 200, 300}.*

***Output:****6*

***Explanation:****There can be 6 possible triangles:*

*{10, 21, 22}, {21, 100, 101}, {22, 100, 101},*

*{10, 100, 101}, {100, 101, 200} and {101, 200, 300}*

Recommended Problem

Count the number of possible triangles

**Naive Approach:** To solve the problem follow the below idea:

*The brute force method is to run three loops and keep track of the number of triangles possible so far. The three loops select three different values from an array. The innermost loop checks for the triangle property which specifies the sum of any two sides must be greater than the value of the third side).*

Follow the given steps to solve the problem:

1. Run three nested loops each loop starting from the index of the previous loop to the end of the array i.e run first loop from 0 to n, loop j from i to n, and k from j to n
2. Check if array[i] + array[j] > array[k], i.e. sum of two sides is greater than the third
3. Check condition 2 for all combinations of sides by interchanging i, j, k
4. If all three conditions match, then increase the count
5. Print the count

Below is the implementation of the above approach:

# Python3 code to count the number of

# possible triangles using brute

# force approach

# Function to count all possible

# triangles with arr[] elements

**def** findNumberOfTriangles(arr, n):

    # Count of triangles

    count **=** 0

    # The three loops select three

    # different values from array

**for** i **in** range(n):

**for** j **in** range(i **+** 1, n):

            # The innermost loop checks for

            # the triangle property

**for** k **in** range(j **+** 1, n):

                # Sum of two sides is greater

                # than the third

**if** (arr[i] **+** arr[j] > arr[k] **and**

                    arr[i] **+** arr[k] > arr[j] **and**

                        arr[k] **+** arr[j] > arr[i]):

                    count **+=** 1

**return** count

# Driver code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    arr **=** [10, 21, 22, 100, 101, 200, 300]

    size **=** len(arr)

    # Function call

**print**("Total number of triangles possible is",

          findNumberOfTriangles(arr, size))

# This code is contributed by shubhamsingh10

**Output**

Total number of triangles possible is 6

**Print All Distinct Elements of a given integer array**

Given an integer array, print all distinct elements in array. The given array may contain duplicates and the output should print every element only once. The given array is not sorted.

**Examples:**

Input: arr[] = {12, 10, 9, 45, 2, 10, 10, 45}  
Output: 12, 10, 9, 45, 2

Input: arr[] = {1, 2, 3, 4, 5}  
Output: 1, 2, 3, 4, 5

Input: arr[] = {1, 1, 1, 1, 1}  
Output: 1

Recommended Problem

Make a Distinct Digit Array

[Amazon](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Amazon&sortBy=submissions)

[MakeMyTrip](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=MakeMyTrip&sortBy=submissions)

+1 more

[Solve Problem](https://practice.geeksforgeeks.org/problems/make-a-distinct-digit-array2007/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 7.3K

A **Simple Solution**is to use two nested loops. The outer loop picks an element one by one starting from the leftmost element. The inner loop checks if the element is present on left side of it. If present, then ignores the element, else prints the element. Following is the implementation of the simple algorithm.

**Implementation:**

# python program to print all distinct

# elements in a given array

**def** printDistinct(arr, n):

    # Pick all elements one by one

**for** i **in** range(0, n):

        # Check if the picked element

        # is already printed

        d **=** 0

**for** j **in** range(0, i):

**if** (arr[i] **==** arr[j]):

                d **=** 1

**break**

        # If not printed earlier,

        # then print it

**if** (d **==** 0):

**print**(arr[i])

# Driver program to test above function

arr **=** [6, 10, 5, 4, 9, 120, 4, 6, 10]

n **=** len(arr)

printDistinct(arr, n)

# This code is contributed by Sam007.

**Output**

6 10 5 4 9 120

**Find the element that appears once in an array where every other element appears twice**

Given an array of integers. All numbers occur twice except one number which occurs once. Find the number in O(n) time & constant extra space.

**Example :**

***Input:****arr[] = {2, 3, 5, 4, 5, 3, 4}*

***Output:****2*

**Approach (Brute-force):**One solution is to check every element if it appears once or not. Once an element with a single occurrence is found, return it.

Below is the implementation of the approach:

# Python code to find the array element that appears only once

# Function to find the array

# element that appears only once

**def** findSingle(A, ar\_size):

    # iterate over every element

**for** i **in** range(ar\_size):

        # Initialize count to 0

        count **=** 0

**for** j **in** range(ar\_size):

            # Count the frequency

            # of the element

**if**(A[i] **==** A[j]):

                count **+=** 1

        # If the frequency of

        # the element is one

**if**(count **==** 1):

**return** A[i]

    # If no element exist

    # at most once

**return -**1

ar **=** [2, 3, 5, 4, 5, 3, 4]

n **=** len(ar)

# Function call

print("Element occurring once is", findSingle(ar, n))

# This code is contributed by lokesh

**Output**

Element occurring once is 2

**Find Subarray with given sum | Set 1 (Non-negative Numbers)**

Given an array **arr[]** of non-negative integers and an integer **sum**, find a subarray that adds to a given **sum**.

**Note:** There may be more than one subarray with sum as the given sum, print first such subarray.

**Examples:**

***Input****: arr[] = {1, 4, 20, 3, 10, 5}, sum = 33*

***Output****: Sum found between indexes 2 and 4*

***Explanation:****Sum of elements between indices 2 and 4 is 20 + 3 + 10 = 33*

***Input****: arr[] = {1, 4, 0, 0, 3, 10, 5}, sum = 7*

***Output****: Sum found between indexes 1 and 4*

***Explanation:****Sum of elements between indices 1 and 4 is 4 + 0 + 0 + 3 = 7*

***Input****: arr[] = {1, 4}, sum = 0*

***Output****: No subarray found*

***Explanation:****There is no subarray with 0 sum*

Subarray with given sum

**Find subarray with given sum using Nested loop**

*The idea is to consider all subarrays one by one and check the sum of every subarray. Following program implements the given idea.*

*Run two loops: the outer loop picks a starting point****i****and the inner loop tries all subarrays starting from****i.***

Follow the steps given below to implement the approach:

1. Traverse the array from start to end.
2. From every index start another loop from**i**to the end of the array to get all subarrays starting from **i**, and keep a variable**currentSum** to calculate the **sum**of every subarray.
3. For every index in inner loop update **currentSum** **= currentSum + arr[j]**
4. If the **currentSum** is equal to the **given sum** then print the subarray.

 Below is the implementation of the above approach.

# A simple program to print subarray with sum as given sum

# Returns true if the there is a subarray of arr[] with sum equal to 'sum' otherwise returns false. Also, prints the result

**def** subArraySum(arr, n, sum):

    # Pick a starting point

**for** i **in** range(0,n):

        currentSum **=** arr[i]

**if**(currentSum **==** sum):

            print("Sum found at indexes",i)

**return**

**else**:

            # Try all subarrays starting with 'i'

**for** j **in** range(i**+**1,n):

                currentSum **+=** arr[i]

**if**(currentSum **==** sum):

                    print("Sum found between indexes",i,"and",j)

**return**

**print**("No Subarray Found")

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    arr **=** [15,2,4,8,9,5,10,23]

    n **=** len(arr)

    sum **=** 23

    subArraySum(arr, n, sum)

    # This code is contributed by ajaymakvana

**Output**

Sum found between indexes 1 and 4

**Medium questions:**

**Rearrange an array such that arr[i] = i**

Given an array of elements of length N, ranging from 0 to N – 1. All elements may not be present in the array. If the element is not present then there will be -1 present in the array. Rearrange the array such that A[i] = i and if i is not present, display -1 at that place.

**Examples:**

Input : arr = {-1, -1, 6, 1, 9, 3, 2, -1, 4, -1}  
Output : [-1, 1, 2, 3, 4, -1, 6, -1, -1, 9]

Input : arr = {19, 7, 0, 3, 18, 15, 12, 6, 1, 8,  
 11, 10, 9, 5, 13, 16, 2, 14, 17, 4}  
Output : [0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10,   
 11, 12, 13, 14, 15, 16, 17, 18, 19]

Recommended Problem

Reorganize The Array

**Approach(Naive Approach):**

1. Nav­i­gate the numbers from 0 to n-1.
2. Now navigate through array.
3. If (i==a[j]) , then replace the element at i position with a[j] position.
4. If there is any element in which -1 is used instead of the number then it will be replaced automatically.
5. Now, iterate through the array and check if (a[i]!=i) , if it s true then replace a[i] with -1.

Below is the implementation for the above approach:

# Python3 program for above approach

# Function to transform the array

**def** fixArray(ar, n):

    # Iterate over the array

**for** i **in** range(n):

**for** j **in** range(n):

            # Check is any ar[j]

            # exists such that

            # ar[j] is equal to i

**if** (ar[j] **==** i):

                ar[j], ar[i] **=** ar[i], ar[j]

    # Iterate over array

**for** i **in** range(n):

        # If not present

**if** (ar[i] !**=** i):

            ar[i] **= -**1

    # Print the output

    print("Array after Rearranging")

**for** i **in** range(n):

**print**(ar[i], end **=** " ")

# Driver Code

ar **=** [ **-**1, **-**1, 6, 1, 9, 3, 2, **-**1, 4, **-**1 ]

n **=** len(ar)

# Function Call

fixArray(ar, n);

# This code is contributed by rag2127

**Output**

Array after Rearranging  
-1 1 2 3 4 -1 6 -1 -1 9

**Rearrange positive and negative numbers in O(n) time and O(1) extra space**

An array contains both positive and negative numbers in random order. Rearrange the array elements so that positive and negative numbers are placed alternatively. A number of positive and negative numbers need not be equal. If there are more positive numbers they appear at the end of the array. If there are more negative numbers, they too appear at the end of the array.

For example, if the input array is [-1, 2, -3, 4, 5, 6, -7, 8, 9], then the output should be [9, -7, 8, -3, 5, -1, 2, 4, 6]

**Note:** The partition process changes the relative order of elements. I.e. the order of the appearance of elements is not maintained with this approach. [See this](https://www.geeksforgeeks.org/rearrange-array-alternating-positive-negative-items-o1-extra-space/)for maintaining the order of appearance of elements in this problem.

The solution is to first separate positive and negative numbers using the partition process of QuickSort. In the partition process, consider 0 as the value of the pivot element so that all negative numbers are placed before positive numbers. Once negative and positive numbers are separated, we start from the first negative number and first positive number and swap every alternate negative number with the next positive number.

[Recommended: Please solve it on “***PRACTICE*** ” first, before moving on to the solution.](https://practice.geeksforgeeks.org/problems/array-of-alternate-ve-and-ve-nos/0)

**Flowchart**

![C:\Users\qj771f\AppData\Local\Temp\msohtmlclip1\02\clip_image008.jpg](data:image/jpeg;base64,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)

*Flowchart of below code*

#  Python program to put positive numbers at even indexes (0,  // 2, 4,..) and

#  negative numbers at odd indexes (1, 3, 5, ..)

# The main function that rearranges elements of given array.

# It puts  positive elements at even indexes (0, 2, ..) and

# negative numbers at odd indexes (1, 3, ..).

**def** rearrange(arr, n):

    # The following few lines are similar to partition process

    # of QuickSort.  The idea is to consider 0 as pivot and

    # divide the array around it.

    i **= -**1

**for** j **in** range(n):

**if** (arr[j] < 0):

            i **+=** 1

            # swapping of arr

            arr[i], arr[j] **=** arr[j], arr[i]

    # Now all positive numbers are at end and negative numbers

    # at the beginning of array. Initialize indexes for starting

    # point of positive and negative numbers to be swapped

    pos, neg **=** i**+**1, 0

    # Increment the negative index by 2 and positive index by 1,

    # i.e., swap every alternate negative number with next

    # positive number

**while** (pos < n **and** neg < pos **and** arr[neg] < 0):

        # swapping of arr

        arr[neg], arr[pos] **=** arr[pos], arr[neg]

        pos **+=** 1

        neg **+=** 2

# A utility function to print an array

**def** printArray(arr, n):

**for** i **in** range(n):

**print** (arr[i],end**=**" ")

# Driver program to test above functions

arr **=** [**-**1, 2, **-**3, 4, 5, 6, **-**7, 8, 9]

n **=** len(arr)

rearrange(arr, n)

printArray(arr, n)

# Contributed by Afzal

**Output:**

4 -3 5 -1 6 -7 2 8 9

**Reorder an array according to given indexes**

Given two integer arrays of same size, “arr[]” and “index[]”, reorder elements in “arr[]” according to given index array. It is not allowed to given array arr’s length.

**Example:**

***Input:****arr[]   = [10, 11, 12];*

*index[] = [1, 0, 2];*

***Output:****arr[]   = [11, 10, 12]*

*index[] = [0,  1,  2]*

***Input:****arr[]   = [50, 40, 70, 60, 90]*

*index[] = [3,  0,  4,  1,  2]*

***Output:****arr[]   = [40, 60, 90, 50, 70]*

*index[] = [0,  1,  2,  3,   4]*

Expected time complexity O(n) and auxiliary space O(1)

**We strongly recommend you to minimize your browser and try this yourself first.**

A **Simple Solution**is to use an auxiliary array temp[] of same size as given arrays. Traverse the given array and put all elements at their correct place in temp[] using index[]. Finally copy temp[] to arr[] and set all values of index[i] as i.

# Python3 program to sort

# an array according to given

# indexes

# Function to reorder

# elements of arr[] according

# to index[]

**def** reorder(arr,index, n):

    temp **=** [0] **\*** n;

    # arr[i] should be

        # present at index[i] index

**for** i **in** range(0,n):

        temp[index[i]] **=** arr[i]

    # Copy temp[] to arr[]

**for** i **in** range(0,n):

        arr[i] **=** temp[i]

        index[i] **=** i

# Driver program

arr **=** [50, 40, 70, 60, 90]

index **=** [3, 0, 4, 1, 2]

n **=** len(arr)

reorder(arr, index, n)

print("Reordered array is:")

**for** i **in** range(0,n):

**print**(arr[i],end **=** " ")

**print**("\nModified Index array is:")

**for** i **in** range(0,n):

    print(index[i],end **=** " ")

# This code is contributed by

# Smitha Dinesh Semwal

**Output:**

Reordered array is:   
40 60 90 50 70   
Modified Index array is:   
0 1 2 3 4

**Search an element in a sorted and rotated Array**

Given a sorted and rotated array **arr[]** of size **N** and a **key**, the task is to find the key in the array.

**Note:** Find the element in O(logN) time and assume that all the elements are distinct.

**Example:**

***Input  :****arr[] = {5, 6, 7, 8, 9, 10, 1, 2, 3}, key = 3*

***Output :****Found at index 8*

***Input  :****arr[] = {5, 6, 7, 8, 9, 10, 1, 2, 3}, key = 30*

***Output :****Not found*

***Input :****arr[] = {30, 40, 50, 10, 20}, key = 10*

***Output :****Found at index 3*

Recommended Practice

[Search in a Rotated Array](https://practice.geeksforgeeks.org/problems/search-in-a-rotated-array4618/1/)

[Try It!](https://practice.geeksforgeeks.org/problems/search-in-a-rotated-array4618/1/)

**Approach 1 (Finding Pivot where rotation has happened):** The primary idea to solve the problem is as follows.

*The idea is to find the pivot point, divide the array into two sub-arrays and perform a binary search.*

*The main idea for finding a pivot is –*

1. *For a sorted (in increasing order) and rotated array, the pivot element is the only element for which the next element to it is smaller than it.*
2. *Using*[*binary search*](https://www.geeksforgeeks.org/binary-search/)*based on the above idea, pivot can be found.*
3. *It can be observed that for a search space of indices in range****[l, r]****where the middle index is****mid****,*
4. *If rotation has happened in the left half, then obviously the element at****l****will be greater than the one at****mid****.*
5. *Otherwise the left half will be sorted but the element at****mid****will be greater than the one at****r****.*
6. *After the pivot is found divide the array into two sub-arrays.*
7. *Now the individual sub-arrays are sorted so the element can be searched using Binary Search.*

Follow the steps mentioned below to implement the idea:

1. Find out the pivot point using binary search. We will set the low pointer as the first array index and high with the last array index.
2. From the high and low we will calculate the mid value.
3. If the value at **mid-1** is greater than the one at **mid**, return that value as the pivot.
4. Else if the value at the **mid+1** is less than **mid**, return mid value as the pivot.
5. Otherwise, if the value at **low** position is greater than **mid** position, consider the left half. Otherwise, consider the right half.
6. Divide the array into two sub-arrays based on the pivot that was found.
7. Now call binary search for one of the two sub-arrays.
8. If theelement is greater than the 0th element then search in the left array
9. Else search in the right array.
10. Iftheelement is found in the selected sub-array then return the index
11. Elsereturn **-1**.

Follow the below illustration for a better understanding

**Illustration:**

*Consider****arr[] = {3, 4, 5, 1, 2}, key = 1***

***Pivot finding:***

***low = 0, high = 4:***

*=>  mid = 2*

*=>  arr[mid] = 5, arr[mid + 1] = 1*

*=> arr[mid] > arr[mid +1],*

*=> Therefore the pivot =****mid = 2***

*Array is divided into two parts****{3, 4, 5}, {1, 2}***

*Now  according to the conditions and the key, we need to find in the part {1, 2}*

***Key Finding:***

*We will apply Binary search on {1, 2}.*

***low = 3 , high = 4.***

*=>  mid = 3*

*=>  arr[mid] = 1 , key = 1, hence arr[mid] = key matches.*

*=>  The required index =****mid = 3***

*So the element is  found at index****3****.*

Below is the implementation of the above approach:

# Python Program to search an element

# in a sorted and pivoted array

# Searches an element key in a pivoted

# sorted array arrp[] of size n

**def** pivotedBinarySearch(arr, n, key):

    pivot **=** findPivot(arr, 0, n**-**1)

    # If we didn't find a pivot,

    # then array is not rotated at all

**if** pivot **== -**1:

**return** binarySearch(arr, 0, n**-**1, key)

    # If we found a pivot, then first

    # compare with pivot and then

    # search in two subarrays around pivot

**if** arr[pivot] **==** key:

**return** pivot

**if** arr[0] <**=** key:

**return** binarySearch(arr, 0, pivot**-**1, key)

**return** binarySearch(arr, pivot **+** 1, n**-**1, key)

# Function to get pivot. For array

# 3, 4, 5, 6, 1, 2 it returns 3

# (index of 6)

**def** findPivot(arr, low, high):

    # base cases

**if** high < low:

**return -**1

**if** high **==** low:

**return** low

    # low + (high - low)/2;

    mid **=** int((low **+** high)**/**2)

**if** mid < high **and** arr[mid] > arr[mid **+** 1]:

**return** mid

**if** mid > low **and** arr[mid] < arr[mid **-** 1]:

**return** (mid**-**1)

**if** arr[low] >**=** arr[mid]:

**return** findPivot(arr, low, mid**-**1)

**return** findPivot(arr, mid **+** 1, high)

# Standard Binary Search function

**def** binarySearch(arr, low, high, key):

**if** high < low:

**return -**1

    # low + (high - low)/2;

    mid **=** int((low **+** high)**/**2)

**if** key **==** arr[mid]:

**return** mid

**if** key > arr[mid]:

**return** binarySearch(arr, (mid **+** 1), high,

                            key)

**return** binarySearch(arr, low, (mid **-** 1), key)

# Driver program to check above functions

# Let us search 3 in below array

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    arr1 **=** [5, 6, 7, 8, 9, 10, 1, 2, 3]

    n **=** len(arr1)

    key **=** 3

    print("Index of the element is : ", \

          pivotedBinarySearch(arr1, n, key))

# This is contributed by Smitha Dinesh Semwal

**Output**

Index of the element is : 8

**Find the Rotation Count in Rotated Sorted array**

Given an array **arr[]** of size **N** having distinct numbers sorted in increasing order and the array has been right rotated (i.e, the last element will be cyclically shifted to the starting position of the array) **k** number of times, the task is to find the value of **k**.

**Examples:**

***Input:****arr[] = {15, 18, 2, 3, 6, 12}*

***Output:****2*

***Explanation:****Initial array must be {2, 3, 6, 12, 15, 18}.*

*We get the given array after rotating the initial array twice.*

***Input:****arr[] = {7, 9, 11, 12, 5}*

***Output:****4*

***Input:****arr[] = {7, 9, 11, 12, 15};*

***Output:****0*

**Approach 1 (Using**[**linear search**](https://www.geeksforgeeks.org/linear-search/)**):** This problem can be solved using linear search.

*If we take a closer look at examples, we can notice that the number of rotations is equal to the index of the minimum element. A simple linear solution is to find the minimum element and returns its index.*

**Illustration:**

*Consider the array****arr[]={15, 18, 2, 3, 6, 12};***

*Initially****minimum = 15****,****min\_index = 0***

***At i = 1:****min = 15, min\_index = 0*

***At i = 2****: min = min(2, 15) = 2, min\_index = 2*

***At i = 3:****min = 2, min\_index = 2*

***At i = 4:****min = 2, min\_index = 2*

***At i = 5:****min = 2, min\_index = 2*

*The array is rotated twice to the right*

Follow the steps mentioned below to implement the idea:

1. Initialize two variables to store the minimum value and the index of that value.
2. Traverse the array from start to the end:
3. Find the minimum value and index where the minimum value is stored.
4. Return the index of the minimum value.

Below is the code implementation of the above idea.

# Python3 program to find number

# of rotations in a sorted and

# rotated array.

# Returns count of rotations for

# an array which is first sorted

# in ascending order, then rotated

**def** countRotations(arr, n):

    # We basically find index

    # of minimum element

    min **=** arr[0]

    min\_index **=** 0

**for** i **in** range(0, n):

**if** (min > arr[i]):

            min **=** arr[i]

            min\_index **=** i

**return** min\_index;

# Driver code

arr **=** [15, 18, 2, 3, 6, 12]

n **=** len(arr)

print(countRotations(arr, n))

# This code is contributed by Smitha Dinesh Semwal

**Output**

2

Given an array **arr[]** of size **N** having distinct numbers sorted in increasing order and the array has been right rotated (i.e, the last element will be cyclically shifted to the starting position of the array) **k** number of times, the task is to find the value of **k**.

**Examples:**

***Input:****arr[] = {15, 18, 2, 3, 6, 12}*

***Output:****2*

***Explanation:****Initial array must be {2, 3, 6, 12, 15, 18}.*

*We get the given array after rotating the initial array twice.*

***Input:****arr[] = {7, 9, 11, 12, 5}*

***Output:****4*

***Input:****arr[] = {7, 9, 11, 12, 15};*

***Output:****0*

**Approach 1 (Using**[**linear search**](https://www.geeksforgeeks.org/linear-search/)**):** This problem can be solved using linear search.

*If we take a closer look at examples, we can notice that the number of rotations is equal to the index of the minimum element. A simple linear solution is to find the minimum element and returns its index.*

**Illustration:**

*Consider the array****arr[]={15, 18, 2, 3, 6, 12};***

*Initially****minimum = 15****,****min\_index = 0***

***At i = 1:****min = 15, min\_index = 0*

***At i = 2****: min = min(2, 15) = 2, min\_index = 2*

***At i = 3:****min = 2, min\_index = 2*

***At i = 4:****min = 2, min\_index = 2*

***At i = 5:****min = 2, min\_index = 2*

*The array is rotated twice to the right*

Follow the steps mentioned below to implement the idea:

1. Initialize two variables to store the minimum value and the index of that value.
2. Traverse the array from start to the end:
3. Find the minimum value and index where the minimum value is stored.
4. Return the index of the minimum value.

Below is the code implementation of the above idea.

# Python3 program to find number

# of rotations in a sorted and

# rotated array.

# Returns count of rotations for

# an array which is first sorted

# in ascending order, then rotated

**def** countRotations(arr, n):

    # We basically find index

    # of minimum element

    min **=** arr[0]

    min\_index **=** 0

**for** i **in** range(0, n):

**if** (min > arr[i]):

            min **=** arr[i]

            min\_index **=** i

**return** min\_index;

# Driver code

arr **=** [15, 18, 2, 3, 6, 12]

n **=** len(arr)

print(countRotations(arr, n))

# This code is contributed by Smitha Dinesh Semwal

**Output**

2

**K-th Largest Sum Contiguous Subarray**

Given an array of integers. Write a program to find the **K-th** largest sum of contiguous subarray within the array of numbers that has both negative and positive numbers.

**Examples:**

***Input:****a[] = {20, -5, -1}, K = 3*

***Output:****14*

***Explanation:****All sum of contiguous subarrays are (20, 15, 14, -5, -6, -1)*

*so the 3rd largest sum is 14.*

***Input:****a[] = {10, -10, 20, -40}, k = 6*

***Output:****-10*

***Explanation:****The 6th largest sum among*

*sum of all contiguous subarrays is -10.*

Recommended Problem

K-th Largest Sum Contiguous Subarray

**Brute force Approach:** Store all the contiguous sums in another array and sort it and print the Kth largest. But in the case of the number of elements being large, the array in which we store the contiguous sums will run out of memory as the number of contiguous subarrays will be large (quadratic order)

**Kth largest sum contiguous subarray using Min-Heap:**

*The key idea**is to store the pre-sum of the array in a sum[] array. One can find the sum of contiguous subarray from index i to j as sum[j] – sum[i-1]. Now generate all possible contiguous subarray sums and push them into the Min-Heap only if the size of Min-Heap is less than K or the current sum is greater than the root of the Min-Heap. In the end, the root of the Min-Heap is the required answer*

Follow the given steps to solve the problem using the above approach:

1. Create a [prefix sum](https://www.geeksforgeeks.org/prefix-sum-array-implementation-applications-competitive-programming/) array of the input array
2. Create a Min-Heap that stores the subarray sum
3. Iterate over the given array using the variable i such that 1 <= i <= N, here i denotes the starting point of the subarray
4. Create a nested loop inside this loop using a variable j such that i <= j <= N, here j denotes the ending point of the subarray
5. Calculate the sum of the current subarray represented by i and j, using the prefix sum array
6. If the size of the Min-Heap is less than K, then push this sum into the heap
7. Otherwise, if the current sum is greater than the root of the Min-Heap, then pop out the root and push the current sum into the Min-Heap
8. Now the root of the Min-Heap denotes the Kth largest sum, Return it

Below is the implementation of the above approach:

# Python program to find the K-th largest sum

# of subarray

**import** heapq

# function to calculate Kth largest element

# in contiguous subarray sum

**def** kthLargestSum(arr, N, K):

    # array to store prefix sums

    sum **=** []

    sum.append(0)

    sum.append(arr[0])

**for** i **in** range(2, N **+** 1):

        sum.append(sum[i **-** 1] **+** arr[i **-** 1])

    # priority\_queue of min heap

    Q **=** []

    heapq.heapify(Q)

    # loop to calculate the contiguous subarray

    # sum position-wise

**for** i **in** range(1, N **+** 1):

        # loop to traverse all positions that

        # form contiguous subarray

**for** j **in** range(i, N **+** 1):

            x **=** sum[j] **-** sum[i **-** 1]

            # if queue has less then k elements,

            # then simply push it

**if** len(Q) < K:

                heapq.heappush(Q, x)

**else**:

                # it the min heap has equal to

                # k elements then just check

                # if the largest kth element is

                # smaller than x then insert

                # else its of no use

**if** Q[0] < x:

                    heapq.heappop(Q)

                    heapq.heappush(Q, x)

    # the top element will be then kth

    # largest element

**return** Q[0]

# Driver's code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    a **=** [10, **-**10, 20, **-**40]

    N **=** len(a)

    K **=** 6

    # Function call

    print(kthLargestSum(a, N, K))

# This code is contributed by Kumar Suman

**Output**

-10

**Find the smallest missing number**

Given a **sorted**array of n distinct integers where each integer is in the range from 0 to m-1 and m > n. Find the smallest number that is missing from the array.

**Examples:**

**Input:** {0, 1, 2, 6, 9}, n = 5, m = 10   
**Output:** 3

**Input:** {4, 5, 10, 11}, n = 4, m = 12   
**Output:** 0

**Input:** {0, 1, 2, 3}, n = 4, m = 5   
**Output:** 4

**Input:** {0, 1, 2, 3, 4, 5, 6, 7, 10}, n = 9, m = 11   
**Output:** 8

Thanks to Ravichandra for suggesting following two methods.

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

**Method 1 (Use**[**Binary Search**](https://www.geeksforgeeks.org/binary-search/)**)**

For i = 0 to m-1, do binary search for i in the array. If i is not present in the array then return i.

Time Complexity: O(m log n)

**Method 2 (**[**Linear Search**](https://www.geeksforgeeks.org/linear-search/)**)**

If arr[0] is not 0, return 0. Otherwise traverse the input array starting from index 0, and for each pair of elements a[i] and a[i+1], find the difference between them. if the difference is greater than 1 then a[i]+1 is the missing number.

Time Complexity: O(n)

**Method 3 (Use Modified Binary Search)**

Thanks to yasein and **Jams** for suggesting this method.

In the standard Binary Search process, the element to be searched is compared with the middle element and on the basis of comparison result, we decide whether to search is over or to go to left half or right half.

In this method, we modify the standard Binary Search algorithm to compare the middle element with its index and make decision on the basis of this comparison.

1. If the first element is not same as its index then return first index
2. Else get the middle index say mid
3. If arr[mid] greater than mid then the required element lies in left half.
4. Else the required element lies in right half.

# Python3 program to find the smallest

# elements missing in a sorted array.

**def** findFirstMissing(array, start, end):

**if** (start > end):

**return** end **+** 1

**if** (start !**=** array[start]):

**return** start;

    mid **=** int((start **+** end) **/** 2)

    # Left half has all elements

    # from 0 to mid

**if** (array[mid] **==** mid):

**return** findFirstMissing(array,

                          mid**+**1, end)

**return** findFirstMissing(array,

                          start, mid)

# driver program to test above function

arr **=** [0, 1, 2, 3, 4, 5, 6, 7, 10]

n **=** len(arr)

**print**("Smallest missing element is",

      findFirstMissing(arr, 0, n**-**1))

# This code is contributed by Smitha Dinesh Semwal

**Output**

Smallest missing element is 8

**Difference Array | Range update query in O(1)**

Consider an array A[] of integers and following two types of queries.

1. update(l, r, x) : Adds x to all values from A[l] to A[r] (both inclusive).
2. printArray() : Prints the current modified array.

**Examples :**

Input : A [] { 10, 5, 20, 40 }  
 update(0, 1, 10)  
 printArray()  
 update(1, 3, 20)  
 update(2, 2, 30)  
 printArray()  
Output : 20 15 20 40  
 20 35 70 60  
Explanation : The query update(0, 1, 10)   
adds 10 to A[0] and A[1]. After update,  
A[] becomes {20, 15, 20, 40}   
Query update(1, 3, 20) adds 20 to A[1],  
A[2] and A[3]. After update, A[] becomes  
{20, 35, 40, 60}.  
Query update(2, 2, 30) adds 30 to A[2].   
After update, A[] becomes {20, 35, 70, 60}.

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

A **simple solution** is to do following :

1. update(l, r, x) : Run a loop from l to r and add x to all elements from A[l] to A[r]
2. printArray() : Simply print A[].

Time complexities of both of the above operations is O(n)

An **efficient solution** is to use difference array.

**Difference array** D[i] of a given array A[i] is defined as D[i] = A[i]-A[i-1] (for 0 < i < N ) and D[0] = A[0] considering 0 based indexing. Difference array can be used to perform range update queries “l r x” where l is left index, r is right index and x is value to be added and after all queries you can return original array from it. Where update range operations can be performed in O(1) complexity.

1. update(l, r, x) : Add x to D[l] and subtract it from D[r+1], i.e., we do D[l] += x, D[r+1] -= x
2. printArray() : Do A[0] = D[0] and print it. For rest of the elements, do A[i] = A[i-1] + D[i] and print them.

Time complexity of update here is improved to **O(1)**. Note that printArray() still takes O(n) time.

# Python3 code to demonstrate Difference Array

# Creates a diff array D[] for A[] and returns

# it after filling initial values.

**def** initializeDiffArray( A):

    n **=** len(A)

    # We use one extra space because

    # update(l, r, x) updates D[r+1]

    D **=** [0 **for** i **in** range(0 , n **+** 1)]

    D[0] **=** A[0]; D[n] **=** 0

**for** i **in** range(1, n ):

        D[i] **=** A[i] **-** A[i **-** 1]

**return** D

# Does range update

**def** update(D, l, r, x):

    D[l] **+=** x

    D[r **+** 1] **-=** x

# Prints updated Array

**def** printArray(A, D):

**for** i **in** range(0 , len(A)):

**if** (i **==** 0):

            A[i] **=** D[i]

        # Note that A[0] or D[0] decides

        # values of rest of the elements.

**else**:

            A[i] **=** D[i] **+** A[i **-** 1]

**print**(A[i], end **=** " ")

**print** ("")

# Driver Code

A **=** [ 10, 5, 20, 40 ]

# Create and fill difference Array

D **=** initializeDiffArray(A)

# After below update(l, r, x), the

# elements should become 20, 15, 20, 40

update(D, 0, 1, 10)

printArray(A, D)

# After below updates, the

# array should become 30, 35, 70, 60

update(D, 1, 3, 20)

update(D, 2, 2, 30)

printArray(A, D)

# This code is contributed by Gitanjali.

Output:

20 15 20 40   
20 35 70 60

**Maximum profit by buying and selling a share at most twice**

In daily share trading, a buyer buys shares in the morning and sells them on the same day. If the trader is allowed to make at most 2 transactions in a day, the second transaction can only start after the first one is complete (Buy->sell->Buy->sell). Given stock prices throughout the day, find out the maximum profit that a share trader could have made.

**Examples:**

***Input:****price[] = {10, 22, 5, 75, 65, 80}*

***Output:****87*

*Trader earns 87 as sum of 12, 75*

*Buy at 10, sell at 22,*

*Buy at 5 and sell at 80*

***Input:****price[] = {2, 30, 15, 10, 8, 25, 80}*

***Output:****100*

*Trader earns 100 as sum of 28 and 72*

*Buy at price 2, sell at 30, buy at 8 and sell at 80*

***Input:****price[] = {100, 30, 15, 10, 8, 25, 80};*

***Output:****72*

*Buy at price 8 and sell at 80.*

***Input:****price[] = {90, 80, 70, 60, 50}\*

***Output:****0*

*Not possible to earn.*

Recommended Problem

Buy and Sell a Share at most twice

**Naive approach:**A Simple Solution is to consider every index ‘i’ and do the following

*Max profit with at most two transactions =*

*MAX {max profit with one transaction and subarray price[0..i] +*

*max profit with one transaction and subarray price[i+1..n-1] }*

*i varies from 0 to n-1.*

The maximum possible using one transaction can be calculated using the following O(n) algorithm

[The maximum difference between two elements such that](https://www.geeksforgeeks.org/maximum-difference-between-two-elements/)the [larger element appears after the smaller number](https://www.geeksforgeeks.org/maximum-difference-between-two-elements/)

**Time Complexity:**O(n2).

**Efficient Solution**. The idea is to store the maximum possible profit of every subarray and solve the problem in the following two phases.

**1)** Create a table profit[0..n-1] and initialize all values in it 0.

**2)** Traverse price[] from right to left and update profit[i] such that profit[i] stores maximum profit achievable from one transaction in subarray price[i..n-1]

**3)**Traverse price[] from left to right and update profit[i] such that profit[i] stores maximum profit such that profit[i] contains maximum achievable profit from two transactions in subarray price[0..i].

**4)**Return profit[n-1]

To do step 2, we need to keep track of the maximum price from right to left side, and to do step 3, we need to keep track of the minimum price from left to right. Why we traverse in reverse directions? The idea is to save space, in the third step, we use the same array for both purposes, maximum with 1 transaction and maximum with 2 transactions. After iteration i, the array profit[0..i] contains the maximum profit with 2 transactions, and profit[i+1..n-1] contains profit with two transactions.

Below are the implementations of the above approach.

# Returns maximum profit with

# two transactions on a given

# list of stock prices price[0..n-1]

**def** maxProfit(price, n):

    # Create profit array and initialize it as 0

    profit **=** [0]**\***n

    # Get the maximum profit

    # with only one transaction

    # allowed. After this loop,

    # profit[i] contains maximum

    # profit from price[i..n-1]

    # using at most one trans.

    max\_price **=** price[n**-**1]

**for** i **in** range(n**-**2, 0, **-**1):

**if** price[i] > max\_price:

            max\_price **=** price[i]

        # we can get profit[i] by

        # taking maximum of:

        # a) previous maximum,

        # i.e., profit[i+1]

        # b) profit by buying at

        # price[i] and selling at

        #    max\_price

        profit[i] **=** max(profit[i**+**1], max\_price **-** price[i])

    # Get the maximum profit

    # with two transactions allowed

    # After this loop, profit[n-1]

    # contains the result

    min\_price **=** price[0]

**for** i **in** range(1, n):

**if** price[i] < min\_price:

            min\_price **=** price[i]

        # Maximum profit is maximum of:

        # a) previous maximum,

        # i.e., profit[i-1]

        # b) (Buy, Sell) at

        # (min\_price, A[i]) and add

        #  profit of other trans.

        # stored in profit[i]

        profit[i] **=** max(profit[i**-**1], profit[i]**+**(price[i]**-**min\_price))

    result **=** profit[n**-**1]

**return** result

# Driver function

price **=** [2, 30, 15, 10, 8, 25, 80]

print ("Maximum profit is", maxProfit(price, len(price)))

# This code is contributed by \_\_Devesh Agrawal\_\_

**Output**

Maximum Profit = 100

**Smallest subarray with sum greater than a given value**

Given an array **arr[]**of integers and a number **x**, the task is to find the smallest subarray with a sum greater than the given value.

**Examples:**

arr[] = {1, 4, 45, 6, 0, 19}  
 x = 51  
Output: 3  
Minimum length subarray is {4, 45, 6}

arr[] = {1, 10, 5, 2, 7}  
 x = 9  
Output: 1  
Minimum length subarray is {10}

arr[] = {1, 11, 100, 1, 0, 200, 3, 2, 1, 250}  
 x = 280  
Output: 4  
Minimum length subarray is {100, 1, 0, 200}

arr[] = {1, 2, 4}  
 x = 8  
Output : Not Possible  
Whole array sum is smaller than 8.

Recommended Problem

Smallest subarray with sum greater than x

[Arrays](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Arrays&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Accolite](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Accolite&sortBy=submissions)

[Amazon](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Amazon&sortBy=submissions)

+3 more

[Solve Problem](https://practice.geeksforgeeks.org/problems/smallest-subarray-with-sum-greater-than-x5651/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 83.9K

**Naive approach:**A simple solution is to use two nested loops. The outer loop picks a starting element, the inner loop considers all elements (on right side of current start) as ending element. Whenever sum of elements between current start and end becomes more than the given number, update the result if current length is smaller than the smallest length so far.

Below is the implementation of the above approach:

# Python3 program to find Smallest

# subarray with sum greater

# than a given value

# Returns length of smallest subarray

# with sum greater than x. If there

# is no subarray with given sum,

# then returns n+1

**def** smallestSubWithSum(arr, n, x):

    # Initialize length of smallest

    # subarray as n+1

    min\_len **=** n **+** 1

    # Pick every element as starting point

**for** start **in** range(0,n):

        # Initialize sum starting

        # with current start

        curr\_sum **=** arr[start]

        # If first element itself is greater

**if** (curr\_sum > x):

**return** 1

        # Try different ending points

        # for curremt start

**for** end **in** range(start**+**1,n):

            # add last element to current sum

            curr\_sum **+=** arr[end]

            # If sum becomes more than x

            # and length of this subarray

            # is smaller than current smallest

            # length, update the smallest

            # length (or result)

**if** curr\_sum > x **and** (end **-** start **+** 1) < min\_len:

                min\_len **=** (end **-** start **+** 1)

**return** min\_len;

# Driver program to test above function \*/

arr1 **=** [1, 4, 45, 6, 10, 19]

x **=** 51

n1 **=** len(arr1)

res1 **=** smallestSubWithSum(arr1, n1, x);

**if** res1 **==** n1**+**1:

**print**("Not possible")

**else**:

**print**(res1)

arr2 **=** [1, 10, 5, 2, 7]

n2 **=** len(arr2)

x **=** 9

res2 **=** smallestSubWithSum(arr2, n2, x);

**if** res2 **==** n2**+**1:

    print("Not possible")

**else**:

**print**(res2)

arr3 **=** [1, 11, 100, 1, 0, 200, 3, 2, 1, 250]

n3 **=** len(arr3)

x **=** 280

res3 **=** smallestSubWithSum(arr3, n3, x)

**if** res3 **==** n3**+**1:

    print("Not possible")

**else**:

    print(res3)

# This code is contributed by Smitha Dinesh Semwal

**Output**

3  
1  
4

**nversion count in Array using Merge Sort**

**Inversion Count**for an array indicates – how far (or close) the array is from being sorted. If the array is already sorted, then the inversion count is 0, but if the array is sorted in reverse order, the inversion count is the maximum.

Given an array **a[]**. The task is to find the inversion count of **a[]**. Where two elements a[i] and a[j] form an inversion if a[i] > a[j] and i < j.

**Examples:**

***Input:****arr[] = {8, 4, 2, 1}*

***Output:****6*

***Explanation:****Given array has six inversions: (8, 4), (4, 2), (8, 2), (8, 1), (4, 1), (2, 1).*

***Input:****arr[] = {1, 20, 6, 4, 5}*

***Output:****5*

***Explanation:****Given array has five inversions: (20, 6), (20, 4), (20, 5), (6, 4), (6, 5).*

Recommended Problem

Count Inversions

**Naive Approach:**

*Traverse through the array, and for every index, find the number of smaller elements on its right side of the array. This can be done using a nested loop. Sum up the counts for all indices in the array and print the sum.*

Follow the below steps to Implement the idea:

1. Traverse through the array from start to end
2. For every element, find the count of elements smaller than the current number up to that index using another loop.
3. Sum up the count of inversion for every index.
4. Print the count of inversions.

Below is the Implementation of the above approach:

# Python3 program to count

# inversions in an array

**def** getInvCount(arr, n):

    inv\_count **=** 0

**for** i **in** range(n):

**for** j **in** range(i **+** 1, n):

**if** (arr[i] > arr[j]):

                inv\_count **+=** 1

**return** inv\_count

# Driver Code

arr **=** [1, 20, 6, 4, 5]

n **=** len(arr)

print("Number of inversions are",

      getInvCount(arr, n))

# This code is contributed by Smitha Dinesh Semwal

**Output**

Number of inversions are 5

**Sort an array of 0s, 1s and 2s | Dutch National Flag problem**

Given an array **A[]** consisting of only **0s**, **1s,** and **2s**. The task is to write a function that sorts the given array. The functions should put all 0s first, then all 1s and all 2s in last.

This problem is also the same as the famous **“Dutch National Flag problem”**. The problem was proposed by Edsger Dijkstra. The problem is as follows:

*Given N balls of colour red, white or blue arranged in a line in random order. You have to arrange all the balls such that the balls with the same colours are adjacent with the order of the balls, with the order of the colours being red, white and blue (i.e., all red coloured balls come first then the white coloured balls and then the blue coloured balls).*

**Examples:**

***Input****: {0, 1, 2, 0, 1, 2}*

***Output****: {0, 0, 1, 1, 2, 2}*

***Input****: {0, 1, 1, 0, 1, 2, 1, 2, 0, 0, 0, 1}*

***Output****: {0, 0, 0, 0, 0, 1, 1, 1, 1, 1, 2, 2}*

Recommended Problem

Sort an array of 0s, 1s and 2s

**Sort an array of 0s, 1s, and 2s using the Pointer Approach:**

This approach is based on the following idea:

1. *The problem is similar to*[*“Segregate 0s and 1s in an array”*](https://www.geeksforgeeks.org/segregate-0s-and-1s-in-an-array-by-traversing-array-once/)*.*
2. *The problem was posed with three colors, here `0′, `1′ and `2′. The array is divided into four sections:*
3. *arr[1] to arr[low – 1]*
4. *arr[low] to arr[mid – 1]*
5. *arr[mid] to arr[high – 1]*
6. *arr[high] to arr[n]*
7. *If the ith element is 0 then swap the element to the low range.*
8. *Similarly, if the element is 1 then keep it as it is.*
9. *If the element is 2 then swap it with an element in high range.*

**Illustration:**

***arr[] = {0, 1, 2, 0, 1, 2}***

***lo****= 0,****mid****= 0,****hi****= 5*
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***Step – 1:****arr[mid] == 0*

1. *swap(arr[lo], arr[mid])*
2. *lo = lo + 1 = 1*
3. *mid = mid + 1 = 1*
4. *arr[] = {0, 1, 2, 0, 1, 2}*
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***Step – 2:****arr[mid] == 1*

1. *mid = mid + 1 = 2*
2. *arr[] = {0, 1, 2, 0, 1, 2}*
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***Step – 3:****arr[mid] == 2*

1. *swap(arr[mid], arr[hi])*
2. *hi = hi – 1 = 4*
3. *arr[] = {0, 1, 2, 0, 1, 2}*
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***Step – 4:****arr[mid] == 2*

1. *swap(arr[mid], arr[hi])*
2. *hi = hi – 1 = 3*
3. *arr[] = {0, 1, 1, 0, 2, 2}*
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***Step – 5:****arr[mid] == 1*

1. *mid = mid + 1 = 3*
2. *arr[] = {0, 1, 1, 0, 2, 2}*
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***Step – 6:****arr[mid] == 0*

1. *swap(arr[lo], arr[mid])*
2. *lo = lo + 1 = 2*
3. *mid = mid + 1 = 4*
4. *arr[] = {0, 0, 1, 1, 2, 2}*
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*Hence,****arr[] = {0, 0, 1, 1, 2, 2}***

Follow the steps below to solve the given problem:

1. Keep three indices low = 1, mid = 1, and high = N and there are four ranges, 1 to low (the range containing 0), low to mid (the range containing 1), mid to high (the range containing unknown elements) and high to N (the range containing 2).
2. Traverse the array from start to end and mid is less than high. (Loop counter is i)
3. If the element is 0 then swap the element with the element at index low and update low = low + 1 and mid = mid + 1
4. If the element is 1 then update mid = mid + 1
5. If the element is 2 then swap the element with the element at index high and update high = high – 1 and update i = i – 1. As the swapped element is not processed
6. Print the array.

1. C++
2. C
3. Java
4. Python3
5. C#
6. PHP
7. Javascript

# Python program to sort an array with

# 0, 1 and 2 in a single pass

# Function to sort array

**def** sort012(a, arr\_size):

    lo **=** 0

    hi **=** arr\_size **-** 1

    mid **=** 0

    # Iterate till all the elements

    # are sorted

**while** mid <**=** hi:

        # If the element is 0

**if** a[mid] **==** 0:

            a[lo], a[mid] **=** a[mid], a[lo]

            lo **=** lo **+** 1

            mid **=** mid **+** 1

        # If the element is 1

**elif** a[mid] **==** 1:

            mid **=** mid **+** 1

        # If the element is 2

**else**:

            a[mid], a[hi] **=** a[hi], a[mid]

            hi **=** hi **-** 1

**return** a

# Function to print array

**def** printArray(a):

**for** k **in** a:

        print(k, end**=**' ')

# Driver Program

arr **=** [0, 1, 1, 0, 1, 2, 1, 2, 0, 0, 0, 1]

arr\_size **=** len(arr)

arr **=** sort012(arr, arr\_size)

printArray(arr)

# Contributed by Harshit Agrawal

**Output**

0 0 0 0 0 1 1 1 1 1 2 2

**Merge two sorted arrays with O(1) extra space**

We are given two sorted arrays. We need to merge these two arrays such that the initial numbers (after complete sorting) are in the first array and the remaining numbers are in the second array

**Examples:**

***Input:****ar1[] = {10}, ar2[] = {2, 3}*

***Output:****ar1[] = {2}, ar2[] = {3, 10}*

***Input:****ar1[] = {1, 5, 9, 10, 15, 20}, ar2[] = {2, 3, 8, 13}*

***Output:****ar1[] = {1, 2, 3, 5, 8, 9}, ar2[] = {10, 13, 15, 20}*

Recommended Problem

Merge Without Extra Space

**Note:**This task is simple and O(m+n) if we are allowed to use extra space. But it becomes really complicated when extra space is not allowed and doesn’t look possible in less than O(m\*n) worst-case time.  Though further optimizations are possible

**Efficient Approach:** To solve the problem follow the below idea:

*The idea is to begin from the last element of ar2[] and search for it in ar1[]. If there is a greater element in ar1[], then we move the last element of ar1[] to ar2[]. To keep ar1[] and ar2[] sorted, we need to place the last element of ar2[] at the correct place in ar1[]. We can use the*[*Insertion Sort*](https://www.geeksforgeeks.org/insertion-sort/)*for this*

Follow the below steps to solve the problem:

1. Iterate through every element of ar2[] starting from the last element
2. Do the following for every element ar2[i]
3. Store last element of ar1[]: last = ar1[m-1]
4. Loop from the second last element of ar1[] while element ar1[j] is greater than ar2[i].
5. ar1[j+1] = ar1[j] Move element one position ahead, then j–
6. If last element of ar1[] is greater than ar2[i], then ar1[j+1] = ar2[i] and ar2[i] = last
7. Print the arrays

**Note:**In the above loop, elements in ar1[] and ar2[] are always kept sorted.

Below is the implementation of the above approach:

# Python program to merge

# two sorted arrays

# with O(1) extra space.

# Merge ar1[] and ar2[]

# with O(1) extra space

**def** merge(ar1, ar2, m, n):

    # Iterate through all

    # elements of ar2[] starting from

    # the last element

**for** i **in** range(n**-**1, **-**1, **-**1):

        # Find the smallest element

        # greater than ar2[i]. Move all

        # elements one position ahead

        # till the smallest greater

        # element is not found

        last **=** ar1[m**-**1]

        j **=** m**-**2

**while**(j >**=** 0 **and** ar1[j] > ar2[i]):

            ar1[j**+**1] **=** ar1[j]

            j **-=** 1

        # If there was a greater element

**if** (last > ar2[i]):

            ar1[j**+**1] **=** ar2[i]

            ar2[i] **=** last

# Driver code

ar1 **=** [1, 5, 9, 10, 15, 20]

ar2 **=** [2, 3, 8, 13]

m **=** len(ar1)

n **=** len(ar2)

merge(ar1, ar2, m, n)

**print**("After Merging \nFirst Array:", end**=**"")

**for** i **in** range(m):

**print**(ar1[i], " ", end**=**"")

print("\nSecond Array: ", end**=**"")

**for** i **in** range(n):

    print(ar2[i], " ", end**=**"")

# This code is contributed

# by Anant Agarwal.

**Output**

After Merging   
First Array: 1 2 3 5 8 9   
Second Array: 10 13 15 20

**Majority Element**

Find the majority element in the array. A ***majority element*** in an array A[] of size n is an element that appears more than n/2 times (and hence there is at most one such element).

**Examples :**

***Input :****{3, 3, 4, 2, 4, 4, 2, 4, 4}*

***Output :****4*

***Explanation:****The frequency of 4 is 5 which is greater than the half of the size of the array size.*

***Input :****{3, 3, 4, 2, 4, 4, 2, 4}*

***Output :****No Majority Element*

***Explanation:****There is no element whose frequency is greater than the half of the size of the array size.*

Recommended Problem

Majority Element

**Naive Approach:**

*The basic solution is to have two loops and keep track of the****maximum****count for all different elements. If the maximum count becomes greater than****n/2****then break the loops and return the element having the maximum count. If the maximum count doesn’t become more than n/2 then the majority element****doesn’t****exist.*

**Illustration:**

***arr[] = {3, 4, 3, 2, 4, 4, 4, 4}, n = 8***

*For i = 0:*

1. *count = 0*
2. *Loop over the array, whenever an element is equal to arr[i] (is****3****), increment count*
3. *count of arr[i] is****2,****which is less than****n/2,****hence it can’t be****majority element.***

*For i = 1:*

1. *count = 0*
2. *Loop over the array, whenever an element is equal to arr[i] (is****4****), increment count*
3. *count of arr[i] is****5,****which is****greater****than****n/2****(i.e 4)****,****hence it will be****majority element.***

*Hence,****4****is the****majority element****.*

Follow the steps below to solve the given problem:

1. Create a variable to store the max count, *count = 0*
2. Traverse through the array from start to end.
3. For every element in the array run another loop to find the count of similar elements in the given array.
4. If the count is greater than the max count update the max count and store the index in another variable.
5. If the maximum count is greater than half the size of the array, print the element. Else print there is no majority element.

Below is the implementation of the above idea:

# Python3 program to find Majority

# element in an array

# Function to find Majority

# element in an array

**def** findMajority(arr, n):

    maxCount **=** 0

    index **= -**1  # sentinels

**for** i **in** range(n):

        count **=** 0

**for** j **in** range(n):

**if**(arr[i] **==** arr[j]):

                count **+=** 1

        # update maxCount if count of

        # current element is greater

**if**(count > maxCount):

            maxCount **=** count

            index **=** i

    # if maxCount is greater than n/2

    # return the corresponding element

**if** (maxCount > n**//**2):

        print(arr[index])

**else**:

        print("No Majority Element")

# Driver code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    arr **=** [1, 1, 2, 1, 3, 5, 1]

    n **=** len(arr)

    # Function calling

    findMajority(arr, n)

# This code is contributed

# by ChitraNayal

**Output**

1

**Time Complexity:** O(n\*n), A nested loop is needed where both the loops traverse the array from start to end.

**Auxiliary Space:** O(1), No extra space is required.

**Majority Element using**[Binary Search Tree](https://www.geeksforgeeks.org/binary-search-tree-data-structure/)

*Insert elements in****BST****one by one and if an element is already present then increment the count of the node. At any stage, if the count of a node becomes more than****n/2****then return.*

**Illustration:**

Follow the steps below to solve the given problem:

1. Create a binary search tree, if the same element is entered in the binary search tree the frequency of the node is increased.
2. traverse the array and insert the element in the binary search tree.
3. If the maximum frequency of any node is greater than half the size of the array, then perform an inorder traversal and find the node with a frequency greater than half
4. Else print No majority Element.

Below is the implementation of the above idea:

1. C++14
2. Java
3. Python3
4. C#
5. Javascript

# Python3 program to demonstrate insert operation in binary

# search tree.

# class for creating node

**class** Node():

**def** \_\_init\_\_(self, data):

        self.data **=** data

        self.left **=** None

        self.right **=** None

        self.count **=** 1  # count of number of times data is inserted in tree

# class for binary search tree

# it initialises tree with None root

# insert function inserts node as per BST rule

# and also checks for majority element

# if no majority element is found yet, it returns None

**class** BST():

**def** \_\_init\_\_(self):

        self.root **=** None

**def** insert(self, data, n):

        out **=** None

**if** (self.root **==** None):

            self.root **=** Node(data)

**else**:

            out **=** self.insertNode(self.root, data, n)

**return** out

**def** insertNode(self, currentNode, data, n):

**if** (currentNode.data **==** data):

            currentNode.count **+=** 1

**if** (currentNode.count > n**//**2):

**return** currentNode.data

**else**:

**return** None

**elif** (currentNode.data < data):

**if** (currentNode.right):

                self.insertNode(currentNode.right, data, n)

**else**:

                currentNode.right **=** Node(data)

**elif** (currentNode.data > data):

**if** (currentNode.left):

                self.insertNode(currentNode.left, data, n)

**else**:

                currentNode.left **=** Node(data)

# Driver code

# declaring an array

arr **=** [3, 2, 3]

n **=** len(arr)

# declaring None tree

tree **=** BST()

flag **=** 0

**for** i **in** range(n):

    out **=** tree.insert(arr[i], n)

**if** (out !**=** None):

        print(arr[i])

        flag **=** 1

**break**

**if** (flag **==** 0):

**print**("No Majority Element")

**Output**

3

**Time Complexity:** If a [Binary Search Tree](https://www.geeksforgeeks.org/binary-search-tree-set-1-search-and-insertion/) is used then time complexity will be O(n²). If a [self-balancing-binary-search](http://en.wikipedia.org/wiki/Self-balancing_binary_search_tree) tree is used then it will be O(nlogn)

**Auxiliary Space:**O(n), As extra space is needed to store the array in the tree.

**Majority Element Using**[Moore’s Voting Algorithm](https://www.geeksforgeeks.org/boyer-moore-majority-voting-algorithm/)**:**

*This is a two-step process:*

1. *The first step gives the element that may be the majority element in the array. If there is a majority element in an array, then this step will definitely return majority element, otherwise, it will return candidate for majority element.*
2. *Check if the element obtained from the above step is the majority element. This step is necessary as there might be no majority element.*

**Illustration:**

***arr[] = {3, 4, 3, 2, 4, 4, 4, 4}, n = 8***

*maj\_index = 0, count = 1*

*At****i = 1****: arr[maj\_index] != arr[i]*

1. *count = count – 1 = 1 – 1 = 0*
2. *now count == 0 then:*
3. *maj\_index = i = 1*
4. *count = count + 1 = 0 + 1 = 1*

*At****i = 2****: arr[maj\_index] != arr[i]*

1. *count = count – 1 = 1 – 1 = 0*
2. *now count == 0 then:*
3. *maj\_index = i = 2*
4. *count = count + 1 = 0 + 1 = 1*

*At****i = 3****: arr[maj\_index] != arr[i]*

1. *count = count – 1 = 1 – 1 = 0*
2. *now count == 0 then:*
3. *maj\_index = i = 3*
4. *count = count + 1 = 0 + 1 = 1*

*At****i = 4****: arr[maj\_index] != arr[i]*

1. *count = count – 1 = 1 – 1 = 0*
2. *now count == 0 then:*
3. *maj\_index = i = 4*
4. *count = count + 1 = 0 + 1 = 1*

*At****i = 5****: arr[maj\_index] == arr[i]*

1. *count = count + 1 = 1 + 1 = 2*

*At****i = 6****: arr[maj\_index] == arr[i]*

1. *count = count + 1 = 2 + 1 = 3*

*At****i = 7****: arr[maj\_index] == arr[i]*

1. *count = count + 1 = 3 + 1 = 4*

*Therefore, the****arr[maj\_index]****may be the possible candidate for majority element.*

*Now, Again traverse the array and check whether****arr[maj\_index]****is the majority element or not.*

***arr[maj\_index] is 4***

***4****occurs****5 times****in the array therefore 4 is our****majority element.***

Follow the steps below to solve the given problem:

1. Loop through each element and maintains a count of the majority element, and a majority index, *maj\_index*
2. If the next element is the same then increment the count if the next element is not the same then decrement the count.
3. if the count reaches 0 then change the maj\_index to the current element and set the count again to 1.
4. Now again traverse through the array and find the count of the majority element found.
5. If the count is greater than half the size of the array, print the element
6. Else print that there is no majority element

Below is the implementation of the above idea:

# Program for finding out majority element in an array

# Function to find the candidate for Majority

**def** findCandidate(A):

    maj\_index **=** 0

    count **=** 1

**for** i **in** range(len(A)):

**if** A[maj\_index] **==** A[i]:

            count **+=** 1

**else**:

            count **-=** 1

**if** count **==** 0:

            maj\_index **=** i

            count **=** 1

**return** A[maj\_index]

# Function to check if the candidate occurs more than n/2 times

**def** isMajority(A, cand):

    count **=** 0

**for** i **in** range(len(A)):

**if** A[i] **==** cand:

            count **+=** 1

**if** count > len(A)**/**2:

**return** True

**else**:

**return** False

# Function to print Majority Element

**def** printMajority(A):

    # Find the candidate for Majority

    cand **=** findCandidate(A)

    # Print the candidate if it is Majority

**if** isMajority(A, cand) **==** True:

**print**(cand)

**else**:

        print("No Majority Element")

# Driver code

A **=** [1, 3, 3, 1, 2]

# Function call

printMajority(A)

**Output**

No Majority Element

**Two Pointers Technique**

Two pointers is really an easy and effective technique that is typically used for searching pairs in a sorted array.

Given a sorted array A (sorted in ascending order), having N integers, find if there exists any pair of elements (A[i], A[j]) such that their sum is equal to X.

**Illustration :**

A[] = {10, 20, 35, 50, 75, 80}  
X = =70  
i = 0  
j = 5

A[i] + A[j] = 10 + 80 = 90  
Since A[i] + A[j] > X, j--  
i = 0  
j = 4

A[i] + A[j] = 10 + 75 = 85  
Since A[i] + A[j] > X, j--  
i = 0  
j = 3

A[i] + A[j] = 10 + 50 = 60  
Since A[i] + A[j] < X, i++  
i = 1  
j = 3  
m  
A[i] + A[j] = 20 + 50 = 70  
Thus this signifies that Pair is Found.

Let us do discuss the [working of two pointer algorithm](https://www.geeksforgeeks.org/two-pointers-technique/) in brief which is as follows. The algorithm basically uses the fact that the input array is sorted. We start the sum of extreme values (smallest and largest) and conditionally move both pointers. We move left pointer ‘i’ when the sum of A[i] and A[j] is less than X. We do not miss any pair because the sum is already smaller than X. Same logic applies for right pointer j.

**Methods:**

Here we will be proposing a two-pointer algorithm by starting off with the naïve approach only in order to showcase the execution of operations going on in both methods and secondary to justify how two-pointer algorithm optimizes code via time complexities across all dynamic programming languages such as C+, Java, Python, and even JavaScript

1. Naïve Approach using loops
2. Optimal approach using two pointer algorithm

**Implementation:**

**Method 1:**Naïve Approach

**Examples**

# Python Program Illustrating Naive Approach to

# Find if There is a Pair in A[0..N-1] with Given Sum

# Method

**def** isPairSum(A, N, X):

**for** i **in** range(N):

**for** j **in** range(N):

            # as equal i and j means same element

**if**(i **==** j):

**continue**

            # pair exists

**if** (A[i] **+** A[j] **==** X):

**return** True

            # as the array is sorted

**if** (A[i] **+** A[j] > X):

**break**

    # No pair found with given sum

**return** 0

# Driver code

arr **=** [2, 3, 5, 8, 9, 10, 11]

val **=** 17

print(isPairSum(arr, len(arr), val))

# This code is contributed by maheshwaripiyush9

**Output**

1

**Find a peak element which is not smaller than its neighbours**

Given an array **arr[]**of integers. Find a peak element i.e. an element that is **not smaller**than its neighbors.

**Note:**For corner elements, we need to consider only one neighbor.

**Example:**

***Input:****array[]= {5, 10, 20, 15}*

***Output:****20*

***Explanation:****The element 20 has neighbors 10 and 15, both of them are less than 20.*

***Input:****array[] = {10, 20, 15, 2, 23, 90, 67}*

***Output:****20 or 90*

***Explanation:****The element 20 has neighbors 10 and 15, both of them are less than 20, similarly 90 has neighbors 23 and 67.*

The following corner cases give a better idea about the problem.

1. If the input array is sorted in a strictly increasing order, the last element is always a peak element. For example, 50 is peak element in {10, 20, 30, 40, 50}.
2. If the input array is sorted in a strictly decreasing order, the first element is always a peak element. 100 is the peak element in {100, 80, 60, 50, 20}.
3. If all elements of the input array are the same, every element is a peak element.

It is clear from the above examples that there is always a peak element in the input array.

Recommended Problem

Bitonic Point

**Naive Approach:** Below is the idea to solve the problem

*The array can be traversed and the element whose neighbors are less than that element can be returned.*

Follow the below steps to Implement the idea:

* If the first element is greater than the second or the last element is greater than the second last, print the respective element and terminate the program.
* Else traverse the array from the second index to the second last index i.e. **1**to **N – 1**
* If for an element array[i] is greater than both its neighbors, i.e.,

and

, then print that element and terminate.

Below is the implementation of above idea.

# A Python3 program to find a peak element

# Find the peak element in the array

**def** findPeak(arr, n) :

    # first or last element is peak element

**if** (n **==** 1) :

**return** 0

**if** (arr[0] >**=** arr[1]) :

**return** 0

**if** (arr[n **-** 1] >**=** arr[n **-** 2]) :

**return** n **-** 1

    # check for every other element

**for** i **in** range(1, n **-** 1) :

        # check if the neighbors are smaller

**if** (arr[i] >**=** arr[i **-** 1] **and** arr[i] >**=** arr[i **+** 1]) :

**return** i

# Driver code.

arr **=** [ 1, 3, 20, 4, 1, 0 ]

n **=** len(arr)

print("Index of a peak point is", findPeak(arr, n))

# This code is contributed by divyeshrabadiya07

**Output**

Index of a peak point is 2

**Find a triplet that sum to a given value**

Given an array and a value, find if there is a triplet in array whose sum is equal to the given value. If there is such a triplet present in array, then print the triplet and return true. Else return false.

**Examples:**

***Input:****array = {12, 3, 4, 1, 6, 9}, sum = 24;*

***Output:****12, 3, 9*

***Explanation:****There is a triplet (12, 3 and 9) present*

*in the array whose sum is 24.*

***Input:****array = {1, 2, 3, 4, 5}, sum = 9*

***Output:****5, 3, 1*

***Explanation:****There is a triplet (5, 3 and 1) present*

*in the array whose sum is 9.*

**Method 1:** This is the naive approach towards solving the above problem.

* **Approach:** A simple method is to generate all possible triplets and compare the sum of every triplet with the given value. The following code implements this simple method using three nested loops.
* **Algorithm:**

1. Given an array of length *n* and a sum *s*
2. Create three nested loop first loop runs from start to end (loop counter i), second loop runs from i+1 to end (loop counter j) and third loop runs from j+1 to end (loop counter k)
3. The counter of these loops represents the index of 3 elements of the triplets.
4. Find the sum of ith, jth and kth element. If the sum is equal to given sum. Print the triplet and break.
5. If there is no triplet, then print that no triplet exist.

* **Implementation:**

# Python3 program to find a triplet

# that sum to a given value

# returns true if there is triplet with

# sum equal to 'sum' present in A[].

# Also, prints the triplet

**def** find3Numbers(A, arr\_size, sum):

    # Fix the first element as A[i]

**for** i **in** range( 0, arr\_size**-**2):

        # Fix the second element as A[j]

**for** j **in** range(i **+** 1, arr\_size**-**1):

            # Now look for the third number

**for** k **in** range(j **+** 1, arr\_size):

**if** A[i] **+** A[j] **+** A[k] **==** sum:

                    print("Triplet is", A[i],

                          ", ", A[j], ", ", A[k])

**return** True

    # If we reach here, then no

    # triplet was found

**return** False

# Driver program to test above function

A **=** [1, 4, 45, 6, 10, 8]

sum **=** 22

arr\_size **=** len(A)

find3Numbers(A, arr\_size, sum)

# This code is contributed by Smitha Dinesh Semwal

**Output**

Triplet is 4, 10, 8

**Minimum increment by k operations to make all elements equal**

You are given an array of n-elements, you have to find the number of operations needed to make all elements of array equal. Where a single operation can increment an element by k. If it is not possible to make all elements equal print -1.

**Example :**

**Input :** arr[] = {4, 7, 19, 16}, k = 3  
**Output :** 10

**Input :** arr[] = {4, 4, 4, 4}, k = 3  
**Output :** 0

**Input :** arr[] = {4, 2, 6, 8}, k = 3  
**Output :** -1

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

To solve this question we require to check whether all elements can became equal or not and that too only by incrementing k from elements value. For this we have to check that the difference of any two elements should always be divisible by k. If it is so, then all elements can become equal otherwise they can not became equal in any case by incrementing k from them. Also, the number of operations required can be calculated by finding value of (max – Ai)/k for all elements. where max is maximum element of array.

**Algorithm :**

// iterate for all elements  
for (int i=0; i<n; i++)  
{  
 // check if element can make equal to max  
 // or not if not then return -1  
 if ((max - arr[i]) % k != 0 )  
 return -1;

// else update res for required operations  
 else  
 res += (max - arr[i]) / k ;  
}

return res;

**Implementation:**

# Python3 Program to make all array equal

# function for calculating min operations

**def** minOps(arr, n, k):

    # max elements of array

    max1 **=** max(arr)

    res **=** 0

    # iterate for all elements

**for** i **in** range(0, n):

        # check if element can make equal to

        # max or not if not then return -1

**if** ((max1 **-** arr[i]) **%** k !**=** 0):

**return -**1

        # else update res for

        # required operations

**else**:

            res **+=** (max1 **-** arr[i]) **/** k

    # return result

**return** int(res)

# driver program

arr **=** [21, 33, 9, 45, 63]

n **=** len(arr)

k **=** 6

print(minOps(arr, n, k))

# This code is contributed by

# Smitha Dinesh Semwal

**Output**

24

**Equilibrium index of an array**

Given a sequence **arr[]** of size **n**, Write a function ***int equilibrium(int[] arr, int n)*** that returns an equilibrium index (if any) or -1 if no equilibrium index exists.

*The****equilibrium index of an array****is an index such that the sum of elements at lower indexes is equal to the sum of elements at higher indexes.*

**Examples:**

***Input****: A[] = {-7, 1, 5, 2, -4, 3, 0}*

***Output****: 3*

*3 is an equilibrium index, because:*

*A[0] + A[1] + A[2] = A[4] + A[5] + A[6]*

***Input****: A[] = {1, 2, 3}*

***Output****: -1*

Recommended Problem

Equilibrium Point

**Naive approach:** To solve the problem follow the below idea:

*Use two loops. The Outer loop iterates through all the element and inner loop finds out whether the current index picked by the outer loop is equilibrium index or not*

Below is the implementation of the above approach:

# Python3 program to find equilibrium

# index of an array

# function to find the equilibrium index

**def** equilibrium(arr):

    leftsum **=** 0

    rightsum **=** 0

    n **=** len(arr)

    # Check for indexes one by one

    # until an equilibrium index is found

**for** i **in** range(n):

        leftsum **=** 0

        rightsum **=** 0

        # get left sum

**for** j **in** range(i):

            leftsum **+=** arr[j]

        # get right sum

**for** j **in** range(i **+** 1, n):

            rightsum **+=** arr[j]

        # if leftsum and rightsum are same,

        # then we are done

**if** leftsum **==** rightsum:

**return** i

    # return -1 if no equilibrium index is found

**return -**1

# Driver code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    arr **=** [**-**7, 1, 5, 2, **-**4, 3, 0]

    # Function call

    print(equilibrium(arr))

# This code is contributed by Abhishek Sharama

**Output**

3

***Hard Questions:***

**Find K most occurring elements in the given Array**

Given an array of **N** numbers and a positive integer **K**. The problem is to find **K** numbers with the most occurrences, i.e., the top **K** numbers having the maximum frequency. If two numbers have the same frequency then the number with a larger value should be given preference. The numbers should be displayed in decreasing order of their frequencies. It is assumed that the array consists of at least K numbers.

**Examples:**

***Input:****arr[] = {3, 1, 4, 4, 5, 2, 6, 1}, K = 2*

***Output:****4 1*

***Explanation:***

*Frequency of 4 = 2, Frequency of 1 = 2*

*These two have the maximum frequency and 4 is larger than 1.*

***Input:****arr[] = {7, 10, 11, 5, 2, 5, 5, 7, 11, 8, 9}, K = 4*

***Output:****5 11 7 10*

***Explanation:***

*Frequency of 5 = 3, Frequency of 11 = 2, Frequency of 7 = 2, Frequency of 10 = 1*

*These four have the maximum frequency and 5 is largest among rest.*

Recommended Problem

Top K Frequent Elements in Array - |

**Find K most occurring elements in the given Array using Map**

To solve the problem using this approach follow the below idea:

*create a Map to store the element-frequency pair. Map is used to perform insertion and updation in constant time. Then sort the element-frequency pair in decreasing order of frequency. This gives the information about each element and the number of times they are present in the array. To get K elements of the array, print the first K elements of the sorted array.*

Follow the given steps to solve the problem:

* Create a map mp, to store key-value pair, i.e. element-frequency pair.
* Traverse the array from start to end.
* For every element in the array update mp*[array[i]]++*
* Store the element-frequency pair in a vector and sort the vector in decreasing order of frequency.
* Print the first k elements of the sorted array.

Below is the Implementation of the above approach:

# Python3 implementation to find k numbers

# with most occurrences in the given array

# Function to print the k numbers with

# most occurrences

**def** pr\_N\_mostFrequentNumber(arr, N, K):

    mp **=** {}

**for** i **in** range(N):

**if** arr[i] **in** mp:

            mp[arr[i]] **+=** 1

**else**:

            mp[arr[i]] **=** 1

    a **=** [0] **\*** (len(mp))

    j **=** 0

**for** i **in** mp:

        a[j] **=** [i, mp[i]]

        j **+=** 1

    a **=** sorted(a, key**=lambda** x: x[0],

               reverse**=**True)

    a **=** sorted(a, key**=lambda** x: x[1],

               reverse**=**True)

    # Display the top k numbers

    print(K, "numbers with most occurrences are:")

**for** i **in** range(K):

**print**(a[i][0], end**=**" ")

# Driver code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    arr **=** [3, 1, 4, 4, 5, 2, 6, 1]

    N **=** 8

    K **=** 2

    # Function call

    pr\_N\_mostFrequentNumber(arr, N, K)

# This code is contributed by

# Shubham Singh(SHUBHAMSINGH10)

**Output**

2 numbers with most occurrences are:  
4 1

**MO’s Algorithm (Query Square Root Decomposition) | Set 1 (Introduction)**

Let us consider the following problem to understand MO’s Algorithm.

We are given an array and a set of query ranges, we are required to find the sum of every query range.

Example:

Input: arr[] = {1, 1, 2, 1, 3, 4, 5, 2, 8};  
 query[] = [0, 4], [1, 3] [2, 4]  
Output: Sum of arr[] elements in range [0, 4] is 8  
 Sum of arr[] elements in range [1, 3] is 4   
 Sum of arr[] elements in range [2, 4] is 6

Recommended Problem

Interesting Queries

A **Naive Solution** is to run a loop from L to R and calculate the sum of elements in given range for every query [L, R]

# Python program to compute sum of ranges for different range queries.

# Function that accepts array and list of queries and print sum of each query

**def** printQuerySum(arr,Q):

**for** q **in** Q: # Traverse through each query

        L,R **=** q # Extract left and right indices

        s **=** 0

**for** i **in** range(L,R**+**1): # Compute sum of current query range

            s **+=** arr[i]

**print**("Sum of",q,"is",s) # Print sum of current query range

# Driver script

arr **=** [1, 1, 2, 1, 3, 4, 5, 2, 8]

Q **=** [[0, 4], [1, 3], [2, 4]]

printQuerySum(arr,Q)

#This code is contributed by Shivam Singh

**Output:**

Sum of [0, 4] is 8  
Sum of [1, 3] is 4  
Sum of [2, 4] is 6

The time complexity of above solution is O(mn).

The idea of **MO’s algorithm** is to pre-process all queries so that result of one query can be used in next query. Below are steps.

Let **a[0…n-1]** be input array and **q[0..m-1]** be array of queries.

1. Sort all queries in a way that queries with L values from **0** to **√n – 1** are put together, then all queries from **√n** to **2\*√n – 1**, and so on. All queries within a block are sorted in increasing order of R values.
2. Process all queries one by one in a way that every query uses sum computed in the previous query.

* Let ‘sum’ be sum of previous query.
* Remove extra elements of previous query. For example if previous query is [0, 8] and current query is [3, 9], then we subtract a[0],a[1] and a[2] from sum
* Add new elements of current query. In the same example as above, we add a[9] to sum.

The great thing about this algorithm is, in step 2, index variable for R change at most **O(n \* √n)** times throughout the run and same for L changes its value at most **O(m \* √n)** times (See below, after the code, for details). All these bounds are possible only because the queries are sorted first in blocks of **√n** size.

The preprocessing part takes O(m Log m) time.

Processing all queries takes **O(n \* √n)** + **O(m \* √n)** = **O((m+n) \* √n)**time.

Below is the implementation of the above idea.

# Python program to compute sum of ranges for different range queries

**import** math

# Function that accepts array and list of queries and print sum of each query

**def** queryResults(arr,Q):

    #Q.sort(): # Sort by L

    #sort all queries so that all queries in the increasing order of R values .

    Q.sort(key**=lambda** x: x[1])

    # Initialize current L, current R and current sum

    currL,currR,currSum **=** 0,0,0

    # Traverse through all queries

**for** i **in** range(len(Q)):

        L,R **=** Q[i] # L and R values of current range

        # Remove extra elements from previous range

        # if previous range is [0, 3] and current

        # range is [2, 5], then a[0] and a[1] are subtracted

**while** currL<L:

            currSum**-=**arr[currL]

            currL**+=**1

        # Add elements of current range

**while** currL>L:

            currSum**+=**arr[currL**-**1]

            currL**-=**1

**while** currR<**=**R:

            currSum**+=**arr[currR]

            currR**+=**1

        # Remove elements of previous range

        # when previous range is [0, 10] and current range

        # is [3, 8], then a[9] and a[10] are subtracted

**while** currR>R**+**1:

            currSum**-=**arr[currR**-**1]

            currR**-=**1

        # Print the sum of current range

**print**("Sum of",Q[i],"is",currSum)

arr **=** [1, 1, 2, 1, 3, 4, 5, 2, 8]

Q **=** [[0, 4], [1, 3], [2, 4]]

queryResults(arr,Q)

#This code is contributed by Shivam Singh

**Output:**

Sum of [1, 3] is 4  
Sum of [0, 4] is 8  
Sum of [2, 4] is 6

**Square Root (Sqrt) Decomposition Algorithm**

Sqrt (or Square Root) Decomposition Technique is one of the most [common query optimization technique used by competitive programmers](https://www.geeksforgeeks.org/range-minimum-query-for-static-array/). This technique helps us to reduce Time Complexity by a factor of **sqrt(n)**.

*The key concept of this technique is to decompose given array into small chunks specifically of size sqrt(n).*

Let’s say we have an array of n elements and we decompose this array into small chunks of size sqrt(n). We will be having exactly sqrt(n) such chunks provided that n is a perfect square. Therefore, now our array on n elements is decomposed into sqrt(n) blocks, where each block contains sqrt(n) elements (assuming size of array is perfect square).

Let’s consider these chunks or blocks as an individual array each of which contains sqrt(n) elements and you have computed your desired answer(according to your problem) individually for all the chunks. Now, you need to answer certain queries asking you the answer for the elements in range l to r(l and r are starting and ending indices of the array) in the original n sized array.

The **naive approach** is simply to iterate over each element in range l to r and calculate its corresponding answer. Therefore, the Time Complexity per query will be O(n).

**Sqrt Decomposition Trick :** As we have already precomputed the answer for all individual chunks and now we need to answer the queries in range l to r. Now we can simply combine the answers of the chunks that lie in between the range l to r in the original array. So, if we see carefully here we are jumping sqrt(n) steps at a time instead of jumping 1 step at a time as done in naive approach. Let’s just analyze its Time Complexity and implementation considering the below problem :-

**Problem :**  
Given an array of n elements. We need to answer q   
queries telling the sum of elements in range l to   
r in the array. Also the array is not static i.e   
the values are changed via some point update query.

Range Sum Queries are of form : **Q l r** ,   
where l is the starting index r is the ending   
index

Point update Query is of form : **U idx val**,   
where idx is the index to update val is the   
updated value

Let us consider that we have an array of 9 elements.

**A[] = {1, 5, 2, 4, 6, 1, 3, 5, 7}**

Let’s decompose this array into sqrt(9) blocks, where each block will contain the sum of elements lying in it. Therefore now our decomposed array would look like this :
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Till now we have constructed the decomposed array of sqrt(9) blocks and now we need to print the sum of elements in a given range. So first let’s see two basic types of overlap that a range query can have on our array :-

**Range Query of type 1 (Given Range is on Block Boundaries) :**
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In this type the query, the range may totally cover the continuous sqrt blocks. So we can easily answer the sum of values in this range as the sum of completely overlapped blocks.

*So answer for above query in the described image will be :* ans = 11 + 15 = 26

**Time Complexity:** In the worst case our range can be 0 to n-1(where n is the size of array and assuming n to be a perfect square). In this case all the blocks are completely overlapped by our query range. Therefore,to answer this query we need to iterate over all the decomposed blocks for the array and we know that the number of blocks = sqrt(n). Hence, the complexity for this type of query will be **O(sqrt(n))** in worst case.

**Range Query of type 2 (Given Range is NOT on boundaries)**
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We can deal these type of queries by summing the data from the completely overlapped decomposed blocks lying in the query range and then summing elements one by one from the original array whose corresponding block is not completely overlapped by the query range.

*So answer for above query in the described image will be :* ans = 5 + 2 + 11 + 3 = 21

**Time Complexity:** Let’s consider a query [l = 1 and r = n-2] (n is the size of the array and has a 0 based indexing). Therefore, for this query exactly ( sqrt(n) – 2 ) blocks will be completely overlapped where as the first and last block will be partially overlapped with just one element left outside the overlapping range. So, the completely overlapped blocks can be summed up in ( sqrt(n) – 2 ) ~ sqrt(n) iterations, whereas first and last block are needed to be traversed one by one separately. But as we know that the number of elements in each block is at max sqrt(n), to sum up last block individually we need to make,

(sqrt(n)-1) ~ sqrt(n) iterations and same for the last block.

So, the overall Complexity = O(sqrt(n)) + O(sqrt(n)) + O(sqrt(n)) = O(3\*sqrt(N)) = **O(sqrt(n))**

**Update Queries(Point update) :**

In this query we simply find the block in which the given index lies, then subtract its previous value and add the new updated value as per the point update query.

**Time Complexity :** O(1)

**Implementation :**

The implementation of the above trick is given below

# Python 3 program to demonstrate working of Square Root

# Decomposition.

**from** math **import** sqrt

MAXN **=** 10000

SQRSIZE **=** 100

arr **=** [0]**\***(MAXN)         # original array

block **=** [0]**\***(SQRSIZE)     # decomposed array

blk\_sz **=** 0                 # block size

# Time Complexity : O(1)

**def** update(idx, val):

    blockNumber **=** idx **//** blk\_sz

    block[blockNumber] **+=** val **-** arr[idx]

    arr[idx] **=** val

# Time Complexity : O(sqrt(n))

**def** query(l, r):

    sum **=** 0

**while** (l < r **and** l **%** blk\_sz !**=** 0 **and** l !**=** 0):

        # traversing first block in range

        sum **+=** arr[l]

        l **+=** 1

**while** (l **+** blk\_sz **-** 1 <**=** r):

        # traversing completely overlapped blocks in range

        sum **+=** block[l**//**blk\_sz]

        l **+=** blk\_sz

**while** (l <**=** r):

        # traversing last block in range

        sum **+=** arr[l]

        l **+=** 1

**return** sum

# Fills values in input[]

**def** preprocess(input, n):

    # initiating block pointer

    blk\_idx **= -**1

    # calculating size of block

**global** blk\_sz

    blk\_sz **=** int(sqrt(n))

    # building the decomposed array

**for** i **in** range(n):

        arr[i] **=** input[i];

**if** (i **%** blk\_sz **==** 0):

            # entering next block

            # incrementing block pointer

            blk\_idx **+=** 1;

        block[blk\_idx] **+=** arr[i]

# Driver code

# We have used separate array for input because

# the purpose of this code is to explain SQRT

# decomposition in competitive programming where

# we have multiple inputs.

input**=** [1, 5, 2, 4, 6, 1, 3, 5, 7, 10]

n **=** len(input)

preprocess(input, n)

**print**("query(3,8) : ",query(3, 8))

**print**("query(1,6) : ",query(1, 6))

update(8, 0)

print("query(8,8) : ",query(8, 8))

# This code is contributed by Sanjit\_Prasad

**Output**

query(3,8) : 26  
query(1,6) : 21  
query(8,8) : 0

**Sparse Table**

We have briefly discussed sparse table in [Range Minimum Query (Square Root Decomposition and Sparse Table)](https://www.geeksforgeeks.org/range-minimum-query-for-static-array/)

Sparse table concept is used for fast queries on a set of static data (elements do not change). It does preprocessing so that the queries can be answered efficiently.

**Example Problem 1 : Range Minimum Query**

We have an array arr[0 . . . n-1]. We need to efficiently find the minimum value from index L (query start) to R (query end) where 0 <= **L** <= **R** <= **n-1**. Consider a situation when there are many range queries.

**Example:**

Input: arr[] = {7, 2, 3, 0, 5, 10, 3, 12, 18};  
 query[] = [0, 4], [4, 7], [7, 8]

Output: Minimum of [0, 4] is 0  
 Minimum of [4, 7] is 3  
 Minimum of [7, 8] is 12

The idea is to precompute minimum of all subarrays of size **2j**where j varies from 0 to **Log n**. We make a table lookup[i][j] such that lookup[i][j] contains minimum of range starting from i and of size 2j. For example lookup[0][3] contains minimum of range [0, 7] (starting with 0 and of size 23)

**How to fill this lookup or sparse table?**

The idea is simple, fill in a bottom-up manner using previously computed values. We compute ranges with current power of 2 using values of lower power of two. For example, to find a minimum of range [0, 7] (Range size is a power of 3), we can use the minimum of following two.

a) Minimum of range [0, 3] (Range size is a power of 2)

b) Minimum of range [4, 7] (Range size is a power of 2)

Based on above example, below is formula,

// Minimum of single element subarrays is same  
// as the only element.  
lookup[i][0] = arr[i]

// If lookup[0][2] <= lookup[4][2],   
// then lookup[0][3] = lookup[0][2]  
**If** lookup[i][j-1] <= lookup[i+2j-1][j-1]  
 lookup[i][j] = lookup[i][j-1]

// If lookup[0][2] > lookup[4][2],   
// then lookup[0][3] = lookup[4][2]  
**Else**   
 lookup[i][j] = lookup[i+2j-1][j-1]
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For any arbitrary range [l, R], we need to use ranges which are in powers of 2. The idea is to use the closest power of 2. We always need to do at most one comparison (compare the minimum of two ranges which are powers of 2). One range starts with L and ends with “L + closest-power-of-2”. The other range ends at R and starts with “R – same-closest-power-of-2 + 1”. For example, if the given range is (2, 10), we compare the minimum of two ranges (2, 9) and (3, 10).

Based on above example, below is formula,

// For (2, 10), j = floor(Log2(10-2+1)) = 3  
j = floor(Log(R-L+1))

// If lookup[2][3] <= lookup[3][3],   
// then RMQ(2, 10) = lookup[2][3]  
**If** lookup[L][j] <= lookup[R-(int)pow(2, j)+1][j]  
 RMQ(L, R) = lookup[L][j]

// If lookup[2][3] > arr[lookup[3][3],   
// then RMQ(2, 10) = lookup[3][3]  
**Else**   
 RMQ(L, R) = lookup[R-(int)pow(2, j)+1][j]

Since we do only one comparison, the time complexity of query is O(1).

Below is the implementation of the above idea.

# Python3 program to do range minimum

# query using sparse table

**import** math

# Fills lookup array lookup[][] in

# bottom up manner.

**def** buildSparseTable(arr, n):

    # Initialize M for the intervals

    # with length 1

**for** i **in** range(0, n):

        lookup[i][0] **=** arr[i]

    j **=** 1

    # Compute values from smaller to

    # bigger intervals

**while** (1 << j) <**=** n:

        # Compute minimum value for all

        # intervals with size 2^j

        i **=** 0

**while** (i **+** (1 << j) **-** 1) < n:

            # For arr[2][10], we compare arr[lookup[0][7]]

            # and arr[lookup[3][10]]

**if** (lookup[i][j **-** 1] <

                lookup[i **+** (1 << (j **-** 1))][j **-** 1]):

                lookup[i][j] **=** lookup[i][j **-** 1]

**else**:

                lookup[i][j] **=** \

                        lookup[i **+** (1 << (j **-** 1))][j **-** 1]

            i **+=** 1

        j **+=** 1

# Returns minimum of arr[L..R]

**def** query(L, R):

    # Find highest power of 2 that is smaller

    # than or equal to count of elements in

    # given range. For [2, 10], j = 3

    j **=** int(math.log2(R **-** L **+** 1))

    # Compute minimum of last 2^j elements

    # with first 2^j elements in range.

    # For [2, 10], we compare arr[lookup[0][3]]

    # and arr[lookup[3][3]],

**if** lookup[L][j] <**=** lookup[R **-** (1 << j) **+** 1][j]:

**return** lookup[L][j]

**else**:

**return** lookup[R **-** (1 << j) **+** 1][j]

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    a **=** [7, 2, 3, 0, 5, 10, 3, 12, 18]

    n **=** len(a)

    MAX **=** 500

    # lookup[i][j] is going to store minimum

    # value in arr[i..j]. Ideally lookup table

    # size should not be fixed and should be

    # determined using n Log n. It is kept

    # constant to keep code simple.

    lookup **=** [[0 **for** i **in** range(MAX)]

**for** j **in** range(MAX)]

    buildSparseTable(a, n)

**print**(query(0, 4))

    print(query(4, 7))

    print(query(7, 8))

# This code is contributed by Rituraj Jain

**Output**

0  
3  
12

**Range sum query using Sparse Table**

We have an array arr[]. We need to find the sum of all the elements in the range L and R where 0 <= L <= R <= n-1. Consider a situation when there are many range queries.

**Examples:**

Input : 3 7 2 5 8 9  
 query(0, 5)  
 query(3, 5)  
 query(2, 4)  
Output : 34  
 22  
 15

Note : array is 0 based indexed  
 and queries too.

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

Since there are no updates/modifications, we use the [Sparse table](https://www.geeksforgeeks.org/sparse-table/) to answer queries efficiently. In a sparse table, we break queries in powers of 2.

Suppose we are asked to compute sum of   
elements from arr[i] to arr[i+12].   
We do the following:

// Use sum of 8 (or 23) elements   
table[i][3] = sum(arr[i], arr[i + 1], ...  
 arr[i + 7]).

// Use sum of 4 elements  
table[i+8][2] = sum(arr[i+8], arr[i+9], ..  
 arr[i+11]).

// Use sum of single element  
table[i + 12][0] = sum(arr[i + 12]).

Our result is sum of above values.

Notice that it took only 4 actions to compute the result over a subarray of size 13.

**Flowchart:**
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*Flowchart*

# Python3 program to find the sum in a given

# range in an array using sparse table.

# Because 2^17 is larger than 10^5

k **=** 16

# Maximum value of array

n **=** 100000

# k + 1 because we need to access

# table[r][k]

table **=** [[0 **for** j **in** range(k**+**1)] **for** i **in** range(n)]

# it builds sparse table

**def** buildSparseTable(arr, n):

**global** table, k

**for** i **in** range(n):

        table[i][0] **=** arr[i]

**for** j **in** range(1,k**+**1):

**for** i **in** range(0,n**-**(1<<j)**+**1):

            table[i][j] **=** table[i][j**-**1] **+** \

                          table[i **+** (1 << (j **-** 1))][j **-** 1]

# Returns the sum of the elements in the range

# L and R.

**def** query(L, R):

**global** table, k

    # boundaries of next query, 0 - indexed

    answer **=** 0

**for** j **in** range(k,**-**1,**-**1):

**if** (L **+** (1 << j) **-** 1 <**=** R):

            answer **=** answer **+** table[L][j]

            # instead of having L ', we

            # increment L directly

            L**+=**1<<j

**return** answer

# Driver program

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    arr **=** [3, 7, 2, 5, 8, 9]

    n **=** len(arr)

    buildSparseTable(arr, n)

    print(query(0,5))

**print**(query(3,5))

**print**(query(2,4))

# This code is contributed by

# chaudhary\_19 (Mayank Chaudhary)

**Output:**

34  
22  
15

**Range Minimum Query (Square Root Decomposition and Sparse Table)**

We have an array arr[0 . . . n-1]. We should be able to efficiently find the minimum value from index L (query start) to R (query end) where 0 <= **L** <= **R** <= **n-1**. Consider a situation when there are many range queries.

**Example:**

Input: arr[] = {7, 2, 3, 0, 5, 10, 3, 12, 18};  
 query[] = [0, 4], [4, 7], [7, 8]

Output: Minimum of [0, 4] is 0  
 Minimum of [4, 7] is 3  
 Minimum of [7, 8] is 12

A **simple solution** is to run a loop from **L** to **R** and find the minimum element in the given range. This solution takes **O(n)**time to query in the worst case.

Another approach is to use [**Segment tree**](https://www.geeksforgeeks.org/segment-tree-set-1-range-minimum-query/). With segment tree, preprocessing time is O(n) and time to for range minimum query is **O(Logn)**. The extra space required is O(n) to store the segment tree. Segment tree allows updates also in**O(Log n)** time.

**Can we do better if we know that the array is static?**

How to optimize query time when there are no update operations and there are many range minimum queries?

Below are different methods.

**Method 1 (Simple Solution)**

A Simple Solution is to create a 2D array lookup[][] where an entry lookup[i][j] stores the minimum value in range arr[i..j]. The minimum of a given range can now be calculated in O(1) time.
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# Python3 program to do range

# minimum query in O(1) time with

# O(n\*n) extra space and O(n\*n)

# preprocessing time.

MAX **=** 500

# lookup[i][j] is going to store

# index of minimum value in

# arr[i..j]

lookup **=** [[0 **for** j **in** range(MAX)]

**for** i **in** range(MAX)]

# Structure to represent

# a query range

**class** Query:

**def** \_\_init\_\_(self, L, R):

        self.L **=** L

        self.R **=** R

# Fills lookup array lookup[n][n]

# for all possible values

# of query ranges

**def** preprocess(arr, n):

    # Initialize lookup[][] for the

    # intervals with length 1

**for** i **in** range(n):

        lookup[i][i] **=** i;

    # Fill rest of the entries in

    # bottom up manner

**for** i **in** range(n):

**for** j **in** range(i **+** 1, n):

            # To find minimum of [0,4],

            # we compare minimum

            # of arr[lookup[0][3]] with arr[4].

**if** (arr[lookup[i][j **-** 1]] < arr[j]):

                lookup[i][j] **=** lookup[i][j **-** 1];

**else**:

                lookup[i][j] **=** j;

# Prints minimum of given m

# query ranges in arr[0..n-1]

**def** RMQ(arr, n, q, m):

    # Fill lookup table for

    # all possible input queries

    preprocess(arr, n);

    # One by one compute sum of

    # all queries

**for** i **in** range(m):

        # Left and right boundaries

        # of current range

        L **=** q[i].L

        R **=** q[i].R;

        # Print sum of current query range

**print**("Minimum of [" **+** str(L) **+** ", " **+**

               str(R) **+** "] is " **+**

               str(arr[lookup[L][R]]))

# Driver code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    a **=** [7, 2, 3, 0, 5,

         10, 3, 12, 18]

    n **=** len(a)

    q **=** [Query(0, 4),

         Query(4, 7),

         Query(7, 8)]

    m **=** len(q)

    RMQ(a, n, q, m);

# This code is contributed by Rutvik\_56

**Output:**

Minimum of [0, 4] is 0  
Minimum of [4, 7] is 3  
Minimum of [7, 8] is 12

**Range LCM Queries**

Given an array arr[] of integers of size N and an array of Q queries, query[], where each query is of type [L, R] denoting the range from index L to index R, the task is to find the LCM of all the numbers of the range for all the queries.

**Examples:**

***Input:****arr[] = {5, 7, 5, 2, 10, 12 ,11, 17, 14, 1, 44}*

*query[] = {{2, 5}, {5, 10}, {0, 10}}*

***Output:****60,15708, 78540*

***Explanation:****In the first query LCM(5, 2, 10, 12) = 60*

*In the second query LCM(12, 11, 17, 14, 1, 44) = 15708*

*In the last query LCM(5, 7, 5, 2, 10, 12, 11, 17, 14, 1, 44) = 78540*

***Input:****arr[] = {2, 4, 8, 16}, query[] = {{2, 3}, {0, 1}}*

***Output:****16, 4*

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

**Naive Approach:** The approach is based on the following mathematical idea:

*Mathematically,  LCM(l, r) = LCM(arr[l],  arr[l+1] , . . . ,arr[r-1], arr[r]) and*

*LCM(a, b) = (a\*b) / GCD(a,b)*

So traverse the array for every query and calculate the answer by using the above formula for LCM.

**Time Complexity:** O(N \* Q)

**Auxiliary Space:** O(1)

**RangeLCM Queries using**[Segment tree](https://www.geeksforgeeks.org/introduction-to-segment-trees/)**:**

As the number of queries can be large, the naive solution would be impractical. This time can be reduced

*There is no update operation in this problem. So we can initially build a segment tree and use that to answer the queries in logarithmic time.*

*Each node in the tree should store the LCM value for that particular segment and we can use the same formula as above to combine the segments.*

Follow the steps mentioned below to implement the idea:

* Build a segment tree from the given array.
* Traverse through the queries. For each query:
* Find that particular range in the segment tree.
* Use the above mentioned formula to combine the segments and calculate the LCM for that range.
* Print the answer for that segment.

Below is the implementation of the above approach.

# LCM of given range queries using Segment Tree

MAX **=** 1000

# allocate space for tree

tree **=** [0] **\*** (4 **\*** MAX)

# declaring the array globally

arr **=** [0] **\*** MAX

# Function to return gcd of a and b

**def** gcd(a: int, b: int):

**if** a **==** 0:

**return** b

**return** gcd(b **%** a, a)

# utility function to find lcm

**def** lcm(a: int, b: int):

**return** (a **\*** b) **//** gcd(a, b)

# Function to build the segment tree

# Node starts beginning index of current subtree.

# start and end are indexes in arr[] which is global

**def** build(node: int, start: int, end: int):

    # If there is only one element

    # in current subarray

**if** start **==** end:

        tree[node] **=** arr[start]

**return**

    mid **=** (start **+** end) **//** 2

    # build left and right segments

    build(2 **\*** node, start, mid)

    build(2 **\*** node **+** 1, mid **+** 1, end)

    # build the parent

    left\_lcm **=** tree[2 **\*** node]

    right\_lcm **=** tree[2 **\*** node **+** 1]

    tree[node] **=** lcm(left\_lcm, right\_lcm)

# Function to make queries for array range )l, r).

# Node is index of root of current segment in segment

# tree (Note that indexes in segment tree begin with 1

# for simplicity).

# start and end are indexes of subarray covered by root

# of current segment.

**def** query(node: int, start: int,

          end: int, l: int, r: int):

    # Completely outside the segment,

    # returning 1 will not affect the lcm;

**if** end < l **or** start > r:

**return** 1

    # completely inside the segment

**if** l <**=** start **and** r >**=** end:

**return** tree[node]

    # partially inside

    mid **=** (start **+** end) **//** 2

    left\_lcm **=** query(2 **\*** node, start, mid, l, r)

    right\_lcm **=** query(2 **\*** node **+** 1,

                      mid **+** 1, end, l, r)

**return** lcm(left\_lcm, right\_lcm)

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    # initialize the array

    arr[0] **=** 5

    arr[1] **=** 7

    arr[2] **=** 5

    arr[3] **=** 2

    arr[4] **=** 10

    arr[5] **=** 12

    arr[6] **=** 11

    arr[7] **=** 17

    arr[8] **=** 14

    arr[9] **=** 1

    arr[10] **=** 44

    # build the segment tree

    build(1, 0, 10)

    # Now we can answer each query efficiently

    # Print LCM of (2, 5)

**print**(query(1, 0, 10, 2, 5))

    # Print LCM of (5, 10)

**print**(query(1, 0, 10, 5, 10))

    # Print LCM of (0, 10)

**print**(query(1, 0, 10, 0, 10))

# This code is contributed by

# sanjeev2552

**Output**

60  
15708  
78540

**Merge Sort Tree for Range Order Statistics**

Given an array of n numbers, the task is to answer the following queries:

kthSmallest(start, end, k) : Find the Kth smallest   
 number in the range from array  
 index 'start' to 'end'.

**Examples:**

**Input :** arr[] = {3, 2, 5, 1, 8, 9|  
 Query 1: start = 2, end = 5, k = 2  
 Query 2: start = 1, end = 6, k = 4  
**Output :** 2  
 5  
**Explanation:**  
[2, 5, 1, 8] represents the range from 2 to   
5 and 2 is the 2nd smallest number   
in the range[3, 2, 5, 1, 8, 9] represents   
the range from 1 to 6 and 5 is the 4th  
smallest number in the range

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

The key idea is to build a [Segment Tree](https://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/) with a vector at every node and the vector contains all the elements of the sub-range in a sorted order. And if we observe this segment tree structure this is somewhat similar to the tree formed during the [merge sort algorithm](https://www.geeksforgeeks.org/merge-sort/)(that is why it is called merge sort tree) We use same implementation as discussed in [Merge Sort Tree (Smaller or equal elements in given row range)](https://www.geeksforgeeks.org/merge-sort-tree-smaller-or-equal-elements-in-given-row-range/) Firstly, we maintain a vector of pairs where each pair {value, index} is such that first element of pair represents the element of the input array and the second element of the pair represents the index at which it occurs.

Now we sort this vector of pairs on the basis of the first element of each pair. After this we build a Merge Sort Tree where each node has a vector of indices in the sorted range. When we have to answer a query we find if the Kth smallest number lies in the left sub-tree or in the right sub-tree.

The idea is to use two binary searches and find the number of elements in the left sub-tree such  that the indices lie within the given query range. Let the number of such indices be M. If M>=K, it means we will be able to find the Kth smallest Number in the left sub-tree thus we call on the left sub-tree. Else the Kth smallest number lies in the right sub-tree but this time we don’t have to look for the K th smallest number as we already have first M smallest numbers of the range in the left sub-tree thus we should look for the remaining part ie the (K-M)th number in the right sub-tree. This is the Index of Kth smallest number the value at this index is the required number.

**Implementation:**

**Minimum number of jumps to reach end**

Given an array **arr[]**where each element represents the max number of steps that can be made forward from that index. The task is to find the minimum number of jumps to reach the end of the array starting from index **0**. If the end isn’t reachable, return **-1**.

**Examples:**

***Input:****arr[] = {1, 3, 5, 8, 9, 2, 6, 7, 6, 8, 9}*

***Output:****3 (1-> 3 -> 9 -> 9)*

***Explanation:****Jump from 1st element to 2nd element as there is only 1 step.*

*Now there are three options 5, 8 or 9. I*

*f 8 or 9 is chosen then the end node 9 can be reached. So 3 jumps are made.*

***Input:****arr[] = {1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1}*

***Output:****10*

***Explanation:****In every step a jump is needed so the count of jumps is 10.*

Recommended Practice

[Jump Game](https://practice.geeksforgeeks.org/problems/jump-game/1/)

[Try It!](https://practice.geeksforgeeks.org/problems/jump-game/1/)

**Minimum number of jumps to reach the end using**[Recursion](https://www.geeksforgeeks.org/introduction-to-recursion-data-structure-and-algorithm-tutorials/)**:**

*Start from the first element and recursively call for all the elements reachable from the first element. The minimum number of jumps to reach end from first can be calculated using the minimum value from the recursive calls.*

***minJumps(start, end) = Min ( minJumps(k, end) )****for all k reachable from start.*

Follow the steps mentioned below to implement the idea:

* Create a recursive function.
* In each recursive call get all the reachable nodes from that index.
* For each of the index call the recursive function.
* Find the minimum number of jumps to reach the end from current index.
* Return the minimum number of jumps from the recursive call.

Below is the Implementation of the above approach:

# Python3 program to find Minimum

# number of jumps to reach end

# Returns minimum number of jumps

# to reach arr[h] from arr[l]

**def** minJumps(arr, l, h):

    # Base case: when source and

    # destination are same

**if** (h **==** l):

**return** 0

    # when nothing is reachable

    # from the given source

**if** (arr[l] **==** 0):

**return** float('inf')

    # Traverse through all the points

    # reachable from arr[l]. Recursively

    # get the minimum number of jumps

    # needed to reach arr[h] from

    # these reachable points.

    min **=** float('inf')

**for** i **in** range(l **+** 1, h **+** 1):

**if** (i < l **+** arr[l] **+** 1):

            jumps **=** minJumps(arr, i, h)

**if** (jumps !**=** float('inf') **and**

                    jumps **+** 1 < min):

                min **=** jumps **+** 1

**return** min

# Driver program to test above function

arr **=** [1, 3, 5, 8, 9, 2, 6, 7, 6, 8, 9]

n **=** len(arr)

print('Minimum number of jumps to reach',

      'end is', minJumps(arr, 0, n**-**1))

# This code is contributed by Soumen Ghosh

**Output**

Minimum number of jumps to reach the end is 3

**Space optimization using bit manipulations**

There are many situations where we use integer values as index in array to see presence or absence, we can use bit manipulations to optimize space in such problems.

Let us consider below problem as an example.

Given two numbers say a and b, mark the multiples of 2 and 5 between a and b using less than O(|b – a|) space and output each of the multiples.

**Note :** We have to **mark** the multiples i.e save (key, value) pairs in memory such that each key either have value as 1 or 0 representing as multiple of 2 or 5 or not respectively.

**Examples :**

**Input :** 2 10  
**Output :** 2 4 5 6 8 10

**Input:** 60 95  
**Output:** 60 62 64 65 66 68 70 72 74 75 76 78   
 80 82 84 85 86 88 90 92 94 95

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

**Approach 1 (Simple):**

Hash the indices in an array from a to b and mark each of the indices as 1 or 0.

**Space complexity : O(max(a, b))**
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**Approach 2 (Better than simple):**

Save memory, by translating a to 0th index and b to (b-a)th index.

**Space complexity : O(|b-a|).**
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Simply hash |b – a| positions of an array as 0 and 1.

**Implementation:**

**Python3**

# Python3 program to mark numbers

# as multiple of 2 or 5

**import** math

# Driver code

a **=** 2

b **=** 10

size **=** abs(b **-** a) **+** 1

array **=** [0] **\*** size

# Iterate through a to b,

# If it is a multiple of 2

# or 5 Mark index in array as 1

**for** i **in** range(a, b **+** 1):

**if** (i **%** 2 **==** 0 **or** i **%** 5 **==** 0):

            array[i **-** a] **=** 1

print("MULTIPLES of 2 and 5:")

**for** i **in** range(a, b **+** 1):

**if** (array[i **-** a] **==** 1):

            print(i, end**=**" ")

**Sort a nearly sorted (or K sorted) array**

Given an array of **N** elements, where each element is at most K away from its target position, devise an algorithm that sorts in O(N log K) time.

**Examples:**

***Input:****arr[] = {6, 5, 3, 2, 8, 10, 9}, K = 3*

***Output:****arr[] = {2, 3, 5, 6, 8, 9, 10}*

***Input:****arr[] = {10, 9, 8, 7, 4, 70, 60, 50}, k = 4*

***Output:****arr[] = {4, 7, 8, 9, 10, 50, 60, 70}*

Recommended Problem

Nearly sorted

**Sort a nearly sorted (or K sorted) array using**[insertion sort](https://www.geeksforgeeks.org/insertion-sort/)**:**

To solve the problem follow the below idea:

*We can use insertion sort to sort the array efficiently as index of every element can be changed by atmost K places, which will reduce the time complexity of this algorithm from O(N2) to O(NK).*

Follow the below steps to solve the problem:

* Iterate from arr[1] to arr[N] over the array.
* Compare the current element (key) to its predecessor.
* If the key element is smaller than its predecessor, compare it to the elements before. Move the greater elements one position up to make space for the swapped element.

Below is the implementation of the above approach:

# Function to sort an array using

# insertion sort

**def** insertionSort(A, size):

    i, key, j **=** 0, 0, 0

**for** i **in** range(size):

        key **=** A[i]

        j **=** i**-**1

        # Move elements of A[0..i-1], that are

        # greater than key, to one position

        # ahead of their current position.

        # This loop will run at most k times

**while** j >**=** 0 **and** A[j] > key:

            A[j **+** 1] **=** A[j]

            j **=** j **-** 1

        A[j **+** 1] **=** key

**Output**

2 3 5 6 8 9 10

**Find maximum value of Sum( i\*arr[i]) with only rotations on given array allowed**

Given an array **arr[]** of size **N**, the task is to find the maximum possible sum of **i\*arr[i]** when the array can be rotated any number of times.

**Examples :**

***Input:****arr[] = {1, 20, 2, 10}*

***Output:****72.We can get 72 by rotating array twice.*

*{2, 10, 1, 20}*

*20\*3 + 1\*2 + 10\*1 + 2\*0 = 72*

***Input:****arr[] = {10, 1, 2, 3, 4, 5, 6, 7, 8, 9}*

***Output:****330*

*We can get 330 by rotating array 9 times.*

*{1, 2, 3, 4, 5, 6, 7, 8, 9, 10};*

*0\*1 + 1\*2 + 2\*3 … 9\*10 = 330*

**Naive Approach:** The basic idea of this approach is

*Find all rotations one by one, check the sum of every rotation and return the maximum sum.*

**Time Complexity:** O(N2)

**Auxiliary Space:** O(1)

**Efficient Approach:** The idea is as follows:

*Let****Rj****be value of****i\*arr[i]****with****j****rotations.*

* *The idea is to calculate the next rotation value from the previous rotation, i.e., calculate****Rj****from****Rj-1****.*
* *We can calculate the initial value of the result as R0, then keep calculating the next rotation values.*

**How to efficiently calculate Rj from Rj-1?**

*This can be done in****O(1)****time. Below are the details.*

*Let us calculate initial value of****i\*arr[i]****with no rotation*

***R0 = 0\*arr[0] + 1\*arr[1] +…+ (n-1)\*arr[n-1]***

*After 1 rotation****arr[n-1]****, becomes first element of array,*

* *arr[0] becomes second element, arr[1] becomes third element and so on.*
* *R1 = 0\*arr[n-1] + 1\*arr[0] +…+ (n-1)\*arr[n-2]*
* *R1 – R0 = arr[0] + arr[1] + … + arr[n-2] – (n-1)\*arr[n-1]*

*After 2 rotations****arr[n-2]****, becomes first element of array,*

* *arr[n-1] becomes second element, arr[0] becomes third element and so on.*
* *R2 = 0\*arr[n-2] + 1\*arr[n-1] +…+ (n-1)\*arr[n-3]*
* *R2 – R1 = arr[0] + arr[1] + … + arr[n-3] – (n-1)\*arr[n-2] + arr[n-1]*

*If we take a closer look at above values, we can observe below pattern*

***Rj – Rj-1 = arrSum – n \* arr[n-j]****,*

*Where****arrSum****is sum of all array elements, i.e.,****arrSum = ∑ arr[i]****, 0 ≤ i ≤ N-1*

Follow the below illustration for a better understanding.

**Illustration:**

*Given arr[]={10, 1, 2, 3, 4, 5, 6, 7, 8, 9},*

***arrSum = 55****, currVal = summation of (i\*arr[i]) =****285***

*In each iteration the currVal is****currVal = currVal + arrSum-n\*arr[n-j]****,*

***1st rotation:****currVal = 285 + 55 –  (10 \*  9) =  250*

***2nd rotation:****currVal = 285 + 55 – (10 \* 8) = 260*

***3rd rotation:****currVal = 285 + 55 – (10 \* 7) = 270*

*.*

*.*

*.*

***Last rotation:****currVal = 285 + 55 – (10 \* 1) = 330*

*Previous currVal was 285, now it becomes 330.*

*It’s the maximum value we can find hence return****330****.*

Follow the steps mentioned below to implement the above approach:

* Compute the sum of all array elements. Let this sum be ‘**arrSum**‘.
* Compute **R0** for the given array. Let this value be **currVal**.
* Loop from **j = 1 to N-1** to calculate the value for each rotation:
* Update the **currVal** using the formula mentioned above.
* Update the maximum sum accordingly in each step.
* Return the maximum value as the required answer.

Below is the implementation of the above idea.

'''Python program to find maximum value of Sum(i\*arr[i])'''

# returns max possible value of Sum(i\*arr[i])

**def** maxSum(arr):

    # stores sum of arr[i]

    arrSum **=** 0

    # stores sum of i\*arr[i]

    currVal **=** 0

    n **=** len(arr)

**for** i **in** range(0, n):

        arrSum **=** arrSum **+** arr[i]

        currVal **=** currVal **+** (i**\***arr[i])

    # initialize result

    maxVal **=** currVal

    # try all rotations one by one and find the maximum

    # rotation sum

**for** j **in** range(1, n):

        currVal **=** currVal **+** arrSum**-**n**\***arr[n**-**j]

**if** currVal > maxVal:

            maxVal **=** currVal

    # return result

**return** maxVal

# test maxsum(arr) function

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    arr **=** [10, 1, 2, 3, 4, 5, 6, 7, 8, 9]

    print "Max sum is: ", maxSum(arr)

**Output**

Max sum is 330

**Median in a stream of integers (running integers)**

Given that integers are read from a data stream. Find median of elements read so for in an efficient way. For simplicity assume, there are no duplicates. For example, let us consider the stream 5, 15, 1, 3 …

After reading 1st element of stream - 5 -> median - 5  
After reading 2nd element of stream - 5, 15 -> median - 10  
After reading 3rd element of stream - 5, 15, 1 -> median - 5  
After reading 4th element of stream - 5, 15, 1, 3 -> median - 4, so on...

Making it clear, when the input size is odd, we take the middle element of sorted data. If the input size is even, we pick the average of the middle two elements in the sorted stream.

Note that output is the *effective median* of integers read from the stream so far. Such an algorithm is called an online algorithm. Any algorithm that can guarantee the output of *i*-elements after processing *i*-th element, is said to be ***online algorithm***. Let us discuss three solutions to the above problem.

Recommended Problem

Find median in a stream

**Method 1:** Insertion Sort

If we can sort the data as it appears, we can easily locate the median element. *Insertion Sort* is one such online algorithm that sorts the data appeared so far. At any instance of sorting, say after sorting *i*-th element, the first *i* elements of the array are sorted. The insertion sort doesn’t depend on future data to sort data input till that point. In other words, insertion sort considers data sorted so far while inserting the next element. This is the key part of insertion sort that makes it an online algorithm.

However, insertion sort takes O(n2) time to sort *n* elements. Perhaps we can use *binary search* on *insertion sort* to find the location of the next element in O(log n) time. Yet, we can’t do data movement in O(log n) time. No matter how efficient the implementation is, it takes polynomial time in case of insertion sort.

Interested readers can try the implementation of Method 1.

# Function to find position to insert current element of

# stream using binary search

**def** binarySearch(arr, item, low, high):

**if** (low >**=** high):

**return** (low **+** 1) **if** (item > arr[low]) **else** low

    mid **=** (low **+** high) **//** 2

**if** (item **==** arr[mid]):

**return** mid **+** 1

**if** (item > arr[mid]):

**return** binarySearch(arr, item, mid **+** 1, high)

**return** binarySearch(arr, item, low, mid **-** 1)

# Function to print median of stream of integers

**def** printMedian(arr, n):

    i, j, pos, num **=** 0, 0, 0, 0

    count **=** 1

    print(f"Median after reading 1 element is {arr[0]}")

**for** i **in** range(1, n):

        median **=** 0

        j **=** i **-** 1

        num **=** arr[i]

        # find position to insert current element in sorted

        # part of array

        pos **=** binarySearch(arr, num, 0, j)

        # move elements to right to create space to insert

        # the current element

**while** (j >**=** pos):

            arr[j **+** 1] **=** arr[j]

            j **-=** 1

        arr[j **+** 1] **=** num

        # increment count of sorted elements in array

        count **+=** 1

        # if odd number of integers are read from stream

        # then middle element in sorted order is median

        # else average of middle elements is median

**if** (count **%** 2 !**=** 0):

            median **=** arr[count **//** 2]

**else**:

            median **=** (arr[(count **//** 2) **-** 1] **+** arr[count **//** 2]) **//** 2

**print**(f"Median after reading {i + 1} elements is {median} ")

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    arr **=** [5, 15, 1, 3, 2, 8, 7, 9, 10, 6, 11, 4]

    n **=** len(arr)

    printMedian(arr, n)

# This code is contributed by rakeshsahni

**Output**

Median after reading 1 element is 5  
Median after reading 2 elements is 10  
Median after reading 3 elements is 5  
Median after reading 4 elements is 4  
Median after reading 5 elements is 3  
Median after reading 6 elements is 4  
Median after reading 7 elements is 5  
Median after reading 8 elements is 6  
Median after reading 9 elements is 7  
Median after reading 10 elements is 6  
Median after reading 11 elements is 7  
Median after reading 12 elements is 6

**Construct an array from its pair-sum array**

Given a pair-sum array and size of the original array (n), construct the original array.

A pair-sum array for an array is the array that contains sum of all pairs in ordered form. For example pair-sum array for arr[] = {6, 8, 3, 4} is {14, 9, 10, 11, 12, 7}.

In general, pair-sum array for arr[0..n-1] is {arr[0]+arr[1], arr[0]+arr[2], ……., arr[1]+arr[2], arr[1]+arr[3], ……., arr[2]+arr[3], arr[2]+arr[4], …., arr[n-2]+arr[n-1}.

“Given a pair-sum array, construct the original array.”

**We strongly recommend to minimize your browser and try this yourself.**

Let the given array be “pair[]” and let there be n elements in original array. If we take a look at few examples, we can observe that arr[0] is half of pair[0] + pair[1] – pair[n-1]. Note that the value of pair[0] + pair[1] – pair[n-1] is (arr[0] + arr[1]) + (arr[0] + arr[2]) – (arr[1] + arr[2]).

Once we have evaluated arr[0], we can evaluate other elements by subtracting arr[0]. For example arr[1] can be evaluated by subtracting arr[0] from pair[0], arr[2] can be evaluated by subtracting arr[0] from pair[1].

Following is the implementation of the above idea.

# Fills element in arr[] from its

# pair sum array pair[].

# n is size of arr[]

**def** constructArr(arr,pair,n):

    arr [0] **=** (pair[0]**+**pair[1]**-**pair[n**-**1])**//**2

**for** i **in** range(1,n):

        arr[i] **=** pair[i**-**1]**-**arr[0]

# Driver code

**if** \_\_name\_\_**==**'\_\_main\_\_':

    pair **=** [15, 13, 11, 10, 12, 10, 9, 8, 7, 5]

    n **=**5

    arr **=** [0]**\***n

    constructArr(arr,pair,n)

**for** i **in** range(n):

        print(arr[i],end **=**" ")

# This code is contributed by

# Shrikant13

**Output:**

8 7 5 3 2

**Maximum equilibrium sum in an array**

Given an array arr[]. Find the maximum value of prefix sum which is also suffix sum for index i in arr[].

**Examples :**

Input : arr[] = {-1, 2, 3, 0, 3, 2, -1}  
Output : 4  
Prefix sum of arr[0..3] =   
 Suffix sum of arr[3..6]

Input : arr[] = {-2, 5, 3, 1, 2, 6, -4, 2}  
Output : 7  
Prefix sum of arr[0..3] =   
 Suffix sum of arr[3..7]

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

A **Simple Solution** is to one by one check the given condition (prefix sum equal to suffix sum) for every element and returns the element that satisfies the given condition with maximum value.

# Python 3 program to find maximum

# equilibrium sum.

**import** sys

# Function to find maximum equilibrium sum.

**def** findMaxSum(arr, n):

    res **= -**sys.maxsize **-** 1

**for** i **in** range(n):

        prefix\_sum **=** arr[i]

**for** j **in** range(i):

            prefix\_sum **+=** arr[j]

        suffix\_sum **=** arr[i]

        j **=** n **-** 1

**while**(j > i):

            suffix\_sum **+=** arr[j]

            j **-=** 1

**if** (prefix\_sum **==** suffix\_sum):

            res **=** max(res, prefix\_sum)

**return** res

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    arr **=** [**-**2, 5, 3, 1, 2, 6, **-**4, 2]

    n **=** len(arr)

**print**(findMaxSum(arr, n))

# This code is contributed by

# Surendra\_Gangwar

**Output :**

7

**Leaders in an array**

Write a program to print all the LEADERS in the array. An element is a leader if it is greater than all the elements to its right side. And the rightmost element is always a leader.

**For example:**

***Input:****arr[] = {16, 17, 4, 3, 5, 2},*

***Output:****17, 5, 2*

***Input:****arr[] = {1, 2, 3, 4, 5, 2},*

***Output:****5, 2*

Recommended Problem

Leaders in an array

**Naive Approach**: The problem can be solved based on the idea mentioned below:

*Use two loops. The outer loop runs from 0 to size – 1 and one by one pick all elements from left to right. The inner loop compares the picked element to all the elements on its right side. If the picked element is greater than all the elements to its right side, then the picked element is the leader.*

Follow the below steps to implement the idea:

* We run a loop from the first index to the 2nd last index.
* And for each index, we run another loop from the next index to the last index.
* If all the values to the right of that index are smaller than the index, we simply add the value in our answer data structure.

Below is the implementation of the above approach.

# Python Function to print leaders in array

**def** printLeaders(arr,size):

**for** i **in** range(0, size):

**for** j **in** range(i**+**1, size):

**if** arr[i]<**=**arr[j]:

**break**

**if** j **==** size**-**1: # If loop didn't break

**print** (arr[i],end**=**' ')

# Driver function

arr**=**[16, 17, 4, 3, 5, 2]

printLeaders(arr, len(arr))

# This code is contributed by \_Devesh Agrawal\_\_

**Output**

17 5 2

**Smallest Difference Triplet from Three arrays**

Three arrays of same size are given. Find a triplet such that maximum – minimum in that triplet is minimum of all the triplets. A triplet should be selected in a way such that it should have one number from each of the three given arrays.

If there are 2 or more smallest difference triplets, then the one with the smallest sum of its elements should be displayed.

**Examples :**

Input : arr1[] = {5, 2, 8}  
 arr2[] = {10, 7, 12}  
 arr3[] = {9, 14, 6}  
Output : 7, 6, 5

Input : arr1[] = {15, 12, 18, 9}  
 arr2[] = {10, 17, 13, 8}  
 arr3[] = {14, 16, 11, 5}  
Output : 11, 10, 9

**Note:**The elements of the triplet are displayed in non-decreasing order.

Recommended Problem

Happiest Triplet

**Simple Solution :**Consider each an every triplet and find the required smallest difference triplet out of them. Complexity of O(n3).

**Efficient Solution:**

1. Sort the 3 arrays in non-decreasing order.
2. Start three pointers from left most elements of three arrays.
3. Now find min and max and calculate max-min from these three elements.
4. Now increment pointer of minimum element’s array.
5. Repeat steps 2, 3, 4, for the new set of pointers until any one pointer reaches to its end.

**Implementatipon:**

# Python3 implementation of smallest

# difference triplet

# Function to find maximum number

**def** maximum(a, b, c):

**return** max(max(a, b), c)

# Function to find minimum number

**def** minimum(a, b, c):

**return** min(min(a, b), c)

# Finds and prints the smallest

# Difference Triplet

**def** smallestDifferenceTriplet(arr1, arr2, arr3, n):

    # sorting all the three arrays

    arr1.sort()

    arr2.sort()

    arr3.sort()

    # To store resultant three numbers

    res\_min **=** 0; res\_max **=** 0; res\_mid **=** 0

    # pointers to arr1, arr2,

    # arr3 respectively

    i **=** 0; j **=** 0; k **=** 0

    # Loop until one array reaches to its end

    # Find the smallest difference.

    diff **=** 2147483647

**while** (i < n **and** j < n **and** k < n):

        sum **=** arr1[i] **+** arr2[j] **+** arr3[k]

        # maximum number

        max **=** maximum(arr1[i], arr2[j], arr3[k])

        # Find minimum and increment its index.

        min **=** minimum(arr1[i], arr2[j], arr3[k])

**if** (min **==** arr1[i]):

            i **+=** 1

**else if** (min **==** arr2[j]):

            j **+=** 1

**else**:

            k **+=** 1

        # Comparing new difference with the

        # previous one and updating accordingly

**if** (diff > (max **-** min)):

            diff **=** max **-** min

            res\_max **=** max

            res\_mid **=** sum **-** (max **+** min)

            res\_min **=** min

    # Print result

    print(res\_max, ",", res\_mid, ",", res\_min)

# Driver code

arr1 **=** [5, 2, 8]

arr2 **=** [10, 7, 12]

arr3 **=** [9, 14, 6]

n **=** len(arr1)

smallestDifferenceTriplet(arr1, arr2, arr3, n)

# This code is contributed by Anant Agarwal.

**Output**

7, 6, 5

**Find all triplets with zero sum**

Given an array of distinct elements. The task is to find triplets in the array whose sum is zero.

**Examples :**

***Input:****arr[] = {0, -1, 2, -3, 1}*

***Output:****(0 -1 1), (2 -3 1)*

***Explanation:****The triplets with zero sum are 0 + -1 + 1 = 0 and 2 + -3 + 1 = 0*

***Input:****arr[] = {1, -2, 1, 0, 5}*

***Output:****1 -2  1*

***Explanation:****The triplets with zero sum is 1 + -2 + 1 = 0*

Recommended Problem

Find triplets with zero sum

**Naive approach:**Below is the idea to solve the problem

*Run three loops and check one by one whether the sum of the three elements is zero or not. If the sum of three elements is zero then****print elements****otherwise print****not found****.*

Follow the below steps to Implement the Idea:

* Run three nested loops with loop counter **i, j, k**
* The first loops will run from **0** to **n-3**and second loop from **i+1** to **n-2**and the third loop from **j+1** to b. The loop counter represents the three elements of the triplet.
* Check if the sum of elements at i’th, j’th, k’th is equal to zero or not. If yes print the sum else continue.

# A simple Python 3 program

# to find three elements whose

# sum is equal to zero

# Prints all triplets in

# arr[] with 0 sum

**def** findTriplets(arr, n):

    found **=** False

**for** i **in** range(0, n**-**2):

**for** j **in** range(i**+**1, n**-**1):

**for** k **in** range(j**+**1, n):

**if** (arr[i] **+** arr[j] **+** arr[k] **==** 0):

                    print(arr[i], arr[j], arr[k])

                    found **=** True

    # If no triplet with 0 sum

    # found in array

**if** (found **==** False):

**print**(" not exist ")

# Driver code

arr **=** [0, **-**1, 2, **-**3, 1]

n **=** len(arr)

findTriplets(arr, n)

# This code is contributed by Smitha Dinesh Semwal

**Output**

0 -1 1  
2 -3 1

**Implement two Stacks in an Array**

Create a data structure **twoStacks**that represent two stacks. Implementation of **twoStacks**should use only one array, i.e., both stacks should use the same array for storing elements.

*Following functions must be supported by twoStacks.*

* *push1(int x) –> pushes x to first stack*
* *push2(int x) –> pushes x to second stack*
* *pop1() –> pops an element from first stack and return the popped element*
* *pop2() –> pops an element from second stack and return the popped element*

*Implementation of twoStack should be space efficient.*

Recommended Problem

**Implement two stacks in an array by Dividing the space into two halves:**

*The idea to implement two stacks is to divide the array into two halves and assign two halves to two stacks, i.e., use arr[0] to arr[n/2] for stack1, and arr[(n/2) + 1] to arr[n-1] for stack2 where arr[] is the array to be used to implement two stacks and size of array be n.*

Follow the steps below to solve the problem:

* To implement **push1():**
* First, check whether the **top1** is greater than 0
* If it is then add an element at the top1 index and decrement top1 by 1
* Else return Stack Overflow
* To implement **push2():**
* First, check whether **top2** is less than n – 1
* If it is then add an element at the top2 index and increment the top2 by 1
* Else return Stack Overflow
* To implement **pop1():**
* First, check whether the **top1** is less than or equal to n / 2
* If it is then increment the top1 by 1 and return that element.
* Else return Stack Underflow
* To implement **pop2():**
* First, check whether the **top2** is greater than or equal to (n + 1) / 2
* If it is then decrement the top2 by 1 and return that element.
* Else return Stack Underflow

Below is the implementation of the above approach.

# Python Script to Implement two stacks in a list

**import** math

**class** twoStacks:

**def** \_\_init\_\_(self, n):     # constructor

        self.size **=** n

        self.arr **=** [None] **\*** n

        self.top1 **=** math.floor(n**/**2) **+** 1

        self.top2 **=** math.floor(n**/**2)

    # Method to push an element x to stack1

**def** push1(self, x):

        # There is at least one empty space for new element

**if** self.top1 > 0:

            self.top1 **=** self.top1 **-** 1

            self.arr[self.top1] **=** x

**else**:

**print**("Stack Overflow by element : ", x)

    # Method to push an element x to stack2

**def** push2(self, x):

        # There is at least one empty space for new element

**if** self.top2 < self.size **-** 1:

            self.top2 **=** self.top2 **+** 1

            self.arr[self.top2] **=** x

**else**:

**print**("Stack Overflow by element : ", x)

    # Method to pop an element from first stack

**def** pop1(self):

**if** self.top1 <**=** self.size**/**2:

            x **=** self.arr[self.top1]

            self.top1 **=** self.top1 **+** 1

**return** x

**else**:

**print**("Stack Underflow")

            exit(1)

    # Method to pop an element from second stack

**def** pop2(self):

**if** self.top2 >**=** math.floor(self.size**/**2) **+** 1:

            x **=** self.arr[self.top2]

            self.top2 **=** self.top2 **-** 1

**return** x

**else**:

            print("Stack Underflow")

            exit(1)

# Driver program to test twoStacks class

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    ts **=** twoStacks(5)

    ts.push1(5)

    ts.push2(10)

    ts.push2(15)

    ts.push1(11)

    ts.push2(7)

    print("Popped element from stack1 is : " **+** str(ts.pop1()))

    ts.push2(40)

**print**("Popped element from stack2 is : " **+** str(ts.pop2()))

# This code is contributed by Gautam goel

**Output**

Stack Overflow By element : 7  
Popped element from stack1 is : 11  
Stack Overflow By element : 40  
Popped element from stack2 is : 15

**Minimum increment by k operations to make all elements equal**

You are given an array of n-elements, you have to find the number of operations needed to make all elements of array equal. Where a single operation can increment an element by k. If it is not possible to make all elements equal print -1.

**Example :**

**Input :** arr[] = {4, 7, 19, 16}, k = 3  
**Output :** 10

**Input :** arr[] = {4, 4, 4, 4}, k = 3  
**Output :** 0

**Input :** arr[] = {4, 2, 6, 8}, k = 3  
**Output :** -1

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

To solve this question we require to check whether all elements can became equal or not and that too only by incrementing k from elements value. For this we have to check that the difference of any two elements should always be divisible by k. If it is so, then all elements can become equal otherwise they can not became equal in any case by incrementing k from them. Also, the number of operations required can be calculated by finding value of (max – Ai)/k for all elements. where max is maximum element of array.

**Algorithm :**

// iterate for all elements  
for (int i=0; i<n; i++)  
{  
 // check if element can make equal to max  
 // or not if not then return -1  
 if ((max - arr[i]) % k != 0 )  
 return -1;

// else update res for required operations  
 else  
 res += (max - arr[i]) / k ;  
}

return res;

**Implementation:**

# Python3 Program to make all array equal

# function for calculating min operations

**def** minOps(arr, n, k):

    # max elements of array

    max1 **=** max(arr)

    res **=** 0

    # iterate for all elements

**for** i **in** range(0, n):

        # check if element can make equal to

        # max or not if not then return -1

**if** ((max1 **-** arr[i]) **%** k !**=** 0):

**return -**1

        # else update res for

        # required operations

**else**:

            res **+=** (max1 **-** arr[i]) **/** k

    # return result

**return** int(res)

# driver program

arr **=** [21, 33, 9, 45, 63]

n **=** len(arr)

k **=** 6

print(minOps(arr, n, k))

# This code is contributed by

# Smitha Dinesh Semwal

**Output**

24