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#### Loading and attaching the required packages using pacman:

pacman::p\_load(pacman, corrgram, lubridate, rmarkdown, rvest, XML, shiny, tidyverse, tidytext, stringr, splitstackshape, wordcloud, modelr)

#### Read the csv files in the folder:

setwd("E:/DATA/MovieLens/ml-20m")  
getwd()

## [1] "E:/DATA/MovieLens/ml-20m"

memory.limit(size=56000)

## [1] 56000

movies <- read.csv(file = 'movies.csv', header = T, na.strings = c(""))  
ratings <- read.csv(file = 'ratings.csv', header = T, na.strings = c(""))

#### Initial Analysis:

# User Statistics:

print("UserId 5-Number Summary:")

## [1] "UserId 5-Number Summary:"

summary(ratings$userId)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1 34395 69141 69046 103637 138493

# Movie Statistics:

print("UserId 5-Number Summary:")

## [1] "UserId 5-Number Summary:"

summary(ratings$movieId)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1 902 2167 9042 4770 131262

# Ratings Statistics:

print("UserId 5-Number Summary:")

## [1] "UserId 5-Number Summary:"

summary(ratings$rating)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.500 3.000 3.500 3.526 4.000 5.000

# Distribution of our output variable (label):

hist(ratings$rating,  
 xlim = c(0, 5),  
 breaks = 10,  
 main = "Ratings Distribution",  
 xlab = "",  
 col = "red")
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#### Cleaning Data:

glimpse(ratings)

## Rows: 20,000,263  
## Columns: 4  
## $ userId <int> 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, ...  
## $ movieId <int> 2, 29, 32, 47, 50, 112, 151, 223, 253, 260, 293, 296, 318...  
## $ rating <dbl> 3.5, 3.5, 3.5, 3.5, 3.5, 3.5, 4.0, 4.0, 4.0, 4.0, 4.0, 4....  
## $ timestamp <int> 1112486027, 1112484676, 1112484819, 1112484727, 111248458...

ratings <- ratings %>%  
 mutate(timestamp = as\_datetime(timestamp))  
  
summary(ratings)

## userId movieId rating   
## Min. : 1 Min. : 1 Min. :0.500   
## 1st Qu.: 34395 1st Qu.: 902 1st Qu.:3.000   
## Median : 69141 Median : 2167 Median :3.500   
## Mean : 69046 Mean : 9042 Mean :3.526   
## 3rd Qu.:103637 3rd Qu.: 4770 3rd Qu.:4.000   
## Max. :138493 Max. :131262 Max. :5.000   
## timestamp   
## Min. :1995-01-09 11:46:44   
## 1st Qu.:2000-08-20 18:55:45   
## Median :2004-12-20 15:18:06   
## Mean :2004-11-20 02:32:01   
## 3rd Qu.:2008-11-02 16:11:57   
## Max. :2015-03-31 06:40:02

movies <- movies %>%  
 # trim whitespaces  
 mutate(title = str\_trim(title)) %>%  
 # separate year into a separate column from the 'title' variable  
 extract(title, c("title\_tmp", "year"), regex = "^(.\*) \\(([0-9 \\-]\*)\\)$", remove = F) %>%  
 # for series we will take debut dates instead  
 mutate(year = if\_else(str\_length(year) > 4, as.integer(str\_split(year, "-", simplify = T)[1]), as.integer(year))) %>%  
 # replace title NA's with original title  
 mutate(title = if\_else(is.na(title\_tmp), title, title\_tmp)) %>%  
 # drop title\_tmp column  
 select(-title\_tmp) %>%  
 # turn (no genres listed) to NA  
 mutate(genres = if\_else(genres == "(no genres listed)", `is.na<-`(genres), genres))

## Warning in replace\_with(out, !condition, false, fmt\_args(~false), glue("length  
## of {fmt\_args(~condition)}")): NAs introduced by coercion

head(movies)

## movieId title year  
## 1 1 Toy Story 1995  
## 2 2 Jumanji 1995  
## 3 3 Grumpier Old Men 1995  
## 4 4 Waiting to Exhale 1995  
## 5 5 Father of the Bride Part II 1995  
## 6 6 Heat 1995  
## genres  
## 1 Adventure|Animation|Children|Comedy|Fantasy  
## 2 Adventure|Children|Fantasy  
## 3 Comedy|Romance  
## 4 Comedy|Drama|Romance  
## 5 Comedy  
## 6 Action|Crime|Thriller

glimpse(movies)

## Rows: 27,278  
## Columns: 4  
## $ movieId <int> 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, ...  
## $ title <chr> "Toy Story", "Jumanji", "Grumpier Old Men", "Waiting to Exh...  
## $ year <int> 1995, 1995, 1995, 1995, 1995, 1995, 1995, 1995, 1995, 1995,...  
## $ genres <chr> "Adventure|Animation|Children|Comedy|Fantasy", "Adventure|C...

#### Data Exploration:

# Number of movies per year/decade  
movies\_per\_year <- movies %>%  
 na.omit() %>%  
 select(movieId, year) %>%  
 group\_by(year) %>%  
 summarise(count = n()) %>%  
 arrange(year)

## `summarise()` ungrouping output (override with `.groups` argument)

print(movies\_per\_year)

## # A tibble: 116 x 2  
## year count  
## <int> <int>  
## 1 1894 2  
## 2 1895 2  
## 3 1896 2  
## 4 1898 2  
## 5 1899 1  
## 6 1900 1  
## 7 1901 1  
## 8 1902 1  
## 9 1903 1  
## 10 1905 1  
## # ... with 106 more rows

#### Plot movies per year:

movies\_per\_year %>%  
 ggplot(aes(x = year, y = count)) +  
 geom\_line(color="red", size=0.8)
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#### Most popular movie genres:

genres\_df <- movies %>%  
 separate\_rows(genres, sep = "\\|") %>%  
 group\_by(genres) %>%  
 summarise(number = n()) %>%  
 arrange(desc(number))

## `summarise()` ungrouping output (override with `.groups` argument)

print(genres\_df)

## # A tibble: 20 x 2  
## genres number  
## <chr> <int>  
## 1 Drama 13344  
## 2 Comedy 8374  
## 3 Thriller 4178  
## 4 Romance 4127  
## 5 Action 3520  
## 6 Crime 2939  
## 7 Horror 2611  
## 8 Documentary 2471  
## 9 Adventure 2329  
## 10 Sci-Fi 1743  
## 11 Mystery 1514  
## 12 Fantasy 1412  
## 13 War 1194  
## 14 Children 1139  
## 15 Musical 1036  
## 16 Animation 1027  
## 17 Western 676  
## 18 Film-Noir 330  
## 19 <NA> 246  
## 20 IMAX 196

#### Genres popularity per year:

genres\_popularity <- movies %>%  
 na.omit() %>% # omit missing values  
 select(movieId, year, genres) %>% # select columns we are interested in  
 separate\_rows(genres, sep = "\\|") %>% # separate genres into rows  
 mutate(genres = as.factor(genres)) %>% # turn genres in factors  
 group\_by(year, genres) %>% # group data by year and genre  
 summarise(number = n()) %>% # count  
 complete(year = full\_seq(year, 1), genres, fill = list(number = 0)) # add missing years/genres

## `summarise()` regrouping output by 'year' (override with `.groups` argument)

genres\_popularity %>%  
 filter(year > 1930) %>%  
 filter(genres %in% c("Drama", "Comedy", "Thriller", "Romance", "Action")) %>%  
 ggplot(aes(x = year, y = number)) +  
 geom\_line(aes(color=genres), size=0.7) +   
 scale\_fill\_brewer(palette = "Paired")

![](data:image/png;base64,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)

#### To avoid introducing bias and unnecessary complexity we will drop timestamp column:

ratings$timestamp <- NULL

### Making sure critical variables in the relevant dataframes are intact:

#movies %>%  
# count(movieId, sort = TRUE)  
# ratings %>%  
# count(userId, sort = TRUE)

### Final Check for missing values in the key variables required for vector embeddings:

sum(is.na(movies$userId))

## [1] 0

sum(is.na(movies$movieId))

## [1] 0

sum(is.na(ratings$rating))

## [1] 0

### Saving final data frame accordingly:

write.csv(movies, file = "movies\_df.csv", row.names = F)

write.csv(ratings, file = “ratings\_df.csv”, row.names = F)