Cycle-1

1. Program to Print all non-Prime Numbers in an Interval.

Code:

lower\_value = int(input("Please, Enter the Lowest Range Value: "))

upper\_value = int(input("Please, Enter the Upper Range Value: "))

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

print("The Non-Prime Numbers in the range are: ")

for number in range(lower\_value, upper\_value + 1):

if number <= 1:

# Numbers less than or equal to 1 are not prime.

print(number)

else:

is\_prime = True

for i in range(2, int(number\*\*0.5) + 1):

if number % i == 0:

# If the number is divisible by any integer other than 1 and itself, it's not prime.

is\_prime = False

break

if not is\_prime:

print(number)

Output
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1. Program to print the first N Fibonacci numbers.

Code:

n=int(input("Enter number of terms in series : "))

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

n1=0

n2=1

count=0

if n<0:

print("Please enter a positive number: ")

elif n==1:

print("Fibonacci sequence upto ",n,":")

print(n1)

else:

print("Fibonacci sequence: ")

while count < n:

print(n1)

nth=n1+n2

n1=n2

n2=nth

count=count+1

Output

![](data:image/png;base64,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)

1. Given sides of a triangle, write a program to check whether a given triangle is an isosceles, equilateral or scalene.

Code:

def check\_triangle\_type(a, b, c):

if a == b == c:

return "Equilateral"

elif a == b or b == c or a == c:

return "Isosceles"

else:

return "Scalene"

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

a = float(input("Enter the length of side 'a': "))

b = float(input("Enter the length of side 'b': "))

c = float(input("Enter the length of side 'c': "))

if a <= 0 or b <= 0 or c <= 0:

print("Invalid input. Side lengths must be positive.")

else:

triangle\_type = check\_triangle\_type(a, b, c)

print("The given triangle is:", triangle\_type)

Output

1. Program to check whether given pair of number is coprime

Code:

import math

def are\_coprime(a, b):

gcd = math.gcd(a, b)

return gcd == 1

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

num1 = int(input("Enter the first number: "))

num2 = int(input("Enter the second number: "))

if are\_coprime(num1, num2):

print(f"{num1} and {num2} are coprime.")

else:

print(f"{num1} and {num2} are not coprime.")

Output

1. Program to find the roots of a quadratic equation(rounded to 2 decimal places)

Code:

import math

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

a = float(input("Enter value of a: "))

b = float(input("Enter value of b: "))

c = float(input("Enter value of c: "))

discri = b\*\*2 - 4\*a\*c

if discri > 0:

root1 = (-b + math.sqrt(discri)) / (2\*a)

root2 = (-b - math.sqrt(discri)) / (2\*a)

print(f"Root 1: {round(root1, 2)}")

print(f"Root 2: {round(root2, 2)}")

elif discri == 0:

root = -b / (2\*a)

print(f"Root: {round(root, 2)}")

else:

real\_part = -b / (2\*a)

img\_part = math.sqrt(-discri) / (2\*a)

root1 = complex(real\_part, img\_part)

root2 = complex(real\_part, -img\_part)

print(f"Root 1: {root1.real:.2f} + {root1.imag:.2f}i")

print(f"Root 2: {root2.real:.2f} - {root2.imag:.2f}i")

Output

1. Program to check whether a given number is perfect number or not(sum of factors =number)

Code:

def is\_perfect\_number(num):

if num <= 0:

return False

sum\_of\_divisors = 0

for i in range(1, num):

if num % i == 0:

sum\_of\_divisors += i

return sum\_of\_divisors == num

try:

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

num = int(input("Enter a number: "))

if is\_perfect\_number(num):

print(f"{num} is a perfect number.")

else:

print(f"{num} is not a perfect number.")

except ValueError:

print("Invalid input. Please enter a valid number.")

Output

1. Program to display amstrong numbers upto 1000

Code:

def is\_armstrong\_number(num):

num\_str = str(num)

num\_digits = len(num\_str)

armstrong\_sum = sum(int(digit) \*\* num\_digits for digit in num\_str)

return armstrong\_sum == num

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

print("Armstrong numbers up to 1000:")

for num in range(1, 1001):

if is\_armstrong\_number(num):

print(num)

Output

1. Store and display the days of a week as a **List, Tuple, Dictionary, Set.** Also demonstrate different ways to store values in each of them. Display its type also.

Code:

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

days\_list = ["Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"]

print("List:", days\_list)

print("Type:", type(days\_list))

days\_tuple = ("Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday")

print("Tuple:", days\_tuple)

print("Type:", type(days\_tuple))

days\_dict = {0: "Monday", 1: "Tuesday", 2: "Wednesday", 3: "Thursday", 4: "Friday", 5: "Saturday", 6: "Sunday"}

print("Dictionary:", days\_dict)

print("Type:", type(days\_dict))

days\_set = {"Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"}

print("Set:", days\_set)

print("Type:", type(days\_set))

Output

1. Write a program to add elements of given 2 lists

Code:

def add\_lists(list1, list2):

if len(list1) != len(list2):

return None

result = []

for i in range(len(list1)):

result.append(list1[i] + list2[i])

return result

try:

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

list1 = input("Enter the first list of numbers separated by spaces: ").split()

list1 = [int(x) for x in list1]

list2 = input("Enter the second list of numbers separated by spaces: ").split()

list2 = [int(x) for x in list2]

result = add\_lists(list1, list2)

if result is None:

print("The lists have different lengths and cannot be added.")

else:

print("Result of addition:", result)

except ValueError:

print("Invalid input. Please enter valid numbers separated by spaces.")

Output

1. Write a program to find the sum of 2 matrices using a nested List.

Code:

for i in range(rows):

row = input(f"Enter elements of row {i + 1} separated by spaces: ").split()

matrix1.append([int(x) for x in row])

print("Enter elements of the second matrix:")

matrix2 = []

for i in range(rows):

row = input(f"Enter elements of row {i + 1} separated by spaces: ").split()

matrix2.append([int(x) for x in row])

result = add\_matrices(matrix1, matrix2)

if result is None:

print("Matrix dimensions are not compatible for addition.")

else:

print("Sum of matrices:")

for row in result:

print(" ".join(map(str, row)))

except ValueError:

print("Invalid input. Please enter valid numbers.")for i in range(rows):

row = input(f"Enter elements of row {i + 1} separated by spaces: ").split()

matrix1.append([int(x) for x in row])

print("Enter elements of the second matrix:")

matrix2 = []

for i in range(rows):

row = input(f"Enter elements of row {i + 1} separated by spaces: ").split()

matrix2.append([int(x) for x in row])

result = add\_matrices(matrix1, matrix2)

if result is None:

print("Matrix dimensions are not compatible for addition.")

else:

print("Sum of matrices:")

for row in result:

print(" ".join(map(str, row)))

except ValueError:

print("Invalid input. Please enter valid numbers.")

Output

1. Write a program to perform bubble sort on a given set of elements.

Code:

def bubble\_sort(arr):

n = len(arr)

for i in range(n):

swapped = False

for j in range(0, n - i - 1):

if arr[j] > arr[j + 1]:

arr[j], arr[j + 1] = arr[j + 1], arr[j]

swapped = True

if not swapped:

break

try:

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

elements = input("Enter elements separated by spaces: ").split()

elements = [int(x) for x in elements]

bubble\_sort(elements)

print("Sorted elements:")

print(elements)

except ValueError:

print("Invalid input. Please enter valid numbers separated by spaces.")

Output

1. Program to find the count of each vowel in a string(use dictionary)

Code:

def count\_vowels(string):

vowel\_counts = {'A': 0, 'E': 0, 'I': 0, 'O': 0, 'U': 0}

string = string.upper()

for char in string:

if char in vowel\_counts:

vowel\_counts[char] += 1

return vowel\_counts

try:

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

input\_string = input("Enter a string: ")

vowel\_counts = count\_vowels(input\_string)

print("Vowel counts:")

for vowel, count in vowel\_counts.items():

print(f"{vowel}: {count}")

except ValueError:

print("Invalid input. Please enter a valid string.")

Output

1. Write a Python program that accept a positive number and subtract from this number the sum of its digits and so on. Continues this operation until the number is positive(eg:

256->2+5+6=13

256-13=243

243-9=232……..

Code:

def sum\_of\_digits(n):

digit\_sum = 0

while n > 0:

digit\_sum += n % 10

n //= 10

return digit\_sum

try:

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

num = int(input("Enter a positive number: "))

if num <= 0:

print("Please enter a positive number.")

else:

while num > 0:

digit\_sum = sum\_of\_digits(num)

print(f"{num} - {digit\_sum} = {num - digit\_sum}")

num -= digit\_sum

except ValueError:

print("Invalid input. Please enter a valid positive number.")

Output

1. Write a Python program that accepts a 10 digit mobile number, and find the digits which are absent in a given mobile number

Code:

def find\_absent\_digits(mobile\_number):

all\_digits = set("0123456789")

mobile\_digits = set(mobile\_number)

absent\_digits = all\_digits - mobile\_digits

return sorted(list(absent\_digits))

try:

print("Register no:SJC22MCA-2014")

print("Name :Ashin Siby")

print("Batch :2022-2024")

print("------------------------")

mobile\_number = input("Enter a 10-digit mobile number: ")

if len(mobile\_number) == 10 and mobile\_number.isdigit():

absent\_digits = find\_absent\_digits(mobile\_number)

if absent\_digits:

print("Absent digits in the mobile number:", ', '.join(absent\_digits))

else:

print("The mobile number contains all digits from 0 to 9.")

else:

print("Invalid input. Please enter a valid 10-digit mobile number.")

except ValueError:

print("Invalid input. Please enter a valid 10-digit mobile number.")

Output