1. persistence layer is a group of files which is used to communicate between the application and DB.
2. The **persistence layer** deals with persisting (storing and retrieving) data from a data store (such as a database, for example).
3. so basically hibernate sessions are the persistence layer which used to copy the values of the data from the database to the java entity class, or mapping the java classes back to the database.
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# [**Why does JPA have a @Transient annotation?**](https://stackoverflow.com/questions/2154622/why-does-jpa-have-a-transient-annotation)

Java's transient keyword is used to denote that a field is not to be serialized, whereas JPA's @Transient annotation is used to indicate that a field is not to be persisted in the database, i.e. their semantics are different.

As others have said, @Transient is used to mark fields which shouldn't be persisted. Consider this short example:

public enum Gender { MALE, FEMALE, UNKNOWN }

@Entity

public Person {

private Gender g;

private long id;

@Id

@GeneratedValue(strategy=GenerationType.AUTO)

public long getId() { return id; }

public void setId(long id) { this.id = id; }

public Gender getGender() { return g; }

public void setGender(Gender g) { this.g = g; }

@Transient

public boolean isMale() {

return Gender.MALE.equals(g);

}

@Transient

public boolean isFemale() {

return Gender.FEMALE.equals(g);

}

}

When this class is fed to the JPA, it persists the gender and id but doesn't try to persist the helper boolean methods - without @Transient the underlying system would complain that the Entity class Person is missing setMale() and setFemale() methods and thus wouldn't persist Person at all.

**Hibernate JPA Annotations - Contents:**

|  |  |
| --- | --- |
| **Annotation** | **Package Detail/Import statement** |
| [@Entity](http://www.techferry.com/articles/hibernate-jpa-annotations.html#Entity) | import javax.persistence.Entity; |
| [@Table](http://www.techferry.com/articles/hibernate-jpa-annotations.html#Table) | import javax.persistence.Table; |
| [@Column](http://www.techferry.com/articles/hibernate-jpa-annotations.html#Column) | import javax.persistence.Column; |
| [@Id](http://www.techferry.com/articles/hibernate-jpa-annotations.html#Id) | import javax.persistence.Id; |
| [@GeneratedValue](http://www.techferry.com/articles/hibernate-jpa-annotations.html#GeneratedValue) | import javax.persistence.GeneratedValue; |
| [@Version](http://www.techferry.com/articles/hibernate-jpa-annotations.html#Version) | import javax.persistence.Version; |
| [@OrderBy](http://www.techferry.com/articles/hibernate-jpa-annotations.html#OrderBy) | import javax.persistence.OrderBy; |
| [@Transient](http://www.techferry.com/articles/hibernate-jpa-annotations.html#Transient) | import javax.persistence.Transient; |
| [@Lob](http://www.techferry.com/articles/hibernate-jpa-annotations.html#Lob) | import javax.persistence.Lob; |
| [Hibernate Association Mapping Annotations](http://www.techferry.com/articles/hibernate-jpa-annotations.html#HibernateAssociations) | |
| [@OneToOne](http://www.techferry.com/articles/hibernate-jpa-annotations.html#OneToOne) | import javax.persistence.OneToOne; |
| [@ManyToOne](http://www.techferry.com/articles/hibernate-jpa-annotations.html#ManyToOne) | import javax.persistence.ManyToOne; |
| [@OneToMany](http://www.techferry.com/articles/hibernate-jpa-annotations.html#OneToMany) | import javax.persistence.OneToMany; |
| [@ManyToMany](http://www.techferry.com/articles/hibernate-jpa-annotations.html#ManyToMany) | import javax.persistence.ManyToMany; |
| [@PrimaryKeyJoinColumn](http://www.techferry.com/articles/hibernate-jpa-annotations.html#PrimaryKeyJoinColumn) | import javax.persistence.PrimaryKeyJoinColumn; |
| [@JoinColumn](http://www.techferry.com/articles/hibernate-jpa-annotations.html#JoinColumn) | import javax.persistence.JoinColumn; |
| [@JoinTable](http://www.techferry.com/articles/hibernate-jpa-annotations.html#JoinTable) | import javax.persistence.JoinTable; |
| [@MapsId](http://www.techferry.com/articles/hibernate-jpa-annotations.html#MapsId) | import javax.persistence.MapsId; |
| [Hibernate Inheritance Mapping Annotations](http://www.techferry.com/articles/hibernate-jpa-annotations.html#HibernateInheritanceMapping) | |
| [@Inheritance](http://www.techferry.com/articles/hibernate-jpa-annotations.html#Inheritance) | import javax.persistence.Inheritance; |
| [@DiscriminatorColumn](http://www.techferry.com/articles/hibernate-jpa-annotations.html#DiscriminatorColumn) | import javax.persistence.DiscriminatorColumn; |
| [@DiscriminatorValue](http://www.techferry.com/articles/hibernate-jpa-annotations.html#DiscriminatorValue) | import javax.persistence.DiscriminatorValue; |

**@Entity**

Annotate all your entity beans with @Entity. 

|  |  |
| --- | --- |
| 1  2  3  4 | @Entity  public class Company implements Serializable {  ...  } |

**@Table**

Specify the database table this Entity maps to using the name attribute of @Table annotation. In the example below, the data will be stored in 'company' table in the database. 

|  |  |
| --- | --- |
| 1  2  3  4  5 | @Entity  @Table(name = "company")  public class Company implements Serializable {  ...  } |

**@Column**

Specify the column mapping using @Column annotation.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | @Entity  @Table(name = "company")  public class Company implements Serializable {      @Column(name = "name")    private String name;    ...  } |

**@Id**

Annotate the id column using @Id.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | @Entity  @Table(name = "company")  public class Company implements Serializable {      @Id    @Column(name = "id")    private int id;    ...  } |

**@GeneratedValue**

Let database generate (auto-increment) the id column.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | @Entity  @Table(name = "company")  public class Company implements Serializable {      @Id    @Column(name = "id")    @GeneratedValue    private int id;    ...  } |

**@Version**

Control versioning or concurrency using @Version annotation.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | @Entity  @Table(name = "company")  public class Company implements Serializable {      @Version    @Column(name = "version")    private Date version;    ...  } |

**@OrderBy**

Sort your data using @OrderBy annotation. In example below, it will sort all contacts in a company by their firstname in ascending order.

|  |  |
| --- | --- |
| 1  2 | @OrderBy("firstName asc")  private Set contacts; |

**@Transient**

Annotate your transient properties with @Transient.

**@Lob**

Annotate large objects with @Lob.

**Hibernate Association Mapping Annotations**

**Example App DB Schema**
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The database for this tutorial is designed to illustrate various association mapping concepts.   
In RDBMS implementations, entities are joined using the following ways:

* Shared Primary Key
* Foreign Key
* Association Table

In our example app,

* Tables company and companyDetail have shared values for primary key. It is a one-to-one assoication.
* Tables contact and contactDetail are linked through a foreign key. It is also a one to one association.
* Tables contact and company are linked through a foriegn key in many-to-one association with contact being the owner.
* Tables company and companyStatus are linked through a foreign key in many-to-one association with company being the owner.

**@OneToOne**

|  |  |
| --- | --- |
| Hibernate Annotation Tip | * Use @PrimaryKeyJoinColumn for associated entities sharing the same primary key. * Use @JoinColumn & @OneToOne mappedBy attribute when foreign key is held by one of the entities. * Use @JoinTable and mappedBy entities linked through an association table. * Persist two entities with shared key using @MapsId |

For entities Company and CompanyDetail sharing the same primary key, we can associate them using @OneToOne and @PrimaryKeyJoinColumn as shown in the example below.   
  
Notice that the id property of CompanyDetail is NOT annotated with @GeneratedValue. It will be populated by id value of Company.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | @Entity  @Table(name = "company")  public class Company implements Serializable {      @Id    @Column(name = "id")    @GeneratedValue    private int id;      @OneToOne(cascade = CascadeType.MERGE)    @PrimaryKeyJoinColumn    private CompanyDetail companyDetail;      ...  }    @Entity  @Table(name = "companyDetail")  public class CompanyDetail implements Serializable {      @Id    @Column(name = "id")    private int id;      ...  } |

For entities Contact and ContactDetail linked through a foriegn key, we can use @OneToOne and @JoinColumn annotations. In example below, the id genereated for Contact will be mapped to 'contact\_id' column of ContactDetail table. Please note the usage of @MapsId for the same.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | @Entity  @Table(name = "contactDetail")  public class ContactDetail implements Serializable {      @Id    @Column(name = "id")    @GeneratedValue    private int id;      @OneToOne    @MapsId    @JoinColumn(name = "contactId")    private Contact contact;      ...  }    @Entity  @Table(name = "contact")  public class Contact implements Serializable {      @Id    @Column(name = "ID")    @GeneratedValue    private Integer id;      @OneToOne(mappedBy = "contact", cascade = CascadeType.ALL)    private ContactDetail contactDetail;      ....  } |

Also note that the relationship between Company and CompanyDetail is uni-directional. On the other hand, the relationship between Contact and Contact Detail is bi-directional and that can be achieved using 'mappedBy' attribute.   
  
The rationale to have one relationship as uni-directional and other as bi-directional in this tutorial is to illustrate both concepts and their usage. You can opt for uni-directional or bi-directional relationships to suit your needs.

**@ManyToOne**

|  |  |
| --- | --- |
| Hibernate Annotation Tip | * Use @JoinColumn when foreign key is held by one of the entities. * Use @JoinTable for entities linked through an association table. |

The two examples below illustrate many-to-one relationships. Contact to Company and Company to CompanyStatus. Many contacts can belong to a company. Similary many companies can share the same status (Lead, Prospect, Customer) - there will be many companies that are currently leads.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | @Entity  @Table(name = "contact")  public class Contact implements Serializable {      @ManyToOne    @JoinColumn(name = "companyId")    private Company company;      ...     }    @Entity  @Table(name = "company")  public class Company implements Serializable {      @ManyToOne    @JoinColumn(name = "statusId")    private CompanyStatus status;      ...     } |

**@OneToMany**

|  |  |
| --- | --- |
| Hibernate Annotation Tip | * Use mappedBy attribute for bi-directional associations with ManyToOne being the owner. * OneToMany being the owner or unidirectional with foreign key - try to avoid such associations but can be achieved with @JoinColumn * @JoinTable for Unidirectional with association table |

Please see the many-to-one relationship between Contact and Company above. Company to Contact will be a one-to-many relationship. The owner of this relationship is Contact and hence we will use 'mappedBy' attribute in Company to make it bi-directional relationship.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | @Entity  @Table(name = "company")  public class Company implements Serializable {      @OneToMany(mappedBy = "company", fetch = FetchType.EAGER)    @OrderBy("firstName asc")    private Set contacts;      ...     } |

Again, for this tutorial, we have kept Company to CompanyStatus relationship as uni-directional.

**@ManyToMany**

|  |  |
| --- | --- |
| Hibernate Annotation Tip | * Use @JoinTable for entities linked through an association table. * Use mappedBy attribute for bi-directional association. |

**@PrimaryKeyJoinColumn**

@PrimaryKeyJoinColumn annotation is used for associated entities sharing the same primary key. See [OneToOne](http://www.techferry.com/articles/hibernate-jpa-annotations.html" \l "OneToOne" \o "Hibernate JPA Annotation @OneToOne) section for details.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | @Entity  @Table(name = "company")  public class Company implements Serializable {      @Id    @Column(name = "id")    @GeneratedValue    private int id;      @OneToOne(cascade = CascadeType.MERGE)    @PrimaryKeyJoinColumn    private CompanyDetail companyDetail;      ...  } |

**@JoinColumn**

Use @JoinColumn annotation for one-to-one or many-to-one associations when foreign key is held by one of the entities. We can use @OneToOne or @ManyToOne mappedBy attribute for bi-directional relations. Also see [OneToOne](http://www.techferry.com/articles/hibernate-jpa-annotations.html" \l "OneToOne" \o "Hibernate JPA Annotation @OneToOne) and [ManyToOne](http://www.techferry.com/articles/hibernate-jpa-annotations.html" \l "ManyToOne" \o "Hibernate JPA Annotation @ManyToOne) sections for more details.

|  |  |
| --- | --- |
| 1  2  3 | @ManyToOne  @JoinColumn(name = "statusId")  private CompanyStatus status; |

**@JoinTable**

Use @JoinTable and mappedBy for entities linked through an association table.

**@MapsId**

Persist two entities with shared key (when one entity holds a foreign key to the other) using @MapsId annotation. See [OneToOne](http://www.techferry.com/articles/hibernate-jpa-annotations.html" \l "OneToOne" \o "Hibernate JPA Annotation @OneToOne) section for details.

|  |  |
| --- | --- |
| 1  2  3  4 | @OneToOne  @MapsId  @JoinColumn(name = "contactId")  private Contact contact; |

**Hibernate Inheritance Mapping Annotations**

To understand Inheritance Mapping annotations, you must first understand [Inheritance Mapping in Hiberate](http://docs.jboss.org/hibernate/core/3.5/reference/en/html/inheritance.html) in detail. Once you understand Inheritance mapping concepts, please review below for annotations to be used.

* table per class hierarchy - single table per Class Hierarchy Strategy: the <subclass> element in Hibernate

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | @Entity  @Inheritance(strategy=InheritanceType.SINGLE\_TABLE)  @DiscriminatorColumn(name="planetype", discriminatorType=DiscriminatorType.STRING )    @DiscriminatorValue("Plane")  public class Plane { ... }    @Entity  @DiscriminatorValue("A320")  public class A320 extends Plane { ... } |

* table per class/subclass - joined subclass Strategy: the <joined-subclass> element in Hibernate

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | @Entity  @Inheritance(strategy=InheritanceType.JOINED)  public class Boat implements Serializable { ... }    @Entity  @PrimaryKeyJoinColumn  public class Ferry extends Boat { ... } |

* table per concrete class - table per Class Strategy: the <union-class> element in Hibernate

|  |  |  |
| --- | --- | --- |
| 1  2  3 | @Entity  @Inheritance(strategy = InheritanceType.TABLE\_PER\_CLASS)  public class Flight implements Serializable { ... } | |
| Hibernate Annotation Tip | Note: This strategy does not support the IDENTITY generator strategy: the id has to be shared across several tables. Consequently, when using this strategy, you should not use AUTO nor IDENTITY. |

**@Inheritance**

See [Hibernate Inheritance Mapping Annotations](http://www.techferry.com/articles/hibernate-jpa-annotations.html#HibernateInheritanceMapping) section for details.

|  |  |
| --- | --- |
| 1  2 | @Entity  @Inheritance(strategy=InheritanceType.SINGLE\_TABLE) |

**@DiscriminatorColumn**

See [Hibernate Inheritance Mapping Annotations](http://www.techferry.com/articles/hibernate-jpa-annotations.html#HibernateInheritanceMapping) section for details.

|  |  |
| --- | --- |
| 1  2  3 | @Entity  @Inheritance(strategy=InheritanceType.SINGLE\_TABLE)  @DiscriminatorColumn(name="planetype", discriminatorType=DiscriminatorType.STRING ) |

**@DiscriminatorValue**

See [Hibernate Inheritance Mapping Annotations](http://www.techferry.com/articles/hibernate-jpa-annotations.html#HibernateInheritanceMapping) section for details.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | @Entity  @Inheritance(strategy=InheritanceType.SINGLE\_TABLE)  @DiscriminatorColumn(name="planetype", discriminatorType=DiscriminatorType.STRING )    @DiscriminatorValue("Plane")  public class Plane { ... }    @Entity  @DiscriminatorValue("A320")  public class A320 extends Plane { ... } |

# [**What are the possible values of the #Hibernate hbm2ddl.auto configuration and what do they do**](https://stackoverflow.com/questions/438146/what-are-the-possible-values-of-the-hibernate-hbm2ddl-auto-configuration-and-wh)

hibernate.hbm2ddl.auto Automatically validates or exports schema DDL to the database when the SessionFactory is created. With create-drop, the database schema will be dropped when the SessionFactory is closed explicitly.

e.g. validate | update | create | create-drop

So the list of possible options are,

* validate: validate the schema, makes no changes to the database.
* update: update the schema.
* create: creates the schema, destroying previous data.
* create-drop: drop the schema when the SessionFactory is closed explicitly, typically when the application is stopped.

# How does @OrderBy work?

It is not working here in the following code:

**Employee.java**

package com.semanticbits.pojo;

import java.util.List;

import javax.persistence.CascadeType;

import javax.persistence.Embedded;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.JoinColumn;

import javax.persistence.OneToMany;

import javax.persistence.OrderBy;

@Entity

public class Employee {

@Id

@GeneratedValue(strategy=GenerationType.IDENTITY)

private int employeeId;

private String name;

private double salary;

@OneToMany(cascade=CascadeType.ALL)

@JoinColumn(name="EMP\_ID")

@OrderBy("city DESC")

private List<Address> address;

//setters and getters

public int getEmployeeId() {

return employeeId;

}

public void setEmployeeId(int employeeId) {

this.employeeId = employeeId;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public double getSalary() {

return salary;

}

public void setSalary(double salary) {

this.salary = salary;

}

public List<Address> getAddress() {

return address;

}

public void setAddress(List<Address> address) {

this.address = address;

}

}

**Address.java**

package com.semanticbits.pojo;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

@Entity

public class Address {

@Id

@GeneratedValue(strategy=GenerationType.IDENTITY)

private int addressId;

private String street;

private String city;

private String state;

private int zipCode;

public String getStreet() {

return street;

}

public void setStreet(String street) {

this.street = street;

}

public String getCity() {

return city;

}

public void setCity(String city) {

this.city = city;

}

public String getState() {

return state;

}

public void setState(String state) {

this.state = state;

}

public int getZipCode() {

return zipCode;

}

public void setZipCode(int zipCode) {

this.zipCode = zipCode;

}

}

**persistence.xml**

<?xml version="1.0" encoding="UTF-8"?>

<persistence xmlns="http://java.sun.com/xml/ns/persistence"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://java.sun.com/xml/ns/persistence

http://java.sun.com/xml/ns/persistence/persistence\_1\_0.xsd" version="1.0">

<persistence-unit name="orderbyannotationdemo" transaction-type="RESOURCE\_LOCAL">

<provider></provider>

<class>com.semanticbits.pojo.Employee</class>

<class>com.semanticbits.pojo.Address</class>

<properties>

<property name="javax.persistence.jdbc.url" value="jdbc:mysql://localhost:3306/shoaib"/>

<property name="javax.persistence.jdbc.driver" value="com.mysql.jdbc.Driver"/>

<property name="javax.persistence.jdbc.user" value="root"/>

<property name="javax.persistence.jdbc.password" value="root"/>

<property name="eclipselink.logging.level" value="FINE"/>

<property name="eclipselink.ddl-generation" value="create-tables"/>

</properties>

</persistence-unit>

</persistence>

This is the test class......check out the city name and it is not storing address values in order in descending order in the ADDRESS table

**JPAOrderByAnnotationTest**

package com.semanticbits.test;

import java.util.ArrayList;

import java.util.List;

import javax.persistence.EntityManager;

import javax.persistence.EntityManagerFactory;

import javax.persistence.Persistence;

import com.semanticbits.pojo.Address;

import com.semanticbits.pojo.Employee;

public class JPAOrderByAnnotationTest {

/\*\*

\* @param args

\*/

public static void main(String[] args) {

EntityManagerFactory factory=Persistence.createEntityManagerFactory("orderbyannotationdemo");

EntityManager manager=factory.createEntityManager();

Employee employee=new Employee();

employee.setName("Shoaib");

employee.setSalary(1452365);

Address addressOffice=new Address();

addressOffice.setCity("Hyderabad");

addressOffice.setStreet("Gachibowli");

addressOffice.setState("AP");

addressOffice.setZipCode(500016);

Address addressHome=new Address();

addressHome.setCity("Noida");

addressHome.setStreet("Chandai Chowk");

addressHome.setState("UP");

addressHome.setZipCode(415608);

Address addressCollege=new Address();

addressCollege.setCity("Antartica");

addressCollege.setState("Canada");

addressCollege.setStreet("New York");

addressCollege.setZipCode(402103);

List<Address> addresses=new ArrayList<Address>();

addresses.add(addressHome);

addresses.add(addressOffice);

addresses.add(addressCollege);

employee.setAddress(addresses);

manager.getTransaction().begin();

manager.persist(employee);

manager.getTransaction().commit();

manager.close();

}

}

I think you're misunderstanding what the @Orderby annotation actually does. According to the [javadoc](http://docs.oracle.com/javaee/7/api/javax/persistence/OrderBy.html):

Specifies the ordering of the elements of a collection valued association or element collection at the point when the association or collection is **retrieved**.

[emphasis added] The annotation does not dictate insertion order. Continuing with your example, if you were to fetch an Employee:

Employee employee = manager.find(Employee.class, employeeId);

List<Address> addresses = employee.getAddress();

Then addresses would be sorted by city in descending order.

@MAppedBy

in a bidirectional relationship, one of the sides (and only one) has to be the owner. The owner is responsible for the association column(s) update. To declare a side as not responsible for the relationship, the attribute ***[mappedBy](https://docs.oracle.com/javaee/5/api/javax/persistence/OneToOne.html" \l "mappedBy%28%29" \o "mappedBy)*** is used. ‘mappedBy’ refers to the property name of the association on the owner side.

# **@JoinColumn Annotation Explained**
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## ****1. Introduction****

The annotation javax.persistence.JoinColumn marks a column for as a join column for an entity association or an element collection.

In this quick tutorial, we’ll show some examples of basic @JoinCloumn usage.

## ****2.****@OneToOne****Mapping Example****

The @JoinColumn annotation combined with a @OneToOne mapping indicates that a given column in the owner entity refers to a primary key in the reference entity:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | @Entity  public class Office {      @OneToOne(fetch = FetchType.LAZY)      @JoinColumn(name = "addressId")      private Address address;  } |

The above code example will create a foreign key linking the Office entity with the primary key from the Address entity. The name of the foreign key column in the Office entity is specified by name property.

## ****3.****@OneToMany****Mapping Example****

When using a @OneToMany mapping we can use the mappedBy parameter to indicate that the given column is owned by another entity.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | @Entity  public class Employee {        @Id      private Long id;        @OneToMany(fetch = FetchType.LAZY, mappedBy = "employee")      private List<Email> emails;  }    @Entity  public class Email {        @ManyToOne(fetch = FetchType.LAZY)      @JoinColumn(name = "employee\_id")      private Employee employee;  } |

In the above example, Email (the owner entity) has a join column employee\_id that stores the id value and has a foreign key to the Employee entity.

![](data:image/png;base64,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)

## ****4.****@JoinColumns

In situations when we want to create multiple join columns we can use the @JoinColumnsannotation:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | @Entity  public class Office {      @ManyToOne(fetch = FetchType.LAZY)      @JoinColumns({          @JoinColumn(name="ADDR\_ID", referencedColumnName="ID"),          @JoinColumn(name="ADDR\_ZIP", referencedColumnName="ZIP")      })      private Address address;  } |

The above example will create two foreign keys pointing to ID and ZIP columns in the Address entity:

![](data:image/png;base64,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)

## ****5. Conclusion****

In this article, we’ve learned how to use the @JoinColumn annotation. We’ve shown examples how to create both single entity association and element collection.

# [**JPA “@JoinTable” annotation**](https://stackoverflow.com/questions/5478328/jpa-jointable-annotation)

## 4 Answers

[active](https://stackoverflow.com/questions/5478328/jpa-jointable-annotation?answertab=active#tab-top)[oldest](https://stackoverflow.com/questions/5478328/jpa-jointable-annotation?answertab=oldest#tab-top)[votes](https://stackoverflow.com/questions/5478328/jpa-jointable-annotation?answertab=votes#tab-top)
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**EDIT 2017-04-29**: As pointed to by some of the commenters, the JoinTable example does not need the mappedBy annotation attribute. In fact, recent versions of Hibernate refuse to start up by printing the following error:

org.hibernate.AnnotationException:

Associations marked as mappedBy must not define database mappings

like @JoinTable or @JoinColumn

Let's pretend that you have an entity named Project and another entity named Task and each project can have many tasks.

You can design the database schema for this scenario in two ways.

The first solution is to create a table named Project and another table named Task and add a foreign key column to the task table named project\_id:

Project Task

------- ----

id id

name name

project\_id

This way, it will be possible to determine the project for each row in the task table. If you use this approach, in your entity classes you won't need a join table:

@Entity

public class Project {

@OneToMany(mappedBy = "project")

private Collection<Task> tasks;

}

@Entity

public class Task {

@ManyToOne

private Project project;

}

The other solution is to use a third table, e.g. Project\_Tasks, and store the relationship between projects and tasks in that table:

Project Task Project\_Tasks

------- ---- -------------

id id project\_id

name name task\_id

The Project\_Tasks table is called a "Join Table". To implement this second solution in JPA you need to use the @JoinTable annotation. For example, in order to implement a uni-directional one-to-many association, we can define our entities as such:

**Project entity:**

@Entity

public class Project {

@Id

@GeneratedValue

private Long pid;

private String name;

@JoinTable

@OneToMany

private List<Task> tasks;

public Long getPid() {

return pid;

}

public void setPid(Long pid) {

this.pid = pid;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public List<Task> getTasks() {

return tasks;

}

public void setTasks(List<Task> tasks) {

this.tasks = tasks;

}

}

**Task entity:**

@Entity

public class Task {

@Id

@GeneratedValue

private Long tid;

private String name;

public Long getTid() {

return tid;

}

public void setTid(Long tid) {

this.tid = tid;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}
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The @JoinTable annotation also lets you customize various aspects of the join table. For example, had we annotated the tasks property like this:

@JoinTable(

name = "MY\_JT",

joinColumns = @JoinColumn(

name = "PROJ\_ID",

referencedColumnName = "PID"

),

inverseJoinColumns = @JoinColumn(

name = "TASK\_ID",

referencedColumnName = "TID"

)

)

@OneToMany

private List<Task> tasks;

The resulting database would have become:
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Finally, if you want to create a schema for a many-to-many association, using a join table is the only available solution.

-----

It's the only solution to map a ManyToMany association : you need a join table between the to entities tables to map the association.

It's also used for OneToMany (usually unidirectional) associations, when you don't want to add a foreign key in the table of the many side, and thus keep it independant of the one side.

Search for @JoinTable in the [hibernate documentation](http://docs.jboss.org/hibernate/core/3.6/reference/en-US/html_single/) for explanations and examples.

It lets you handle Many to Many relationship. Example:

Table 1: post

post has following columns

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

| ID | DATE |

|\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_|

| | |

|\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_|

Table 2: user

user has the following columns:

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

| ID |NAME |

|\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_|

| | |

|\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_|

Join Table lets you create a mapping using:

@JoinTable(

name="USER\_POST",

joinColumns=@JoinColumn(name="USER\_ID", referencedColumnName="ID"),

inverseJoinColumns=@JoinColumn(name="POST\_ID", referencedColumnName="ID"))

will create a table:

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

| USER\_ID| POST\_ID |

|\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_|

| | |

|\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_|

[share](https://stackoverflow.com/a/44332640)[improve this answer](https://stackoverflow.com/posts/44332640/edit)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| JPA - @JoinTable Examples | Top of Form   |  |  |  |  | | --- | --- | --- | --- | | |  |  | | --- | --- | |  |  | |  |   Bottom of Form |
| [JPA](https://www.logicbig.com/how-to/jpa.html) [JAVA EE](https://www.logicbig.com/how-to/java-ee.html)  @JoinTable can be used to map following associations to database table: bidirectional many-to-one/one-to-many, unidirectional many-to-one, and one-to-one (both bidirectional and unidirectional) associations.  import javax.persistence.\*; import java.util.List;  @Entity public class EntityA {  @Id  @GeneratedValue  private int myIdA;  @OneToMany  @JoinTable(name = "MY\_JOIN\_TABLE",  joinColumns = {@JoinColumn(name = "MY\_ENTITY\_A\_FK")},  inverseJoinColumns = {@JoinColumn(name = "MY\_ENTITY\_B\_FK")}  )  private List<EntityB> entityBList;   public List<EntityB> getEntityBList() {  return entityBList;  }   public void setEntityBList(List<EntityB> entityBList) {  this.entityBList = entityBList;  }   @Override  public String toString() {  return "EntityA{" +  "myIdA=" + myIdA +  ", entityBList=" + entityBList +  '}';  } }  [Original Post](https://www.logicbig.com/tutorials/java-ee-tutorial/jpa/one-to-many-with-join-table.html)    @Entity public class EntityA {  @Id  @GeneratedValue  private int myIdA;  private String strA;  @OneToMany  @JoinTable(name = "MY\_JOIN\_TABLE",  joinColumns = {@JoinColumn(name = "MY\_ENTITY\_A\_FK", referencedColumnName = "myIdA")},  inverseJoinColumns = {@JoinColumn(name = "MY\_ENTITY\_B\_FK", referencedColumnName = "myIdB")}  )  private List<EntityB> entityBList;   public String getStrA() {  return strA;  }   public void setStrA(String strA) {  this.strA = strA;  }   public List<EntityB> getEntityBList() {  return entityBList;  }   public void setEntityBList(List<EntityB> entityBList) {  this.entityBList = entityBList;  }   @Override  public String toString() {  return "EntityA{" +  "myIdA=" + myIdA +  ", strA='" + strA + '\'' +  '}';  } }  @Entity public class EntityB {  @Id  @GeneratedValue  private int myIdB;  private String strB;  @ManyToOne  @JoinTable(name = "MY\_JOIN\_TABLE",  joinColumns = {@JoinColumn(name = "MY\_ENTITY\_B\_FK", insertable = false,  updatable = false, referencedColumnName = "myIdB")},  inverseJoinColumns = {@JoinColumn(name = "MY\_ENTITY\_A\_FK", insertable = false,  updatable = false, referencedColumnName = "myIdA")}  )  private EntityA refEntityA;   public String getStrB() {  return strB;  }   public void setStrB(String strB) {  this.strB = strB;  }   public EntityA getRefEntityA() {  return refEntityA;  }   public void setRefEntityA(EntityA refEntityA) {  this.refEntityA = refEntityA;  }   @Override  public String toString() {  return "EntityB{" +  "myIdB=" + myIdB +  ", strB='" + strB + '\'' +  '}';  } }  [Original Post](https://www.logicbig.com/tutorials/java-ee-tutorial/jpa/one-to-many-bidirectional-join-table.html)    @OneToOne unidirectional with @JoinTable:  @Entity public class EntityA {  @Id  @GeneratedValue  private int myIdA;  private String stringA;  @OneToOne  @JoinTable(name = "MY\_JOIN\_TABLE",  joinColumns = {  @JoinColumn(name = "ENTITYA\_FK", referencedColumnName = "myIdA")  },  inverseJoinColumns = {  @JoinColumn(name = "ENTITYB\_FK", referencedColumnName = "myIdB", unique = true)  }  )  private EntityB entityB;  ............. }  @Entity public class EntityB {  @Id  @GeneratedValue  private int myIdB;  private String stringB;  ............. }  [Original Post](https://www.logicbig.com/tutorials/java-ee-tutorial/jpa/one-to-one-join-table.html)    @OneToOne bidirectional with @JoinTable:  @Entity public class EntityA {  @Id  @GeneratedValue  private int myIdA;  private String stringA;  @OneToOne  @JoinTable(name = "MY\_JOIN\_TABLE",  joinColumns = {  @JoinColumn(name = "ENTITYA\_FK", referencedColumnName = "myIdA")  },  inverseJoinColumns = {  @JoinColumn(name = "ENTITYB\_FK", referencedColumnName = "myIdB", unique = true)  }  )  private EntityB entityB;  ............. }  @Entity public class EntityB {  @Id  @GeneratedValue  private int myIdB;  private String stringB;   @OneToOne(mappedBy = "entityB")  private EntityA entityA;  ............. }  [Original Post](https://www.logicbig.com/tutorials/java-ee-tutorial/jpa/one-to-one-bidirectional-join-table.html)  @Entity public class Employee {  @Id  @GeneratedValue  private long id;  private String name;  @OneToMany  @JoinTable(name = "ASSIGNED\_TASKS",  joinColumns = {@JoinColumn(name = "EMPLOYEE\_FK")},  inverseJoinColumns = {@JoinColumn(name = "TASK\_FK")})  @MapKeyColumn(name = "TASK\_DATE")  private Map<Date, Task> tasks;  ............. }  @Entity public class Task {  @Id  @GeneratedValue  private long id;  private String name;  private String description;  ............. } |  |

## Chapter 24. Best Practices

**Write fine-grained classes and map them using <component>:**

Use an Address class to encapsulate street, suburb, state, postcode. This encourages code reuse and simplifies refactoring.

**Declare identifier properties on persistent classes:**

Hibernate makes identifier properties optional. There are a range of reasons why you should use them. We recommend that identifiers be 'synthetic', that is, generated with no business meaning.

**Identify natural keys:**

Identify natural keys for all entities, and map them using <natural-id>. Implement equals() andhashCode() to compare the properties that make up the natural key.

**Place each class mapping in its own file:**

Do not use a single monolithic mapping document. Map com.eg.Foo in the file com/eg/Foo.hbm.xml. This makes sense, particularly in a team environment.

**Load mappings as resources:**

Deploy the mappings along with the classes they map.

**Consider externalizing query strings:**

This is recommended if your queries call non-ANSI-standard SQL functions. Externalizing the query strings to mapping files will make the application more portable.

**Use bind variables.**

As in JDBC, always replace non-constant values by "?". Do not use string manipulation to bind a non-constant value in a query. You should also consider using named parameters in queries.

**Do not manage your own JDBC connections:**

Hibernate allows the application to manage JDBC connections, but his approach should be considered a last-resort. If you cannot use the built-in connection providers, consider providing your own implementation of org.hibernate.connection.ConnectionProvider.

**Consider using a custom type:**

Suppose you have a Java type from a library that needs to be persisted but does not provide the accessors needed to map it as a component. You should consider implementing org.hibernate.UserType. This approach frees the application code from implementing transformations to/from a Hibernate type.

**Use hand-coded JDBC in bottlenecks:**

In performance-critical areas of the system, some kinds of operations might benefit from direct JDBC. Do not assume, however, that JDBC is necessarily faster. Please wait until you know something is a bottleneck. If you need to use direct JDBC, you can open a Hibernate Session and usingfile:///usr/share/doc/HTML/en-US/index.html that JDBC connection. This way you can still use the same transaction strategy and underlying connection provider.

**Understand Session flushing:**

Sometimes the Session synchronizes its persistent state with the database. Performance will be affected if this process occurs too often. You can sometimes minimize unnecessary flushing by disabling automatic flushing, or even by changing the order of queries and other operations within a particular transaction.

**In a three tiered architecture, consider using detached objects:**

When using a servlet/session bean architecture, you can pass persistent objects loaded in the session bean to and from the servlet/JSP layer. Use a new session to service each request. Use Session.merge()or Session.saveOrUpdate() to synchronize objects with the database.

**In a two tiered architecture, consider using long persistence contexts:**

Database Transactions have to be as short as possible for best scalability. However, it is often necessary to implement long running application transactions, a single unit-of-work from the point of view of a user. An application transaction might span several client request/response cycles. It is common to use detached objects to implement application transactions. An appropriate alternative in a two tiered architecture, is to maintain a single open persistence contact session for the whole life cycle of the application transaction. Then simply disconnect from the JDBC connection at the end of each request and reconnect at the beginning of the subsequent request. Never share a single session across more than one application transaction or you will be working with stale data.

**Do not treat exceptions as recoverable:**

This is more of a necessary practice than a "best" practice. When an exception occurs, roll back the Transaction and close the Session. If you do not do this, Hibernate cannot guarantee that in-memory state accurately represents the persistent state. For example, do not use Session.load() to determine if an instance with the given identifier exists on the database; use Session.get() or a query instead.

**Prefer lazy fetching for associations:**

Use eager fetching sparingly. Use proxies and lazy collections for most associations to classes that are not likely to be completely held in the second-level cache. For associations to cached classes, where there is an a extremely high probability of a cache hit, explicitly disable eager fetching using lazy="false". When join fetching is appropriate to a particular use case, use a query with a left join fetch.

**Use the open session in view pattern, or a disciplined assembly phase to avoid problems with unfetched data:**

Hibernate frees the developer from writing tedious Data Transfer Objects (DTO). In a traditional EJB architecture, DTOs serve dual purposes: first, they work around the problem that entity beans are not serializable; second, they implicitly define an assembly phase where all data to be used by the view is fetched and marshalled into the DTOs before returning control to the presentation tier. Hibernate eliminates the first purpose. Unless you are prepared to hold the persistence context (the session) open across the view rendering process, you will still need an assembly phase. Think of your business methods as having a strict contract with the presentation tier about what data is available in the detached objects. This is not a limitation of Hibernate. It is a fundamental requirement of safe transactional data access.

**Consider abstracting your business logic from Hibernate:**

Hide Hibernate data-access code behind an interface. Combine the DAO and Thread Local Sessionpatterns. You can even have some classes persisted by handcoded JDBC associated to Hibernate via a UserType. This advice is, however, intended for "sufficiently large" applications. It is not appropriate for an application with five tables.

**Do not use exotic association mappings:**

Practical test cases for real many-to-many associations are rare. Most of the time you need additional information stored in the "link table". In this case, it is much better to use two one-to-many associations to an intermediate link class. In fact, most associations are one-to-many and many-to-one. For this reason, you should proceed cautiously when using any other association style.

**Prefer bidirectional associations:**

Unidirectional associations are more difficult to query. In a large application, almost all associations must be navigable in both directions in queries