**BROWSER LAUNCHING**

1. Open the browser

Firefox browser:

**public class** FacebookAccount {

**public static void** main(String[] args) {

// to configure driver System.*setProperty*("webdriver.gecko.driver",

"C:/Users/siva/workspace/Selenium/driver/geckodriver.exe");

// create the firefox driver

WebDriver driver = **new** FirefoxDriver();

// url mention driver.get("https:/[/www.facebook.com/](http://www.facebook.com/)"); driver.close();

}}

**public** **class** basicSeleniumOperation {

**public** **static** **void** main(String[] args) **throws** Exception {

// **TODO** Auto-generated method stub

System.setProperty("webdriver.chrome.driver", "./Drivers/chromedriver.exe"); // ./ --> current directory

WebDriver w = new ChromeDriver(); // creating object of chrome driver

w.get("https://opensource-demo.orangehrmlive.com/web/index.php/auth/login");

String title = w.getTitle(); // to get title of page

System.out.println(title);

String url =w.getCurrentUrl(); // to get current page url

System.out.println(url);

String page =w.getPageSource(); // to get page source code

System.out.println(page);

}

}

**Write a Script to open and close the browser based on user input , also use the following:**

* Open the browser
* Open in incognito mode
* Delete all cookies
* Maximize the window
* Thread.sleep
* Implicit wait

**public** **class** basicSeleniumOperation {

**public** **static** **void** main(String[] args) **throws** Exception {

// **TODO** Auto-generated method stub

// write a program to open browser which is specified by user

// 1. get user input

// 2 create condition for browser (if else)

System.***out***.println("which browser you want?");

Scanner sc = **new** Scanner(System.***in***);

String browsername = sc.next(); // to get user input and store in string

WebDriver driver = **null**; // here driver is instance variable

// if else

**if**(browsername.equalsIgnoreCase("chrome"))

{ // here op is local variable to if function

ChromeOptions op = **new** ChromeOptions();// creating object of chrome option

op.addArguments("--incognito");

driver = **new** ChromeDriver(op); // passing property at the time of creation

}

**else** **if**(browsername.equalsIgnoreCase("edge"))

{

EdgeOptions op = **new** EdgeOptions();

op.addArguments("-inprivate");

driver = **new** EdgeDriver(op);

}

**else** **if**(browsername.equalsIgnoreCase("firefox"))

{

FirefoxOptions op = **new** FirefoxOptions();

op.addArguments("-private");

driver = **new** FirefoxDriver(op);

}

driver.manage().window().maximize(); // maximize window

driver.manage().deleteAllCookies(); // to delete all cookies

**driver.manage().timeouts().implicitlyWait(Duration.*ofSeconds*(10));**

// An implicit wait in Selenium WebDriver tells the driver to wait for a certain amount of time before throwing //an exception when trying to find an element. It's a global setting applied to the entire WebDriver instance, //meaning it affects all element location calls throughout the script.

* When the control comes to findElement() or findElements(), it will check whether the element is present or not
* If the element is present, it will return address of the specified element.
* If the element is not present, it will check whether implicitlyWait() is specified or not.
* If implicitlyWait() is not specified then it will throw NoSuchElementException or Empty list.
* If implicitlyWait() is specified then it will check whether the specified time is over or not.
* If the specified time is over then it will throw NoSuchElementException or Empty list.
* If the specified time is not over then for every 500ms it will check whether the element is present or not.

**Thread.*sleep*(3000);** // it will halt/stop the execution for specific time

driver.get("https://opensource-demo.orangehrmlive.com/web/index.php/auth/login");

Thread.*sleep*(3000);

String titlenew =driver.getTitle();

System.***out***.println(titlenew);

driver.close();

driver.quit();

}

}

* **Note**
  + Here driver.quit will give warning because session is closed by driver.close()

**WARNING: Connection reset**

**java.net.SocketException: Connection reset**

## Close();

* It is used to close the application.
* It will close the current browser.

## Quit():

* Destroy the driver object.
* It will close all browser windows opened by selenium webdriver

**Note: The above script is an example for Run Time Ploymorphism**.

To run same script on multiple browsers, we are converting sub class object into interface type(upcasting).

WebDriver driver = new ChromeDriver();

WebDriver driver = new FirefoxDriver();

## Methods of WebDriver Interface:

|  |  |  |
| --- | --- | --- |
| 1 | get() | To enter the url |
| 2 | getTitle() | To get the title of current web page |
| 3 | getCurrentUrl() | To get the url of current web page |
| 4 | getPageSource() | To get the page source of current web page |
| 5 | findElement() | To get single webElements |
| 6 | findElements() | To get multiple webElements |
| 7 | getWindowHandle() | To get the id of parent window |
| 8 | getWindowHandles() | To get the id of All windows |
| 9 | switchTo() | Used to switch one window to other window |
| 10 | manage() | 1. Window 2. Cookies |
| 11 | navigate() | 1. Enter the URL 2. Navigate to previous page 3. Navigate to next page 4. Refresh current web page |
| 12 | close() | To close the current/parent browser |
| 13 | quit() | To close all the browsers opened by selenium |

### NAVIGATION COMMANDS

1. Navigate().to()
2. Refresh()
3. Back()
4. Forword()

|  |  |
| --- | --- |
| **get** | **navigate** |
| It will just enter the URL | 1. It will enter the URL 2. It will navigate to previous page 3. It will navigate to next page 4. It will refresh the current web page |
| After entering the URL it will not allow any statements to execute untill the page loads  completely | After entering the URL it will not wait untill the page loads completely |

**public** **class** navigate\_find\_windows {

**public** **static** WebDriver *w*; // instance variable scope--> entire class

**IV.--> We cannot connect static method to non static object.**

**public** **void** initialize() {

// local variable --> scope limited to method/function

ChromeOptions op = **new** ChromeOptions();

op.addArguments("--incognito");

*w* = **new** ChromeDriver(op);

*w*.manage().window().maximize();

*w*.manage().deleteAllCookies();

*w*.manage().timeouts().implicitlyWait(Duration.*ofSeconds*(10));

}

**public** **static** **void** main(String args[]) **throws** Exception {

// IV --> can we attach non static variable to static method --> NO

navigate\_find\_windows a = **new** navigate\_find\_windows();

a.initialize();

*w*.get("https://opensource-demo.orangehrmlive.com/web/index.php/auth/login");

*w*.findElement(By.*name*("username")).sendKeys("Admin");

*w*.findElement(By.*name*("password")).sendKeys("admin123");

*w*.findElement(By.*xpath*("//button[@type='submit']")).click(); // IMP

Thread.*sleep*(2000);

String title = *w*.getTitle();

System.***out***.println(title);

w.findElement(By.xpath("//li[6]/a")).click();

w.navigate().back(); // go to back page

w.navigate().forward(); // go to next page

w.navigate().refresh(); // refresh the page

w.navigate().to("https://rahulshettyacademy.com/seleniumPractise/#/"); // takes to

new site

w.quit();

}

}

### Types of Locators:

* **ID:** Locates elements based on their unique "id" attribute.
* **Name:** Locates elements using the "name" attribute.
* **Class Name:** Locates elements based on the "class" attribute.
* **Tag Name:** Locates elements based on their HTML tag (e.g., <div>, <p>, <a>).
* **Link Text:** Locates anchor elements (<a>) based on the visible text they contain.
* **Partial Link Text:** Locates anchor elements based on a portion of their visible text.
* **CSS Selector:** Uses CSS selectors to locate elements, offering a powerful and flexible way to target elements.
* **XPath:** Uses XPath expressions to navigate and locate elements within the DOM. Difference Between get() and navigate():

**1) By ID**  
This is the most common way of locating elements since ID's are supposed to be unique for each element. This mechanism returns the location of web element who's ID is matching with the specified ID in your script. If no element has a matching id attribute, NoSuchElementException will be raised.

Example: If you have a webpage like following  
[![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/4QAqRXhpZgAASUkqAAgAAAABADEBAgAHAAAAGgAAAAAAAABHb29nbGUAAP/bAIQAAwICCAYFBwgICAYGCAYGBgYFBwgHBwgGCAYGBggICAgGBwYGCAgHCAcICAgICggICAgKCQkICAsNCggOBggJCAEDBAQCAgIJAgIJCAICAggICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgI/8AAEQgAsgFAAwERAAIRAQMRAf/EAB0AAQACAwEBAQEAAAAAAAAAAAABBQMGBwQCCAn/xABBEAABBAEBAgoIBAQEBwAAAAAAAQIDBAURBhITFBUWIVNUk5XVBwgiMWSU1OIydLPSIyRBcVFhobQlMzRDcrHw/8QAFAEBAAAAAAAAAAAAAAAAAAAAAP/EABQRAQAAAAAAAAAAAAAAAAAAAAD/2gAMAwEAAhEDEQA/AP6pgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAIVQI3gJAkAAAAAAFNtBmpIHwMiiZO+xI+NqPlWJjUZC+RVVyQyqvQzRE3fevv6AMHKN7slT55/l4DlG92Sp88/wAvAco3uyVPnn+XgOUb3ZKnzz/LwHKN7slT55/l4DlG92Sp88/y8Byje7JU+ef5eA5RvdkqfPP8vAco3uyVPnn+XgOUb3ZKnzz/AC8Byje7JU+ef5eA5RvdkqfPP8vAco3uyVPnn+XgOUb3ZKnzz/LwHKN7slT55/l4DlG92Sp88/y8Byje7JU+ef5eA5RvdkqfPP8ALwMUuftRPi4WtAxks0cKuZbc9zVlduoqMdTjRyIvv9pOj+wGyIoEgAAAAAAAAAADgPrhZ27Rx2Kno37mNfLtNs/jbPAJWcyank8lHWnY9tmtNuu3JN5ske65rmt6dFcihs3ph4xFb2eZBdu1G2c5FRvJEsC8Yqpi79hWS8NXkVHPkrR6yRLG73oipvKB6Nn/AE1rbvTsbVRKlSxeq3rXG4lnqy0o1frfpbiSV47LW70L996OYrHO4PhokeGo7L+t1Wv5CKtBBFZ47jrmRxklXI07W9xNjJOLZFsDl5OsTwuWWJJFfG5rJE4TfjVgHjpetrO+rhbLsDkWV9pbWMqYWTjmO35ZclQt3NJInWWvgWtFUXf4ZGarLGjVcqSIwNowXrAPtU7zm42wlvGZzkG7V4ZjoIrHFoLK2JrscbmR02V7Mcj5ljXcVdzdVVTUKWl62UU2MrWoaUlpZ9opdmpmV7tOWGO5HI5qSxWmyJFYge1qSI5mj2oqtcxj2LGBmves2+CHLSS4ySNuzuRio5tyXIXMSOeCtOyejuxcJZRIbTZHxyR1nJuPa3hHaNUMPpI9b6jibdyLdistxb6jMo1L1WG+i2oop3Jj8dK7jGQWpWnisTNiRqqj+ChSzNHLDGHWcxKj7eNcnudNO5P7OozKn+gGxgAAAAAAAAAAAAAAAAAAAAotrPwV/wA9U/VQC8RAJAAAAAAAAAAAHP8A04eidm0WI4osz6kkVyhkqFljUesN7GXI7Vd7o3aJJGr4kbIzVquY5yI5jt1zQxxbBXLN3Hz5C1Unbi5nW60VWpJXbJedTsVOFndNcsKrGRWZlbE3REkVrlVyxtA1i76A5rmdq37lutJxN2UYi1qS1rtqhka74GUMlZ41I2zUgR6TKzgmb9iCrJ7HF1R4fWw/ojzNGi+pNmoL8NWq+rg1kx0jLDEWJ0Mb8xKzIryk6KJ3ujZTa6RN9W6tZuBQr6t9/kXZGkmTorLshkad6Sw7Gy7t1tGjYpMj4FmTZxZXwWpFe9JJUSVGORiNRY1DzT+q/ee/IOdk6StyO1tbal0C46VakiRUIaT8ffidkl43XfFBFO1yOi3LTI5FbI2PgnB9ZX1aMi938PKY9jOdce0yMfipHaNZA2NajViykSIrl3l4bTRqJGnBKqSOkDHtJ6tOTt1dpoeVMbGm1Nuva3uSrDlqOhqVqytanK7eMI+OsxdVWPderl9pPZQNkpehHJ1cxYtU8tBUrZdKcu0VJce6XhL9WlHTfaxM63mOoPsV4K8cjZWW0/gRq3cdvOcHTc03S5jk6V0nnTVeleilN71/qoGwgAAAAAAAAAAAAAAAAAAAAotrPwV/z1T9VALwCQAAAAAAAAAAAAgABIEAAJAAQBWZrBNsrEqumjdA90kTo3qxyOdG6NdV0VFRWuXo0/wX+iAebmt8Te7/AOwBzV+Jvd/9gDmr8Te7/wCwBzV+Jvd/9gDmr8Te7/7AHNX4m93/ANgDmr8Te7/7AHNX4m93/wBgDmr8Te7/AOwBzV+Jvd/9gDmr8Te7/wCwBzV+Jvd/9gDmr8Te7/7AHNX4m93/ANgDmr8Te7/7AHNX4m93/wBgDmr8Te7/AOwBzV+Jvd/9gEc0Wq9jnTW5OCkZK1r5tWb7F1arkRqa6L06AXjQPoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABCqA1AkAAAAAIVQG8BWZzaSKpwfCcMqzPWOJsVexO9zmsc9fYqxSOREa1y7zkRvuTXVyIoV/P6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogHP6Dq8l4Xk/ogPqHbyu6RjN26xZZGxRrJj78Ue+/8KOklqNYzVehFc5E10TXpQDYUUCQAAAAAAAAAABxv1nfS1c2cxtS3VbSmSxl8Xipo7EcyqnKlxlZs0b4bEf8AyFfvrGrV4ROjfj01UKjFeslxDMZyhm1p1kwVTG5JMjVbYWrNUykz68MUld6Syw3nWY1ijqxyWXWOEiSPec5zEDecb6esXPTs2GzWEbRux465DJQvxX2XpljSKvxCeoy4+SfhonRNZA7hWyMczfRyKBitesFjI6kE6vvqlqa9BXgbicq/IOfjd/jaux7KDrscdfg1R0z4Gx6vhRHOW1AkgeW76ymIitvrLLfdNHilzbo48Rl5VXFtcxqzxOhxz2y7rntascaukRy6bmqKB7dnPT/i7zMa+CW0+PN07GQxUrsdkooJKVVGuknllnpMjqxo17HtWy6HhGvY5m+j2qofeA9POLuW1rRWJUmWm/IQMmp3a6WKUbt18+PfaqxMvRRru77qrpkYj4nLok8SvCuxnrL4WzXfPHalWGOvXs8ItHIMY9tqda8UddZKbeMWXztWLikPCTterWujar2ooUHoK9NEuc2i2orcI6SrhrOJgotko2KVqN1ugs9hlmG5HFMqtk0RqujZqzdVN7XeUOo55P53H/mLH+ymAv8AQBoA0AaANAGgDQBoA0AaANAGgDQBoA0AaANAGgFHtZ+Cv+eqfqoBeIBIAAAAAAAAAAA/PvrobBX83hKdOhQmyLm5rEZGzu2KUEba2NvR2JWK65cgcsszGqyNGNc3e/G+JNFULzb/ANHUlfZu+7BY+vTyORlx9m1E5KjbM3B266WUlnfJLXfdZSZNHXllmfGydIV30a3eQOf0fRlfrrnUdg5rtXI3cPerxOzFdcm/gYoWySMnktMSDIUpI3TtettI0cyvwU71lkdWCyv7NZZ2PqLYxuTvyR2clLRlhyGLg2jxkcqQ8US1YXIQUbar/GbZbHYna5kcG9xpWvV4Wua9E2Ws8177n048tQglxm00kbnLXfi8pVbx9tZEbEk0kVyvUmh32Nam5KqNRXoihW4P1aLPIWexUk7a9eajfwGyLmLvPp4a5G6XecqNarHtmlbWSNqKiV8fTXVXK8BS2Vy+QyOEtXMU6hJsxjsnHOrLlGVMhcu04IGxYZY7KuSo5YnSSSZHk9+82BvAv1e+IKbFejfNP2V2f/4etS/svn25CXGS3ajo8jUZBbgVK9urYkhjcsd7h2NspH/NVljXdY6O2ob76FtmMgzafaTI26L8dXzfIUlBktmrNaatLFtgmZZZSmnijeyRVau5PKxVaqte9FRyh07Pf9bj/wAxY/2UwF+AAAAAAAAAAAAAAAAAAAACi2s/BX/PVP1UAvAJAAAAAAAAAAAEaANAGgDQBugNAGgDdAaAUm0WGlmfXfDLDC+tK+T+LA+ZjmvgkjVu7HZgVqor0dvbzk6FTd9pFQMXEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgHEsh2nH+H2PNgMNjB3JXRcLZpuZFPFM5sdKZkjuCdvIjXvyUiN1XTpVjujXo6dUDZUUD6AAAAAAAAAAAAAAAAAAAAAAjQBoA0AaANAGgDQBoA0AaANAGgDQBoA0AaANAGgDQBoA0AkAAAAAAAAAAAea3fZFpvvjj1/Dvua3XT/DeVNdP/veBgTaCDr6/ex/uAcvwddX71n7gHL8HXV+9Z+4By/B11fvWfuAcvwddX71n7gHL0C/96DVV0ROFZ0qvuT8X9QPegEgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAANB2+gY7JUd9rHolXIqiOajk14Sl06ORekDXNo8zSoNgWeOJiWrlWhX0r7+9atybkLF4ONd1HO6Fe7Rrfe5UTpAtkx0PUwd1H+0CeTYepg7qP9gGC1DAxzEWu13CP3EVtZHtb7KrvSK2NUjZ0ab7tE1VE16URQz8mQ9TD3TP2AVu0VCFKr9IoUVODVFSNiKi8K3pRUb0AdbQCQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAHPvSI/TI0fy2R/UpgcY9YPKMirYd8j2RMbtXs9q97kaxNbyImrnKiJqqoidPSqgeD04bU8I7CMZPGuPlz0MW0ckUyaNprQuPgZYkifrHXmvMrMkXVu97DFXdkcihz7K5x7M1FXZLNyC7aqvBZdqvFEeuFmlSokytVqUH32wbypIka2VSFVThHRuDU8RtAjc3wdWxK6qnpKuVoGssyvh4smwPDLC3ee5FgbYV0iRJ7DZNHIibqaBtOyl9adTYGeF8iy5a8lfJzPmllksQWMJesuZI6WR2rGywxuYnuiRqNYjU6AP0vnrGtZ/94/1WgdkAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAOeek6nKtunJHDNM1kN1kixMV6tdK6srN5E6U3kjd0/5AarPVle3R1O49Ndd11VXN1T3dDk/zAxR4pzWuRKFlqP0R6JU0a5E928iN6dP8F10/wBQKjanC5F9dkdGJlRUfrLxvDT3a7otF9lkFbJ4/cfv7rt90kidCpuau3kCs9HHo1lxkVhZIbduzfuvyOQmbRdBA62+CKD+UrLLNxWFkMMcbY0lkdoiq573Pe5wbfxSX2f5O57C6sTiq6N/8Oj2ff8A0Ax36liSPcSrd1c6NOmByJ0StVVVehERERV1/wDYHcEAkAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAB8q0CUQCQAAABCoARAJAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAf/9k=)](https://blogger.googleusercontent.com/img/b/R29vZ2xl/AVvXsEhN0yhdRXJ1x_JNF6LT693WDAH8rhpshlEb1cHHZ7ZHVIpmwWuqP5kRlhOehGP-fJtT8S0o1WQxjruMQw6FVjP-ip9rZ2Eq4QdkX_VOXy2O_Uu08ogw_Wspg3yliDwuAtYde-47oSKQ3QY3/s1600/Login.jpg)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | <html>  <body>  <form id="login">  <label>Username</label>  <input id="username" type="text" name="login" />  <br /><br />  <label>Password</label>  <input id="password" type="password" name="password" />  <br /> <br />  <input type="submit" name="signin" value="Login" />  </form>  </body>  </html> |

You can easily select an element with the help of ID locator from the above example:  
  
id = “username”  
id = “password”  
  
Use the above ID in your selenium script :  
  
driver.findElement(By.id("username"));  
driver.findElement(By.id("password"));  
  
Please note: Avoid using this technique when the ID's are not unique and randomly generated.  
  
**2) By ClassName**  
Use By ClassName locator when you want to locate an element by class attribute name. In this strategy, the location of the web element is returned  who's className attribute is matching with the specified class Name in your script. If no element has a matching class attribute name, a NoSuchElementException will be raised.  
  
Example:   
For instance, consider this page source:

|  |  |
| --- | --- |
| 1  2  3  4  5 | <html>  <body>  <input id="FirstName" type="text" class="fname" />  </body>  <html> |

The input tag element can be located like this:  
driver.findElement(By.className("fname"));  
  
**3) By Name**  
You can use this locator when you know the name attribute of an element. This mechanism returns the location of web element who's name attribute is matching with the specified name attribute in your script. If no element has a matching name attribute, a NoSuchElementException will be raised.  
  
Example:  
For instance, consider this page source:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | <html>  <body>  <form id="loginForm">  <input name="username" type="text" />  <input name="password" type="password" />  <input name="continue" type="submit" value="Login" />  </form>  </body>  <html> |

The username & password elements can be located like this:  
driver.findElement(By.name('username'));  
driver.findElement(By.name('password'));  
  
**4) By TagName**  
Use this locator when you want to locate an element by tag name. In this mechanism, the location of the web element can be identified by matching the tag name. If no element has a matching tag name, a NoSuchElementException will be raised.  
  
Example:  
For instance, consider this page source:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | <html>  <body>  <h1>Welcome</h1>  <p>Start here..</p>  </body>  <html> |

The heading (h1) element can be located like this:  
driver.findElements(By.tagName(“h1”));  
  
**5) By LinkText**  
Use this locator when you know link text used within an anchor tag. In this mechanism, the location of web element is returned who's link text value is matching with the link text specified in your script. If no element has a matching link text attribute, a NoSuchElementException will be raised.  
  
Example:  
For instance, consider this page source:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | <html>  <body>  <p>Please confirm ..</p>  <a href="continue.html">Continue</a>  <a href="cancel.html">Cancel</a>  </body>  <html> |

The continue.html link can be located like this:  
driver.findElement(By.LinkText('Continue'));  
  
**6) By PartialLinkText**  
Use this locator when you want to select link element which contains text matching the specified partial link text.   
  
Example:  
For instance, consider this page source:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | <html>  <body>  <p>Please confirm ..</p>  <a href="continue.html">Continue to website</a>  <a href="cancel.html">Cancel</a>  </body>  <html> |

The continue.html link can be located like this:  
driver.findElement(By.partialLinkText("to website"));  
  
**7) By cssSelector**  
CSS Selectors are string patterns used to identify an element based on a combination of HTML tag, id, class, and attributes. Locating by CSS Selector is more complicated than the previous methods, but it is the most common locating strategy of advanced Selenium users because it can access even those elements that have no ID or name.  
  
Example:  
For instance, consider this page source2222:

|  |  |
| --- | --- |
| 1  2  3  4  5 | <html>  <body>  <input type="email" class="inputtext" name="email" id="email" value="" tabindex="1">  </body>  <html> |

Locating by CSS Selector - Tag and ID  
driver.findElement(By.cssSelector("input[id='email']"));  
  
**8) By Xpath**

1. It is most popular and best way to locate element in selenium webdriver.
2. Xpath is used to locate a web element based on its XML path.
3. XML stands for Extensible Markup Language and is used to store, organize and transport arbitrary data.
4. It stores data in a key-value pair which is very much similar to HTML tags. Both being mark up languages and since they fall under the same umbrella, xpath can be used to locate HTML elements.
5. The fundamental behind locating elements using Xpath is the traversing between various elements across the entire page and thus enabling a user to find an element with the reference of another element.

Xpath can be created in two ways:

Relative xpath --> R -> start with //

Absolute spath --> A -> start with /

**a) Relative Xpath**:  
Relative Xpath begins from the current location and is prefixed with “//”.

//tagname[@attribute=’value’]  
For example: //span[@class=’Name’]  
  
**b) Absolute Xpath:**  
Absolute Xpath begins with a root path and is prefixed with a “/”.   
For example: /html/body/div/div[@id=’Address’]  
  
Absolute Xpath can break if the HTML is changed slightly. So it is less recommended.  
  
Pros of using Xpath: It can access almost any element, even those without class, name, or id attributes.  
  
Cons of using Xpath: It is the most complicated method of identifying elements because of too many different rules and considerations.  
  
Example:  
For instance, consider this page source:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | <html>  <body>  <form id="loginForm">  <input name="username" type="text" />  <input name="password" type="password" />  <input name="continue" type="submit" value="Login" />  <input name="continue" type="button" value="Clear" />  </form>  </body>  <html> |

The form element can be located as below  
driver.findElement(By.xpath("/html/body/form[1]"));  
driver.findElement(By.xpath("//form[1]")); //  
driver.findElement(By.xpath("//form[@id='loginForm']"));  
  
The username element can be located as below  
driver.findElement("//form[input/@name='username']"));  
driver.findElement("//form[@id='loginForm']/input[1]"));  
driver.findElement("//input[@name='username']"));  
  
The “Clear” button element can be located as below  
driver.findElement("//input[@name='continue'][@type='button']"));  
driver.findElement("//form[@id='loginForm']/input[4]"));  
  
Following are the ways to write dynamic Xpath:1) start-with method:  
1) startwith method: You can use the start-with in xpath to locate an attribute value that starts with a certain text.  
  
For example, assume you have the following link on the page:  
<a href="mylink\_somerandomstuff">link text</a>  
  
Then you can use the following xpath to find links that have an href that starts with 'mylink'  
driver.findElement("//a[starts-with(@href, "mylink")]"));  
  
2) contains method: Similarly you can use contains method to locate an attribute. Contains() is a method used in XPath expression. It is used when the value of any attribute changes dynamically. driver.findElement("//a[contains(@href, "somerandomstuff")]"));

driver.findElement("//a[contains(text(), "somerandomstuff")]"));

**Selenium: Alert, Actions, and Select - Class vs Interface**

## 1. Alert

## Used to handle JavaScript pop-ups: Alert, Confirm, or Prompt dialogs.

## ➤ Interface: org.openqa.selenium.Alert

## ➤ Common Methods:

## accept() – clicks OK

## dismiss() – clicks Cancel

## getText() – gets the text on alert

## sendKeys(String text) – inputs text into prompt alerts

## Usage: Selenium internally provides the implementation of the Alert interface.

## 2. Actions

## Used for complex user interactions like mouse hover, drag-and-drop, double click, right click, etc.

## ➤ Class: org.openqa.selenium.interactions.Actions

## ➤ Common Methods:

## moveToElement(WebElement) – mouse hover

## click() – click

## doubleClick() – double click

## contextClick() – right-click

## dragAndDrop(source, target) – drag and drop

## sendKeys(Keys.ENTER) – keyboard actions

## perform() – executes the action

## Usage: The Actions class is instantiated using the WebDriver instance.

## 3. Select

## Used to handle drop-down lists (<select> tag in HTML).

## ➤ Class: org.openqa.selenium.support.ui.Select

## ➤ Common Methods:

## selectByVisibleText(String text)

## selectByIndex(int index)

## selectByValue(String value)

## getOptions() – returns all options in dropdown

## getFirstSelectedOption() – gets the currently selected option

## Usage: The Select class works with <select> tags and is instantiated using a WebElement representing the dropdown.

## Comparison Table

|  |  |  |
| --- | --- | --- |
| Feature | Type | Purpose |
| Alert | Interface | To interact with JavaScript alerts, confirms, and prompts. |
| Actions | Class | To perform advanced user interactions (mouse/keyboard actions). |
| Select | Class | To work with <select> dropdown elements. |
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