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# Edits

# Introduction

Now let us read data in!

# Clearing all  
rm(list=ls())  
  
# Packages:  
library(tidyverse)  
library(readr)  
library(dplyr)  
library(tibble)  
library(forcats)  
library(ggplot2)  
library(rstatix)  
library(stringr)  
library(knitr)  
# library(kableExtra)  
library(stargazer)  
  
#### Reading data in:  
# source("SOM\_loading.R")  
load("SOM.RData")

# Step 1 VS. Step 2

Firstly, data filtering:

df = tc %>% filter((Step == "No Identity, Constant Boundary" | Step == "No Identity, Normal Boundary"),   
 Boundary\_STD == 0, Conformity\_STD == 0, HK\_distribution == "FALSE")  
df %>% count(Step)

## # A tibble: 2 × 2  
## Step n  
## <fct> <int>  
## 1 No Identity, Constant Boundary 5040  
## 2 No Identity, Normal Boundary 5040

Comparison:

Computing sim-by-sim difference:

# We split data into pairs according all relevant varibles, except STEP:  
dp = df %>% #group\_by(RS, N, Boundary, Conformity) %>%   
 pivot\_longer(cols = diversity:ESBG) %>%   
 pivot\_wider(id\_cols = c(HK\_distribution:Conformity\_STD, name), names\_from = Step, values\_from = value) %>%   
 rename("S1" = 14, "S2" = 15) %>%   
 mutate(  
 Difference = S2 - S1,  
 highDifference = abs(Difference) > 0.1) %>%   
 # Then we compute difference:  
 # summarise(across(diversity:ESBG, ~sd(.x) / sqrt(2), .names = "{.col}\_sd")) %>% ungroup() %>%   
 # And now, also pivoting data for the future graph:  
 # select(ends\_with("\_sd")) %>%   
 mutate(across(N:name, ~factor(.x)))  
  
# We split data into groups according all relevant varibles, except STEP:  
# dg = df %>% group\_by(N, Boundary, Conformity) %>%   
# # Then we compute difference:  
# summarise(across(diversity:ESBG, ~sd(.x), .names = "{.col}\_sd")) %>% ungroup() %>%   
# # And now, also pivoting data for the future graph:  
# # select(ends\_with("\_sd")) %>%   
# pivot\_longer(cols = ends\_with("\_sd")) %>%   
# mutate(across(N:name, ~factor(.x)))  
dg = dp %>% group\_by(N, Boundary, Conformity, name) %>%   
 summarise(Difference\_sd = sd(Difference)) %>%   
 mutate(highDifference = Difference\_sd > 0.1)

## `summarise()` has grouped output by 'N', 'Boundary', 'Conformity'. You can  
## override using the `.groups` argument.

dp %>%   
 ggplot() +  
 aes(x = Difference, fill = name) +  
 facet\_wrap(~name) +  
 geom\_histogram(alpha = 0.6) +  
 geom\_vline(xintercept = c( 0.1, -0.1)) +  
 labs(title = "Absolute pair differences (S2 - S1)") +   
 theme\_light()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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dg %>%   
 ggplot() +  
 aes(x = Difference\_sd, fill = name) +  
 facet\_wrap(~name) +  
 geom\_histogram(alpha = 0.6) +  
 geom\_vline(xintercept = c( 0.1)) +  
 labs(title = "SD of differences (S2 - S1) in groups") +  
 theme\_light()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,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)

mp = lm(Difference ~ name+Conformity+Boundary+N, data = dp)  
mpa = lm(abs(Difference) ~ name+Conformity+Boundary+N, data = dp)  
mg = lm(Difference\_sd ~ name+Conformity+Boundary+N, data = dg)  
stargazer(mp, mpa, mg, type = "text")

##   
## ===================================================================================================  
## Dependent variable:   
## -------------------------------------------------------------------------------  
## Difference abs(Difference) Difference\_sd   
## (1) (2) (3)   
## ---------------------------------------------------------------------------------------------------  
## nameESBG -0.004 -0.0002 -0.009\*\*\*   
## (0.003) (0.002) (0.003)   
##   
## nameextremness 0.001 0.001 -0.013\*\*\*   
## (0.003) (0.002) (0.003)   
##   
## Conformity0.8 0.0005 -0.007\*\*\* -0.010\*\*\*   
## (0.003) (0.002) (0.003)   
##   
## Boundary0.11 -0.0004 0.004 0.005   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.12 -0.001 0.006 0.009   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.13 0.002 0.011\* 0.014\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.14 -0.002 0.014\*\* 0.020\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.15 0.001 0.019\*\*\* 0.027\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.16 0.002 0.023\*\*\* 0.033\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.17 0.001 0.026\*\*\* 0.036\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.18 0.009 0.037\*\*\* 0.057\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.19 0.016\* 0.055\*\*\* 0.084\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.2 0.013 0.073\*\*\* 0.116\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.21 0.012 0.093\*\*\* 0.140\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.22 0.015\* 0.110\*\*\* 0.161\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.23 0.023\*\*\* 0.133\*\*\* 0.183\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.24 0.005 0.146\*\*\* 0.200\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.25 -0.005 0.126\*\*\* 0.188\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.26 -0.004 0.106\*\*\* 0.178\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.27 -0.002 0.076\*\*\* 0.154\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.28 -0.021\*\* 0.040\*\*\* 0.114\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.29 -0.034\*\*\* 0.016\*\*\* 0.081\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## Boundary0.3 -0.015\* -0.006 0.044\*\*\*   
## (0.008) (0.006) (0.008)   
##   
## N101 -0.015\*\*\* -0.005\*\* -0.004   
## (0.003) (0.002) (0.003)   
##   
## Constant 0.010 0.049\*\*\* 0.069\*\*\*   
## (0.006) (0.005) (0.006)   
##   
## ---------------------------------------------------------------------------------------------------  
## Observations 15,120 15,120 252   
## R2 0.009 0.141 0.929   
## Adjusted R2 0.007 0.140 0.922   
## Residual Std. Error 0.159 (df = 15095) 0.118 (df = 15095) 0.020 (df = 227)   
## F Statistic 5.485\*\*\* (df = 24; 15095) 103.604\*\*\* (df = 24; 15095) 124.636\*\*\* (df = 24; 227)  
## ===================================================================================================  
## Note: \*p<0.1; \*\*p<0.05; \*\*\*p<0.01

## Tables with extremes

dp %>% group\_by(name) %>% summarise(fractionOfHighDifferences = mean(highDifference)) %>%   
 kable(caption = "Table with fraction of extreme absolute differences in pairs comparison")

Table with fraction of extreme absolute differences in pairs comparison

| name | fractionOfHighDifferences |
| --- | --- |
| diversity | 0.2333333 |
| ESBG | 0.3162698 |
| extremness | 0.2549603 |

dg %>% group\_by(name) %>% summarise(fractionOfHighDifferences = mean(highDifference)) %>%   
 kable(caption = "Table with fraction of extreme SD of within-groups comparison")

Table with fraction of extreme SD of within-groups comparison

| name | fractionOfHighDifferences |
| --- | --- |
| diversity | 0.5952381 |
| ESBG | 0.6785714 |
| extremness | 0.5833333 |

# Step 2 VS. Step 3

Firstly, data filtering:

df = tc %>% filter((Step == "Constant SPIRO, Normal Boundary" | Step == "No Identity, Normal Boundary"), SPIRO\_Mean == 0.25)  
df %>% count(Step)

## # A tibble: 2 × 2  
## Step n  
## <fct> <int>  
## 1 No Identity, Normal Boundary 80640  
## 2 Constant SPIRO, Normal Boundary 80640

Comparison:

Computing sim-by-sim difference:

# We split data into pairs according all relevant varibles, except STEP:  
# dp = df %>% group\_by(RS, HK\_distribution, N, Boundary, Boundary\_STD, Conformity, Conformity\_STD) %>%   
# # Then we compute difference:  
# summarise(across(diversity:ESBG, ~sd(.x) / sqrt(2), .names = "{.col}\_sd")) %>% ungroup() %>%   
# # And now, also pivoting data for the future graph:  
# # select(ends\_with("\_sd")) %>%   
# pivot\_longer(cols = ends\_with("\_sd")) %>%   
# mutate(across(N:name, ~factor(.x)))  
dp = df %>%   
 pivot\_longer(cols = diversity:ESBG, values\_drop\_na = T) %>%   
 pivot\_wider(id\_cols = c(RS, HK\_distribution, N, Boundary, Boundary\_STD, Conformity, Conformity\_STD, name),   
 names\_from = Step, values\_from = value) %>%   
 rename("S1" = 9, "S2" = 10) %>%   
 mutate(  
 Difference = S2 - S1,  
 highDifference = abs(Difference) > 0.1,  
 asymetryDifference = Difference < -0.25) %>%   
 mutate(across(N:name, ~factor(.x)))  
  
# We split data into groups according all relevant varibles, except STEP:  
# dg = df %>% group\_by(HK\_distribution, N, Boundary, Boundary\_STD, Conformity, Conformity\_STD) %>%   
# # Then we compute difference:  
# summarise(across(diversity:ESBG, ~sd(.x), .names = "{.col}\_sd")) %>% ungroup() %>%   
# # And now, also pivoting data for the future graph:  
# # select(ends\_with("\_sd")) %>%   
# pivot\_longer(cols = ends\_with("\_sd")) %>%   
# mutate(across(N:name, ~factor(.x)))  
dg = dp %>% group\_by(HK\_distribution, N, Boundary, Boundary\_STD, Conformity, Conformity\_STD, name) %>%   
 summarise(Difference\_sd = sd(Difference)) %>%   
 mutate(highDifference = Difference\_sd > 0.1)

## `summarise()` has grouped output by 'HK\_distribution', 'N', 'Boundary',  
## 'Boundary\_STD', 'Conformity', 'Conformity\_STD'. You can override using the  
## `.groups` argument.

dp %>%   
 ggplot() +  
 aes(x = Difference, fill = name) +  
 facet\_wrap(~name) +  
 geom\_histogram(alpha = 0.6) +  
 geom\_vline(xintercept = c( 0.1, -0.1)) +  
 labs(title = "Absolute pair differences (S3 - S2)") +   
 theme\_light()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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dg %>%   
 ggplot() +  
 aes(x = Difference\_sd, fill = name) +  
 facet\_wrap(~name) +  
 geom\_histogram(alpha = 0.6) +  
 geom\_vline(xintercept = c( 0.1)) +  
 labs(title = "SD of differences (S3 - S2) in groups") +  
 theme\_light()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,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)

mp = lm(Difference ~ name+Conformity+Conformity\_STD+Boundary+Boundary\_STD+N+HK\_distribution, data = dp)  
mpa = lm(abs(Difference) ~ name+Conformity+Conformity\_STD+Boundary+Boundary\_STD+N+HK\_distribution, data = dp)  
mg = lm(Difference\_sd ~ name+Conformity+Conformity\_STD+Boundary+Boundary\_STD+N+HK\_distribution, data = dg)  
stargazer(mp, mpa, mg, type = "text")

##   
## ============================================================================================================  
## Dependent variable:   
## ----------------------------------------------------------------------------------------  
## Difference abs(Difference) Difference\_sd   
## (1) (2) (3)   
## ------------------------------------------------------------------------------------------------------------  
## nameESBG -0.036\*\*\* 0.016\*\*\* 0.010\*\*\*   
## (0.001) (0.001) (0.003)   
##   
## nameextremness 0.020\*\*\* 0.037\*\*\* 0.042\*\*\*   
## (0.001) (0.001) (0.003)   
##   
## Conformity0.8 -0.028\*\*\* 0.042\*\*\* 0.018\*\*\*   
## (0.001) (0.001) (0.002)   
##   
## Conformity\_STD0.1 0.012\*\*\* -0.012\*\*\* 0.006\*\*\*   
## (0.001) (0.001) (0.002)   
##   
## Boundary0.11 -0.004 0.007\*\*\* 0.009   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.12 -0.020\*\*\* 0.022\*\*\* 0.013\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.13 -0.028\*\*\* 0.023\*\*\* 0.012\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.14 -0.031\*\*\* 0.027\*\*\* 0.013\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.15 -0.029\*\*\* 0.027\*\*\* 0.015\*\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.16 -0.038\*\*\* 0.033\*\*\* 0.017\*\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.17 -0.033\*\*\* 0.029\*\*\* 0.019\*\*\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.18 -0.035\*\*\* 0.030\*\*\* 0.020\*\*\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.19 -0.043\*\*\* 0.034\*\*\* 0.021\*\*\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.2 -0.055\*\*\* 0.049\*\*\* 0.020\*\*\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.21 -0.072\*\*\* 0.065\*\*\* 0.015\*\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.22 -0.084\*\*\* 0.075\*\*\* 0.011   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.23 -0.102\*\*\* 0.089\*\*\* 0.005   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.24 -0.112\*\*\* 0.098\*\*\* 0.007   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.25 -0.117\*\*\* 0.104\*\*\* -0.001   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.26 -0.113\*\*\* 0.099\*\*\* -0.001   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.27 -0.103\*\*\* 0.086\*\*\* -0.003   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.28 -0.091\*\*\* 0.072\*\*\* -0.006   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.29 -0.073\*\*\* 0.053\*\*\* -0.009   
## (0.003) (0.002) (0.007)   
##   
## Boundary0.3 -0.060\*\*\* 0.036\*\*\* -0.018\*\*\*   
## (0.003) (0.002) (0.007)   
##   
## Boundary\_STD0.05 -0.039\*\*\* 0.047\*\*\* 0.108\*\*\*   
## (0.001) (0.001) (0.003)   
##   
## Boundary\_STD0.1 0.128\*\*\* -0.062\*\*\* 0.133\*\*\*   
## (0.001) (0.001) (0.003)   
##   
## Boundary\_STD0.15 0.209\*\*\* -0.109\*\*\* 0.087\*\*\*   
## (0.001) (0.001) (0.003)   
##   
## N101 -0.008\*\*\* 0.007\*\*\* -0.003   
## (0.001) (0.001) (0.002)   
##   
## HK\_distribution -0.055\*\*\* 0.049\*\*\* -0.026\*\*\*   
## (0.001) (0.001) (0.002)   
##   
## Constant -0.103\*\*\* 0.098\*\*\* 0.042\*\*\*   
## (0.002) (0.002) (0.006)   
##   
## ------------------------------------------------------------------------------------------------------------  
## Observations 241,920 241,920 4,032   
## R2 0.244 0.152 0.421   
## Adjusted R2 0.244 0.152 0.417   
## Residual Std. Error 0.198 (df = 241890) 0.180 (df = 241890) 0.066 (df = 4002)   
## F Statistic 2,696.208\*\*\* (df = 29; 241890) 1,497.269\*\*\* (df = 29; 241890) 100.310\*\*\* (df = 29; 4002)  
## ============================================================================================================  
## Note: \*p<0.1; \*\*p<0.05; \*\*\*p<0.01

## Tables with extremes

dp %>% group\_by(name) %>% summarise(fractionOfHighDifferences = mean(asymetryDifference)) %>%   
 kable(caption = "Table with fraction of extreme negative (asymetric) absolute differences in pairs comparison")

Table with fraction of extreme negative (asymetric) absolute differences in pairs comparison

| name | fractionOfHighDifferences |
| --- | --- |
| diversity | 0.2651290 |
| ESBG | 0.3010541 |
| extremness | 0.2675099 |

dp %>% group\_by(name) %>% summarise(fractionOfHighDifferences = mean(highDifference)) %>%   
 kable(caption = "Table with fraction of extreme absolute differences in pairs comparison")

Table with fraction of extreme absolute differences in pairs comparison

| name | fractionOfHighDifferences |
| --- | --- |
| diversity | 0.3848586 |
| ESBG | 0.4413442 |
| extremness | 0.5521577 |

dg %>% group\_by(name) %>% summarise(fractionOfHighDifferences = mean(highDifference)) %>%   
 kable(caption = "Table with fraction of extreme SD of within-groups comparison")

Table with fraction of extreme SD of within-groups comparison

| name | fractionOfHighDifferences |
| --- | --- |
| diversity | 0.6450893 |
| ESBG | 0.6688988 |
| extremness | 0.7879464 |

# Step 4 VS. Step 3

Firstly, data filtering:

df = tc %>% filter((Step == "Constant SPIRO, Normal Boundary" | Step == "Normal SPIRO, Normal Boundary"), SPIRO\_STD == 0)  
df %>% count(Step)

## # A tibble: 2 × 2  
## Step n  
## <fct> <int>  
## 1 Constant SPIRO, Normal Boundary 483840  
## 2 Normal SPIRO, Normal Boundary 483840

Comparison:

Computing sim-by-sim difference:

# We split data into pairs according all relevant varibles, except STEP:  
# dp = df %>% group\_by(RS, HK\_distribution, N, Boundary, Boundary\_STD, Conformity, Conformity\_STD, SPIRO\_Mean) %>%   
# # Then we compute difference:  
# summarise(across(diversity:ESBG, ~sd(.x) / sqrt(2), .names = "{.col}\_sd")) %>% ungroup() %>%   
# # And now, also pivoting data for the future graph:  
# # select(ends\_with("\_sd")) %>%   
# pivot\_longer(cols = ends\_with("\_sd")) %>%   
# mutate(across(N:name, ~factor(.x)))  
#   
# # We split data into groups according all relevant varibles, except STEP:  
# dg = df %>% group\_by(HK\_distribution, N, Boundary, Boundary\_STD, Conformity, Conformity\_STD, SPIRO\_Mean) %>%   
# # Then we compute difference:  
# summarise(across(diversity:ESBG, ~sd(.x), .names = "{.col}\_sd")) %>% ungroup() %>%   
# # And now, also pivoting data for the future graph:  
# # select(ends\_with("\_sd")) %>%   
# pivot\_longer(cols = ends\_with("\_sd")) %>%   
# mutate(across(N:name, ~factor(.x)))  
dp = df %>%   
 pivot\_longer(cols = diversity:ESBG, values\_drop\_na = T) %>%   
 pivot\_wider(id\_cols = c(RS, HK\_distribution, N, Boundary, Boundary\_STD, Conformity, Conformity\_STD, SPIRO\_Mean, name),   
 names\_from = Step, values\_from = value) %>%   
 rename("S1" = 10, "S2" = 11) %>%   
 mutate(  
 Difference = S2 - S1,  
 highDifference = abs(Difference) > 0.1) %>%   
 mutate(across(N:name, ~factor(.x)))  
  
# We split data into groups according all relevant varibles, except STEP:  
dg = dp %>% group\_by(HK\_distribution, N, Boundary, Boundary\_STD, Conformity, Conformity\_STD, SPIRO\_Mean, name) %>%   
 summarise(Difference\_sd = sd(Difference)) %>%   
 mutate(highDifference = Difference\_sd > 0.1) %>% ungroup()

## `summarise()` has grouped output by 'HK\_distribution', 'N', 'Boundary',  
## 'Boundary\_STD', 'Conformity', 'Conformity\_STD', 'SPIRO\_Mean'. You can override  
## using the `.groups` argument.

dp %>%   
 ggplot() +  
 aes(x = Difference, fill = name) +  
 facet\_wrap(~name) +  
 geom\_histogram(alpha = 0.6) +  
 geom\_vline(xintercept = c( 0.1, -0.1)) +  
 labs(title = "Absolute pair differences (S4 - S3)") +   
 theme\_light()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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dg %>%   
 ggplot() +  
 aes(x = Difference\_sd, fill = name) +  
 facet\_wrap(~name) +  
 geom\_histogram(alpha = 0.6) +  
 geom\_vline(xintercept = c( 0.1)) +  
 labs(title = "SD of differences (S4 - S3) in groups") +  
 theme\_light()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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mp = lm(Difference ~ name+SPIRO\_Mean+Conformity+Conformity\_STD+Boundary+Boundary\_STD+N+HK\_distribution, data = dp)  
mpa = lm(abs(Difference) ~ name+SPIRO\_Mean+Conformity+Conformity\_STD+Boundary+Boundary\_STD+N+HK\_distribution, data = dp)  
mg = lm(Difference\_sd ~ name+SPIRO\_Mean+Conformity+Conformity\_STD+Boundary+Boundary\_STD+N+HK\_distribution, data = dg)  
stargazer(mp, mpa, mg, type = "text" )

##   
## =============================================================================================================  
## Dependent variable:   
## -----------------------------------------------------------------------------------------  
## Difference abs(Difference) Difference\_sd   
## (1) (2) (3)   
## -------------------------------------------------------------------------------------------------------------  
## nameESBG 0.003\*\*\* 0.004\*\*\* 0.009\*\*\*   
## (0.0001) (0.0001) (0.0005)   
##   
## nameextremness 0.0004\*\*\* 0.002\*\*\* 0.001\*\*\*   
## (0.0001) (0.0001) (0.0005)   
##   
## SPIRO\_Mean0.37 0.011\*\*\* 0.015\*\*\* 0.043\*\*\*   
## (0.0002) (0.0002) (0.001)   
##   
## SPIRO\_Mean0.49 0.013\*\*\* 0.017\*\*\* 0.044\*\*\*   
## (0.0002) (0.0002) (0.001)   
##   
## SPIRO\_Mean0.61 -0.004\*\*\* 0.009\*\*\* 0.024\*\*\*   
## (0.0002) (0.0002) (0.001)   
##   
## SPIRO\_Mean0.73 0.001\*\*\* 0.019\*\*\* 0.034\*\*\*   
## (0.0002) (0.0002) (0.001)   
##   
## SPIRO\_Mean0.85 -0.001\*\*\* 0.011\*\*\* 0.016\*\*\*   
## (0.0002) (0.0002) (0.001)   
##   
## Conformity0.8 -0.001\*\*\* 0.002\*\*\* 0.005\*\*\*   
## (0.0001) (0.0001) (0.0004)   
##   
## Conformity\_STD0.1 -0.0002\*\* -0.0003\*\*\* 0.0001   
## (0.0001) (0.0001) (0.0004)   
##   
## Boundary0.11 -0.0002 0.0001 0.001   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.12 0.001\*\* -0.0005 -0.00001   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.13 -0.0001 -0.001\*\* -0.00000   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.14 0.001\*\* 0.0001 0.002   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.15 0.0004 -0.0005 0.001   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.16 0.0005 -0.001\* 0.001   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.17 0.001\*\*\* -0.001\*\* 0.001   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.18 0.001\* -0.001\*\*\* 0.001   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.19 0.001\*\*\* -0.001\*\*\* 0.001   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.2 0.001\*\*\* -0.001\*\*\* 0.001   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.21 0.002\*\*\* -0.001\* 0.003\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.22 0.001\*\*\* -0.001\*\*\* 0.002\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.23 0.001\*\*\* -0.001\*\*\* 0.002   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.24 0.002\*\*\* -0.0004 0.005\*\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.25 0.003\*\*\* 0.001\*\*\* 0.006\*\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.26 0.004\*\*\* 0.002\*\*\* 0.009\*\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.27 0.004\*\*\* 0.002\*\*\* 0.011\*\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.28 0.004\*\*\* 0.002\*\*\* 0.010\*\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.29 0.005\*\*\* 0.002\*\*\* 0.012\*\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary0.3 0.006\*\*\* 0.003\*\*\* 0.013\*\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## Boundary\_STD0.05 0.0004\*\*\* 0.004\*\*\* 0.014\*\*\*   
## (0.0001) (0.0001) (0.001)   
##   
## Boundary\_STD0.1 0.005\*\*\* 0.020\*\*\* 0.054\*\*\*   
## (0.0001) (0.0001) (0.001)   
##   
## Boundary\_STD0.15 0.006\*\*\* 0.022\*\*\* 0.057\*\*\*   
## (0.0001) (0.0001) (0.001)   
##   
## N101 -0.0004\*\*\* 0.004\*\*\* 0.009\*\*\*   
## (0.0001) (0.0001) (0.0004)   
##   
## HK\_distribution -0.0005\*\*\* 0.003\*\*\* 0.004\*\*\*   
## (0.0001) (0.0001) (0.0004)   
##   
## Constant -0.005\*\*\* -0.014\*\*\* -0.034\*\*\*   
## (0.0003) (0.0003) (0.001)   
##   
## -------------------------------------------------------------------------------------------------------------  
## Observations 1,451,520 1,451,520 24,192   
## R2 0.015 0.044 0.510   
## Adjusted R2 0.015 0.044 0.509   
## Residual Std. Error 0.059 (df = 1451485) 0.056 (df = 1451485) 0.030 (df = 24157)   
## F Statistic 637.678\*\*\* (df = 34; 1451485) 1,947.352\*\*\* (df = 34; 1451485) 738.023\*\*\* (df = 34; 24157)  
## =============================================================================================================  
## Note: \*p<0.1; \*\*p<0.05; \*\*\*p<0.01

## Tables with extremes

dp %>% group\_by(name) %>% summarise(fractionOfHighDifferences = mean(highDifference)) %>%   
 kable(caption = "Table with fraction of extreme absolute differences in pairs comparison")

Table with fraction of extreme absolute differences in pairs comparison

| name | fractionOfHighDifferences |
| --- | --- |
| diversity | 0.0345672 |
| ESBG | 0.0451306 |
| extremness | 0.0403191 |

dg %>% group\_by(name) %>% summarise(fractionOfHighDifferences = mean(highDifference)) %>%   
 kable(caption = "Table with fraction of extreme SD of within-groups comparison")

Table with fraction of extreme SD of within-groups comparison

| name | fractionOfHighDifferences |
| --- | --- |
| diversity | 0.0879216 |
| ESBG | 0.1256200 |
| extremness | 0.0825893 |