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1. Introduction

# 1.1 Purpose of the system

In this time where the traffic has increased abundantly and there is a scarcity of available parking spaces, there are no reliable and convenient applications which assist users in finding vacant parking spots. Our application is intended to fill this void.

RU Parking is an application designed to run on Android OS based phones which provides users with information regarding vacant parking spaces. The application uses the data stored on a central server to provide a range of functionalities to all its users. It will assist the user in finding vacant parking spaces by employing real-time assessments of the parking scenario based upon statistical analysis of current and historical data.

The application will be implemented in a way that it is convenient to the user by having a well designed GUI and provide information in a format that is appropriate to the user.

# 1.2 Design goals

* **High-performance:** RUParking should have a low response time and must use the phone’s available resources efficiently.
* **Robustness:** RUParking must be robust in the sense that the service should not crash when a large number of users are running the application. Also the application should not hang when there is invalid user input.
* **Reliability:** RUParking should be reliable i.e. the parking information provided to the user must be accurate and it should represent the actual parking scenario.
* **Cost effectiveness:** RUParking must have low development cost. Also the user should not have to spend a lot in obtaining and maintaining the application.
* **Flexibility:** It should be straightforward to change the functionality and also to add new functionality to RUParking.
* **Traceability of requirements:** It should be easy to map the code of RUParking to its specific requirements.
* **Ease of use:** RUParking should be user-friendly. The GUI must be effortless to interact with and it should not take too long for the user to comprehend the information given.

# 1.3 Definitions, acronyms, and abbreviations

**Android OS:** Android is a mobile operating system running on the Linux kernel. It allows developers to write managed code in the Java language, controlling the device via Google-developed Java libraries.

**Mobile User:** End user, which runs this application on a mobile phone, with personal interest.

**Garage Owner:** The owner of any parking garage, which uses this application for evaluation and analysis of block by block parking availability.

**Remote Server:** The server/database, which provides a decision/suggestion based on raw data.

**Destination Address:** The address where the user would like to find out the parking availability situation (most probably the trip destination).

**Parking Space:** Any segment of a street offering more than three road-side parking spots.

**GPS:** Global Positioning System, used for gathering user current coordinates

**SDK:** Software Development Kit, a set of development tools that allows us to create applications for a certain software package.

**GUI:** Graphical User Interface, a type of user interface, which allows people to interact with electronic devices such as mobile phones. A GUI offers graphical icons, and visual indicators, typed command labels or text navigation to fully represent the information and actions available to a user.

# 1.4 Reference

1. Android Developer’s Guide

<http://developer.android.com/guide/index.html>

1. Google Maps API developer documentation <http://code.google.com/apis/maps/documentation/index.html>
2. Primospot : A currently available iPhone application which suggests parking based on a database of parking signs and rules.

<http://primospot.com/>

1. Requirements Analysis Document

[Requirements Analysis Document.pdf](http://ruparking.googlecode.com/files/Requirements%20Analysis%20Document.pdf)

1. Object-Oriented Analysis Report.pdf

[Object-Oriented Analysis Report.pdf](http://ruparking.googlecode.com/files/Object-Oriented%20Analysis%20Report.pdf)

# 1.5 Overview

RU Parking application will be implemented as an **open architecture**. The application will be using a **three-tier architectural style.**  The complete systems consist of an Android application running on mobile phones and parking information calculation and storage being implemented on a server. The application will communicate with the server through the internet. Our application also uses the Google API to obtain location-based services from Google.

There are two types of users this application is targeted at: Mobile Users and Garage Owners. The data that will be presented will be dependent on the type of user and will be in a format that is suitable to the type of user.

2. Current software architecture

The park space applications in the current market, base their decisions on static information about the parking spaces which means they can only direct the user to a parking space. These applications maintain a database of the legal spaces and their restrictions like parking hours, duration of parking etc. Such a system is inefficient since it does not provide any information about parking availability.

An example of such a system is Primospot, which is available for iPhone and Android market. By using client/server type architecture, this application will provide a map with all possible park spots marked in it. One can see “possible” park spots but not “available” ones. Here comes the difference from our application which will show possible park spots along with an availability factor.

There are applications that claim to identify vacant parking spaces in real-time by connecting sensors to the parking meters. Such a system requires large-scale changes in the existing infrastructure, which is not financially feasible. Also it is not applicable for street-side parking that provides for majority of the parking spaces in metropolitan cities. Also these parking spaces are usually metered in which case they are occupied by one vehicle for a short time like two hours. So there is a need to identify the vacancies in these parking spaces in real-time. Since these spaces do not have sensors this has not been achieved so far. RU Parking accomplishes this using the real-time data provided by the Roadside Parking Monitoring project group.

3. Proposed software architecture

# 3.1 Overview

RU Parking application will be implemented as an **open architecture**. This means that a layer can not only access the layer immediately below it but also layers at deeper level. We have applied partitioning and layering to obtain a subsystem decomposition of our system. RU parking is decomposed into **7 subsystems**; mobile phone and a centralized server are the hardware nodes on which these subsystems will be implemented. A portable Android application will be running on the phone and the parking information will be calculated and stored on the server. The application will communicate with the server through the internet. This will ensure minimum computational load on the phone and also decrease the response time. Our application also uses the Google API to obtain location-based services from Google. We are designing our application using a **three-tier architectural style.**

There are two types of users this application is targeted at: Mobile Users and Garage Owners. The data that will be presented will be dependent on the type of user and will be in a format that is suitable to the type of user. This is ensured by using password-based authentication at the time of installation.

# 3.2 Subsystem decomposition

*Figure 3.1 RU Parking subsystem decomposition*

We have decomposed RU Parking into 7 subsystems as shown in Figure 3.1. Each subsystem has a specific functionality and it provides services to other subsystems. The decomposition is done with the objective of minimizing coupling and maximizing cohesion. The three-tier architectural style is used to provide layering and partitioning which makes the system organized. The classes that are to be implemented are included in the corresponding subsystems with their specific functions defined.

## Subsystem Description

**PhoneInterface**

This subsystem provides an interface between the user and other subsystems in the application logic layer. It contains the classes AddressFields, Buttons and Display. AddressFields class provides a text field where the user can type in the destination address. Buttons class is the base class which is inherited by classes which each provide separate functionality when clicked. The Display class provides a display for the maps and the statistics which are seen by the user.

**ApplicationManagement**

This subsystem provides an interface between the PhoneInterface subsystem and other subsystems in the application logic layer. It is responsible for access control and delegation of control to other subsystems. This contains a class application which takes the destination address as input parameter, converts this address into GPS coordinates and then activates other subsystems depending on its functionality.

**MapManagement**

This subsystem generates colored map with parking spot information. It gets activated by the ApplicationManagement subsystem which passes the address coordinates. This class contains classes Mapper and Painter which use the parking information file to create relevant maps and activates the PhoneInterface subsystem which then displays the map.

**StatisticsManagement**

This subsystem generates detailed list with parking spot information. It gets activated by the ApplicationManagement subsystem which passes the address coordinates. It contains class Cataloger which generates a list of parking spots closest to the destination address and activates the PhoneInterface subsystem which displays the list.

**NavigationManagement**

This subsystem provides route to the selected destination address. It contains class Navigator which uses Google API's to calculate the route information. It activates the PhoneInterface subsystem which then displays this information.

**ParkingDatabase**

This subsystem provides parking information to the ClientData subsystem. It contains class Database which maintains the updated list of all parking information and accepts queries from the ApplicationManagement subsystem and returns relevant information to it.

**ClientData**

This subsystem contains relevant parking information for each application. It is accessed by the ApplicationManagement subsystem.

# 3.3 Hardware/software mapping

RUParking is the multi-user application as many users can access the application from their mobile phones. This requirement needs some central database and an internet/web connection between the database and the mobile.

The system is of Distributed nature. It has two hardware Nodes: 1) Mobile 2) Server.

1) Mobile: This is basically the mobile hardware, which provides interface between the user and the RUParking application. It has subsystems PhoneInterface, ApplicationManagement, MapManagement, ListManagement, NavigationManagment and ClientData. These subsystems provide the functionality for all use cases. The ClientData subsystem is the local database stored in the mobile memory. The mapping of ClientData on Mobile allows the system to access the Server only once and minimizes the overall response time of system.

The Virtual Machine on Mobile is the Android operating system. SQLite is part of the Andriod OS. We intend to use SQLite platform for ClientData.

2) Server: This node has the subsystem ParkingDatabase, which basically handles the central database for parking space availability.

![Macintosh HD:Users:MrCyrus:Downloads:sVThm1dxZr8JO_ObdRTJRMg_491.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtAAAAIcCAYAAADffZlTAAAsM0lEQVR42u3dcahc5Z038IdwkbBcSkMqG7EhQSSEvqUI7WKLu6yClCAiEiqutGKWFQkSRKRQRUWllJXd4koaBBHZP4oIVt4WLTYQgi+UEkIlFC222C2hhBLChTQEEbnk5b7Pj/PMm5OTOWfOzL03d2bu5wMPztyZc+bMM+f3PF9PzpxJCQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAYK7dndvjugHUHwDQbTG3/8rt17kdzm1F07QNaScNRwAw/b6R2x9yeya3Bd0BG1p/K7oEAKZXTNbP53Y6t9t1B0xF/QnQADCl9ub2fm7/ndsXdQdMTf0J0AAwhR7O7WxuB3QFTF39CdAAMEXii4I/TdUXBXfrDpjK+hOgAWBK3Jnbb3M7lHxREKa5/gRoANhgMVn/MLcTud2sO2Dq60+ABoANFF9U+ii3n+S2VXfATNSfAA0AG+TJ3P6UXJ4OZq3+BGgAuMZ25HYst3fLbWC26k+ABoBraF+qfpThgK6Ama0/ARoAroE4v/K1VH3L/6u6A2a6/gRoAFhn30zVuZY/TL4oCPNQfwI0AKyTuDzW91P1T8a36w6Ym/oToAFgHexO1a+Z/Ty3L+kOmKv6E6ABYI09nNuZVF0myy8KwvzVnwANAGtkMbefperIl18UhPmtPwEaANbA7ak66hVfVHLUGea7/gRoAFiFmKz/PVVfVNqnO2BT1J8ADQAT2p3bR6m6vuyi7oBNU38CNABM4GBuZ5NfFITNWH8CNACMYUdux3I7kdte3QGbsv4EaADo6V9S9UWlOPrli4KweetPgAaAEeLnf3+Sqi8q/aPugE1ffwI0AHT4Rm5/yO2nyS8KgvoToAGgVfwT8TO5/Sm37+gOUH8CNAC0+3KqvqQUX1baoTtA/QnQANDuQG5/y+3J5IuCoP4EaABoFedXvpmqH2a4RXeA+hOgAaBd/ARw/ChDfNPfLwqC+hOgAaDDf+a2lNvdugLUnwANAO3iy0nv5vaz3HbrDlB/AjQAjJ4ANU3buPadGR8/AGBTBmhA/Rk/AMAECOrP9gOACRDUn+0HABMgqD/bDwAmQECABgATOKD+jB8AmMAB9Wf8AAATIKg/2w8AJkBQf7YfAEyAoP5sPwCYAAEBGgBM4ID6M34AYAIH1J/xAwBmdAI8mdu9LY/tL4+v9n2tCACoP9sPAPMyAa6UkLzY+Hvc/3CM7V2Z0feP+rP9AGACHHt7nsrtYOPvcf8FARr1Z/sBYLNPgCtD7t+U26nG3+P+3trzr8/tWG7LuR3PbfuQ9dyc2+/K49e3vGb99rbc3ivrPFrugwAqQAPAVE+Ag+35ILdbyu2vper0jfrjr+b2ULl9V26vDVnPK7ltye1b5fmjAnQ8/8Zy+4HcXrZ7IIAK0AAwKwH6idwOl9tHcnu28fj5Eo5T+e+FIeupH5U+3yNAL9Vub83trN0DAVSABoBZCdA7c/u0BNmLue1pPN7c7uUR72u5R4BeabRLdg8EUAEaAGYlQIff5PZGuvJ86MHjccR5odzeUkJ2cz1/V3t8qUeAvmB3QAAVoAFglgP0Y+X+D4Y8/npuD5bb+9Lwc6D/o9z+p3Tl+cxd50DvLLfvz+2E3QMBVIAGgGmbAFc67t9Q7u8a8nhcVSOurhGnZsTVOIZdhSOC9ZlUXVnjCz0CdKzjaFlnfGlxr90DAVSABgATIKg/2w8AJkBQf7YfAEyAoP5sPwCYAAEBGgBMgIAADQAmcED9GT8AwAQI6s/2A8AMT4DPp6t/QnuW2vN2IQRoGNv3UnXd/RVN0zak/Y9hyAQI6s/2Mxu+nNvPU/UDWDfrDtiw+jN+mwBB/dl+ZsDduZ1O1dFnYGPrz/htAgT1Z/uZYnHUK454nchtr+6Aqag/47cJENSf7WdKPZzbUm4HdAVMVf0Zv02AoP5sP1Mmjnq9n6ojX1/VHTB19Wf8NgGC+rP9TJE46vW33A7ltqA7YCrrz/htAgT1Z/uZAjtSddTrV7ndojtgquvP+G0CBPVn+9lg30/VN/zjv446w/TXn/HbBAjqz/azQeJb/b9O1ZGvb+oOmJn6M36bAEH92X42wJOpOtfymeSoM8xa/Rm/TYCg/mw/11D9qJcrbMBs1p/x2wQI6s/2cw3EUa446hXXlXWuM8x2/Rm/dSCoP9vPOosjXR+l6siXXxOE2a8/47cOBPVn+1lHB1N1ruXjyVFnmJf6M37rQFB/tp91MPg1szjq5VxnmK/6M37rQFB/tp81Fr9m5lxnmN/6M37rQFB/tp81EudXxlGv3yZHnWGe68/4rQNB/dl+VimOcsU5lnGu5ZPJUWeY9/ozfutAUH+2n1WoH/VyhQ3YHPVn/NaBoP5sPxNoHvXaqktg09Sf8VsHgvqz/YwpvuH/q9xOJOc6w2asP+O3DgT1Z/sZw6HczqTqG/6LugM2Zf0Zv3UgqD/bTw9x1OtYqq4re7PugE1df8bvGe/AFU2b8SZAMwviqNfZ5NcEQf0Zv+cmQMNmrR8BmvUWR7oGR7126w5Qf8ZvARoEaPXLcINv+MevmR1MjjqD+jN+C9AgQBs/aBVHveLb/XHUy3WdQf0ZvwVoEKCNH3Q4kKqjXs51BvVn/BagQYA2ftBhR27vpuqol+s6g/ozfgvQIEAbP+gQ51jGN/zjurKOOoP6M34L0CBAGz9oEedaDn7NzHWdQf0ZvwVoEKCNH/Tof03TNq49mWb3X32M3wI0CNDq1/4HqD/jhwANArTxA/0P6s/260AfIOrHAIz+B/Vn++0APkDUjwEY/Q/qz/bbAXyAIECrX/0PGL8RoEGAVr/2P0D9GT8EaBCg1a/9D1B/xo/ZCgDT3kCANgDb/wD1Z/yYngAwzewgCNAGYPsfoP6MHwK0AI0AbQBG/4P6M34I0AI0ArQBGP0P6s/2C9ACNOrHAIz+B/Vn++0AAjQI0AZg/Q/qz/bbAQRoEKANwPofMH4jQNtBEKANwPa/a2Yxt5dzW8ptObc/5/asjwn1Z/vtAMOXdx1o1I8BGP3/Rm6P5LZQ7l+X24ulgfqz/XYAHyAI0OpX/zcsD/lbHJU+76NC/dl+O4APEARo9av/r379j3N7uuP523J7rwTto+V+c32PpurUjz/mtrP8/cbcPplwPWD8M34L0Gv4moN2KbfPcnsrt+unYLv62L7K17krt89ze9PuL0AbgPX/GrqlBN2/pOpc6Hty+4fa46+UMBweKM9pvp/7c9taHvu38vd/bTx3nPWA8c/4LUCv02tuyW1/I1BOc4A+t8rXiaM2+8r7RoA2AOv/tRah+bHcflHGm++Wvy/VnhPh9uyQ9zMYl/bVxuQ3y//4pwnWA8Y/47cAvc6v+fmMBOgVRSNAGz+Ykf7/Sm5natvb/BfAtvezUAvKS+nyFxPHXQ8Y/4zfAvQ6vmYcrfi08Zz7UvXll8ER24E41eNY+fvxdOUpFbFcfAv99JDl+py3N2o9w64u0rXe5rmAzeVvze1UWTaObD/YWG8cQYpTXOJ8xG+N8V7UjwGYzdf/F9PwI7+DsfXCmO/nndxeyu2Xjb9fsF+i/ozfAvTGv2YM+IdyO9J4zgvlsX3pym+Xv5rbQ+V2/LPia43lXmxZrs95e33W09z+rvUOOxewvnx86eeOcnt/Y2KK9d5Zbt9dntv3vagfAzCbr/9jbHwiXf7y33Xlf+AP18aNwWMxLp0Y8X4Olb89PmTMG2c9YPwzfk9lAJi160A3Hz9fBuTFxnMWWvrpfO0oy5ZG6Oxars95e33W03xPXesddi7gSs/9YSm1n0c46r2oHwMwm+8ASPzrXBwtjiPOl8o48WIJ0iH+te5oOSDwYW57R6xvT/lb83njrgeMf8bv6QsAM/hLhCsT9EtXgF0eY7m+5+2tjPlY23pHvf+YiOKyU/ElnU8aj10a43+cLqkfAzD6H9Sf7bcDCNBt9+OI8+DocByhvTjGcn1fc5wAfWHMz7f+t5O5PZeqy03tSlcfaW9zQekI0AZg/Q/qz/bbAQTovgH69XT5y3ZxfvJrPZcb57y9rvXEEe/Fnusd9f7jC4Lxz6TxT6xHhmzvbeV2nCf98RjvRf0YgNH/oP5svx1AgP7/4jy/4yXIxtU4tvdcbpzz9rrW83a68pJ7Xesd9f7vKcE4jigfSldf3eOdst7f5/b1Md6L+jEAo/9B/dl+O8AcBWgQoA3A9j/A+I0ALUAjQBuA7X+A+jN+CNACNAK0ARj9D+rP9s9hAJi160CDAG0Atv+t3vMzMgdM2p63i2H8Zlo70AeIAG38QP+D+rP9OtAHiPoxAKP/Qf3ZfjuADxAEaPWr/wHjNwI0CNDqV/8Dxm8EaBCg1a/9D1B/xg8BGgRo4wf6H9Sf7deBPkAEaOMH+h/Un+3XgT5A1I8BGP0P6s/22wF8gCBAq1/9Dxi/EaBBgFa/+h8wfiNAgwCtfu1/gPozfgjQIEAbP9D/oP5svw70ASJAGz/Q/6D+bL8O9AGifgzA6H9Qf7bfDuADBAFa/ep/wPjNVARoTZvlZgDG+K1pxm/jhwEYUH/GD/3v80f9GL/RgaD+bL/9x+cPArT61YGg/my//cfnDwK0+tWBoP5sPwI0CNDqVwcCBmAEaBCgjR92IMAAjAANArTxww4EqD/jh/73+aN+jN9M8wCsaa4javxAgAYBWv3qQB8g6scAjPEbjN/GDzuQDxAMwOpX//v8UT/GbzuQDxAMwOpX//v8UT/GbwzAYABWv/Y/nz8Yv9WvARgMwMYPjN9g/Fa/BmAwABs/MH6D8Vv96kAfIOrHAIzxG4zfxg87kA8QDMDqd572v3m+zjoYv43fAjQYgI0frO3+N83sXxi/jd860AeI+jEAI0AL0Bi/jd92IB8g6scAjAAtQGP8Nn7bgXyAYABWv7Pf//fmtluABuO38VuABgOw8YN+/b+jPH4st5sFaDB+G78FaDAAGz8Y3f8vlef839zeGhKkBWjUj/EbARoMwOrX/tdwPLcLtSD9f3L7XwI0GL/tAhu/A7mOKJu5fqI9X/vb8439r+uxlQmX85jHxt3Pop2p3b7X+I3xW4BmA3cgRzBQPwZgprL/H0qXjzx/mtuvcns4ty/5/MH4bRcQoAVoDMAGYPvfle5Ml4/irmVo9vlj/DZ+I0CDAdgAPHf9v5jbgdy+uIk///ppIJdy+yxVX6S8fh3e68oab2+05dz2jbmO7WrX+G0fEKAFaAzABmCmu/9XZqhvtuS2P7c3p/S9Nte/r4T+cUL0ObVr/LYPCNACNAZgAzAC9Fpv2+czEqAHIXp5nbZR7Rq/7QMCtACNAdgAbP/z+Y/ctjgK/Wnt/q25nSohNY7ePthY/tHc/jxkfU/k9lzLa8XtR3I7na4+DSNOsXg/t6Wy7pUefdn8e9s2N69c0vXeBs+P64L/LlWXOry+Z7/cVf4ep8V8mNs/1x7bltt75fGj5b7x2/hhABagwQBsANb/MxqgIzwfyu1I7W8f53ZHuR2nd1xoLH9/blsb6zuY2487Xituv1her3kE+XBu3y2PHZ4wQI/a5j7PGzz3lbIt38rt1Z7LLtcC9bdr/4ORyvpuLLcfyO1l47fxwwDcvbzriKJ+DMAYv6dp/G6u53wJeIs9+3OlhMv6/Qi/x3sst9Dy2NnaOrdNGKBHvXbffSXu1790eL7nsu/k9kYJzwuN5y3Vbm8t79f4bfw2APsAwQCsfudr/5vjf0Hss2wEyKdT9cXCT0aE0ZXyvDg6e+MYIbZ+f3mC8Lsy4TZ3PW/Yepd7LhvB/5fl+Rdz+3rH/7RcMn4bvw3APkAwAKtfAXq+AvTJVJ3LfE9uu3oG4Tg14fUJA3ScT3xdub3YI0AP+xJh323uet7guX9XbsdR8aUxlh0sE31RP8p8wfht/DYAb64P8I6yHXeu0/tai/e4fR36LQbJe1se218e38y2X4P91wCMAL1xATouE7enhNojYwTh+ILdVyYI0HFO8OPl9ksjlrurbN9dY2zzcrp8ikrX8wav9x/l9j+lK89X7lr249o2NQN+nCKzs9yO88dPCNDGbwPwfH+A/7sMZr+Y4vd1bp36/mS6+pzAuP+h4urV5wZgBOjZDdD3lEAYR04PjRGEI3C+N0GAjtMf4hzqv+Z2XyN89v0hla5tfjtdvkxf1/MGrxfrP1Peyxd6vkZcoeP3qTo9Y7kR8OOgw9Hy95hD9grQxm8D8Py+/g1lANlSBrW/n9L3tbJOff9Uqr5VXhf3X1Bcvd6/ARgB2lWUJhFHdy/ahQVo47cOnNXXjy9K/Kjcjv8+O2T74jyv+CetuH7n9WM81nYE4hdlmT+m6vJB9f+z73N9z/o64zWPlWWOp+GnerRdkzQeu6m8Zt2pcuRgpce2jXqNruW6rok66Ku2a4qulKAfR0ji2+NxKsqd5X+Gmtswaj3Dtr3vVQAMwAjQAnRfMV7dVg7YxHzzll1YgDZ+68BZff2/pOpLEuHmEqSa2/d6GfAeStU5Xn0fG3b7lXT5XOu7U/XPZAN9r+9Zv/9qee0Q/5T22pDntV2TdLCOD3K7pdz+Wqr+6a35mqO2re01upbruibqoK/arikaz41z8xZKf8a5dk+1bMOo9YzqHwOwAViAFqDXwv4yx3xeDnzcYBcWoI3fm3sHmtXriH67DGJ1x9OVXyZcqQ1y1w0Jjl2PDbu9lK68tmjfz6YtQJ+vrW9LGn6x/IUR63yiBNhUQumzPfaNvtc97Vqu65qog74aaF5TNJ672HMbRq1noWefG4ANwMZv1/FH/czD+Pe9VP2LLI5gTHQE452WAfudjv5ZnuCx+u2u62KOe03SUdvQtVz9dnxr+tMSLuOcvD1DnjvJto1ars+2tl1TdGXM9znJegRoAVr/+/xRP/O0/385t5+n6uDhzXYBAXqSAB3/pB+nbzSPBm8pf//7Wv8Mvp0cR5nPNfqu67Fht7t+7WmSa5LGEeeF2rZfnCBAh9+k6telTrU8Psm2jVqu65qog/fWd7/tuj/pegRoAUr/+/xRP/Oy/8dpo3EK0fd89AL0agJ0hLonWh77frryNIYfl9txrvFLjb7remzY7Tgf97ZyO84Nrp8D3ff6nvV1xjnYgy/mxTm8r00YEB8r93/Q8vik10vtWq7rmqiDvmq7pug4AXrS9TT73AAsQOl/nz/qZ9b2/zjqfKzMfXt97AL0agP071J1ysIw8etM9S/SxVUa4ksfcfWMLzT6ruuxYbfjXN93SjiLa2nWfwa17/U96+uMq3AcL+uLAhn1gytt23VDub+r5fFJr5fatVzXNVFT6r6m6DgBetL1NPtcgBag9L/PH/UzS/v/w6n6HtABH7cAfa2/xb0y48UzK2b1mqgCNAI0CNDTJo46x2Vi48DaV33UArQAPV/m4ZqoAjQCNAjQ0ySOOv8tVf/qu+BjFqA3KkB/PuFjjDYP10QVoBGgQYCeBjtSddT5V+nybzsw5TuQ64iifgRoBGgwfm+MuPjB6fJfR50NwGAANn5g/Abjd4v4UvyvU3Xk+Zs+UgMwGICNHxi/wfjd7slUnev8THLU2QAMBmDjB8ZvMH63qh91doUNAzAYgI0fGL/B+N0ijjLHUee4rrNznQ3ABmAMwMYPjN9g/O4QR5o/StWRZ78maAA2AGMANn5g/Abjd4eDqTrX+fHkqLMB2ACM+hGgMX6D8bvV4NcE46izc50NwAZg1I8AzRyN35o2y21a6y9+TdC5zgZgEzDqR4BG/4P6GyHOb46jzr9NjjobgE0AqB8BGv0P6q9VHGWOc5zjXOcnk6POBmATAOpHgEb/g/prVT/q7AobBmATAOpHgEb/g/pr0TzqvFWXGoBNAKgfARr9D+pvuLjCxq9yO5Gc62wANgGgfgRo9D+ov06HcjuTqitsLOpGA7AJAPUjQKP/Qf0NF0edj6Xqus436z4D8Fq8vqa5jqjxA/0P81p/cdT5bPJrggZgQP0ZP/Q/qL9OcaR5cNR5ty4zAAPqz/ih/0H9DTe4wkb8muDB5KizARhQf8YP/Q+01l8cdY6ra8RRZ9d1NgAD6s/4of+Bjvo7kKqjzs51NgAD6s/4of+Bjvrbkdu7qTrq7LrOBmBA/Rk/9D/QUX9xjnNcYSOu6+yoswEYUH/GD/0PdNTf4NcEXdfZALwhr69prgNt/MD4qWmz1p5MjjoL0CZguOb7rwANACZAEzDqR4AGAAHABAwCtPoFAAEaBGj1CwACNAjQ6hcABGgQoI0fAGACNAGjfgRoADABmoBRPwI0AAgAJmAQoNUvAAjQIECrXwAQoEGAVr8AIECDAG38AAAToAkY9SNAA4AJ0ASM+hGgAUAAMAGDAK1+AWANA8C0NxCgBWgAmJ4AMM1M8AjQAjQACNACNAK0AA0AArQAjQAtQAOAAC1Ao34EaAAQAARoEKAFaAAEAAEaBGgBGgAEaBM8ArQADQDTGABcBxr1I0ADgABgAgYBWv0CgAANArT6BQABepUWc3s5t6XclnP7c27PNp6zfYz1bZ/g/W1fwz45mdu9LY/tL49vZtunaP8VoAHABDiTE/AbuT2S20K5f11uL5Y2cG6M9Z2bYBvOrXGfniz/Y9D8H4UPhZ4172sBGgAE6E03AS8P+VuEzfMTbufKBvdDrOup3A42/h73XxB61ryvBWgAECY23QT8cW5Pj9jG+hU9bs3tVAnecTTzwY7n1t/fXWWZS6k6EvzPPZbZltsvcvsstz/m9q2e67upbGNd3N/bWP+o9xJH5k+Xx/f1XC7EaRLvp+q0mEeHvKf3yrJHy/36a0bQv1D+ByZORbkztzNDtmHUeoZt+1pfnUWABgABelNOwLfk9kluf0nVudD35PYPHdsZgfuOcnt/CXttz63fXq4FzW+n6lzrUcu8UgJkuLu89qj1DZb/oLy38LUSssd5L/G8OI1lSwmgy2P0weHcvluWPTzkPd1Ybj9Q+rz+mkdSdTpNvO8TqTqaPmwbRq2nbdsdgRagAWDDA8C8XAc6QvNjqTriu1wCYJ9+WukZoN9J1fnW306Xz7cetcxSCYHDtK1vsPwTJbymEkqfHfO9rLSst08fnK1t97Yh72lga3lufT2LPbdh1HoWevSvAC1AA8C1DwBz+kuEX0nVaQPD+ilOT4hTPt5M1ZHrvgE6guQvSzi/mNvXeyxzqWMb29Y3WH5nbp+WcBmP7xnzvXS9r1F9sDyiT+rtUs/XXKv1CNACNAAI0KsM0BEuhx3l/bSln+IKF8+l6lSPXROEtXitOOXgbI9lzvfY/ub66sv/JlVHqU9N8F663teoPojzoq8rtxcbj18YY3/suj/pegRoARoABOhVBuhXU3W6w85yP4JffPHtcO05y+nyqQXxhb495XlH0vCjr4tD+jfOG76r3G6el9u2TJzne1u5fUe68hzotvXVl3+s3P9By2fe9V66QuioPojzkR8vt18a8p4GfX1/qs5zniRAT7qeel8L0AI0AAjQEwTo61N1KkQccY7TAOLc2hfT5SOo4e3cPi+37ynhNY6AHhryGvXnNq948fvyGsu18Nu1TJym8U55fiz79R7rqy9/Q7m/q+Uz73ovXSF0VB/Edh/P7a+53df4n4U4/eNo+Vt8sXHvhAF60vXU+1qAFqABQIBeo3OgWTvxPyIX1Y8ADQACgABNuzgyHaeexPnZP8rtLfUjQAOAACBA0y6uDR0/YhKnShxL1akk6keABgABIM3XdaBBgBagAWDqJ0ATMAK08QMATIAmYNSPAA0AAoAJGARo9QsAAjQI0OoXAARoEKDVLwAI0CBAGz8AwARoAkaANn4AgAnQBIz6EaABQAAwAYMArX4BQIAGAVr9AoAADQK0+gUAARoEaOMHAJgATcAI0MYPADABmoBRPwI0AAgAJmAQoNUvAExFgNa0WW4CNAAI0ID6M34AgAkQ1J/tBwATIKg/2w8AJkBQf7YfAEyAgAANACZwQIAGABM4oP6MHwAwrROg6whrrgNt/AAAE6AJGPUjQAOAAGACBgFa/QKAAA0CtPoFAAEaBGj1CwACNAjQxg8AMAGagBGgjR8AYAI0AaN+BGgAEABMwCBAq18AEKBBgFa/ACBAgwCtfgFAgAYB2vgBACZAEzACtPEDAEyAJmDUjwANAAKACRgEaPULAAI0CNDqFwCudQCY9gYCtAANANMTAKaZCR4BWoAGAAFagEaAFqABQIAWoBGgBWgAEKAFaNSPAA0AAoAADQK0AA2AACBAgwAtQAOAAG2CR4AWoAFgGgOA60CjfgRoABAATMAgQKtfABCgQYBWvwAgQE/gZG73tjy2vzw+S68zq7YL0MYPADABzsbrr5Twutj4e9z/cA2361q9zqw6J0AbPwDABDg7Afqp3A42/h73X1jjAH0tXsf+J0D7/ABAgF73170pt1ONv8f9vY3turX8fTlVR0wfbKzngdw+y+393K5fx9d5JLfT5fF9PZfbXrZrKbdHG6+3Lbf3ynJHy/3mtkfQv5Db+VSdinJnbmeGbEPXutq2fR6ulCJAA4AAvakCdPggt1vK7a+l6rSK5nZ9nNsd5fb+Eijr63k9ty25PZTbK+v4Oi+W19lXgmif5Q7n9t2y3OHG68W23lhux/8EvDxk24/ktlCC84lUHU0ftg1d6+radkegjR8AsCkDwCxeB3rw9ydKsEwlLD7bo19WGrdvKLeva4TXtX6dhZ6fW/2xsyW4hm2Nx5Zqt7eW5zbXs9hzG7rW1bWcAC1AA8DmCwAz+kuEg7/vzO3TEvou5rZnSL/EaRBP5/Zmbp+MCIDL1+h1+i63PCKU19ulEfvGyoTrGrWcAC1AA4AAPUMBOvwmtzfSlecp1x+Pq2g8l9s9ue0aEgC/UG7HEehz6/g6aYLlzpXtCouNxy6MuW903b8w4XoEaAEaAAToGQzQj5X7P2h5PL4guKcE0SNDAuCPy+04B/qldXydNMFycS7y4+X2S+nqc6B3ltv3p+oc50kDdNe6upZbTldf4k+AFqABQICe8gB9Q7m/q+XxOLIbX9SLo6yHhgTbuMLE57n9Il0+Gr0er5MmWC7Oez6e219zuy9deUpHnPpxtPwtvtS4dxUBumtdXcu9XfpOgBagAUCAnvIAvRkDRByhvmiXF6AFaAAQoAXodnFU+rZUXYnjR7m9ZZcXoAVoABCgNzJAT/vpB3Fd6NNlO4+ly5fcQ4AWoAFgAwPALF4HGgRoARoAZnICNAEjQBs/AMAEaAJG/QjQACAAmIBBgFa/ACBAgwCtfgFAgAYBWv0CgAANArTxAwBMgCZgBGjjBwCYAE3AqB8BGgAEABMwCNDqFwAEaBCg1S8ACNAgQKtfABCgQYA2fgCACdAEjABt/AAAE6AJGPUjQAOAAGACBgFa/QLAVARoTZvlJkADgAANqD/jBwCYAEH92X4AMAGC+rP9AGACBPVn+wHABAgI0ABgAgcEaAAwgQPqz/gBANM6AbqOsOY60MYPADABmoBRPwI0AAgAJmAQoNUvAAjQIECrXwAQoEGAVr8AIECDAG38AAAToAkYAdr4AQAmQBMw6keABgABwAQMArT6BQABGgRo9QsAAjQI0OoXAARoEKCNHwBgAjQBI0AbPwDABGgCRv0I0AAgAJiAQYBWvwAgQIMArX4B4FoHgGlvIEAL0AAwPQFgmpngEaAFaAAQoAVoBGgBGgAEaAEaAVqABgABWoBG/QjQACAACNAgQAvQAAgAAjQI0AI0AAjQJngEaAEaAKYxALgONOpHgAYAAcAEDAK0+gUAARoEaPULAAL0mK93/zptx1q9l+3rsM6Tud3b8tj+8vhmtl2AFqABQIBuf70Ii1unOAicW8f3vdj4e9z/UBCauM8FaAAQoDdFgP633J6b4iCwsk7rfCq3g42/x/0XBKGJ378ADQCCw6YI0OFEbjd2bMetuZ3KbTlVRycfLH//Y247y+1Y/pOWdcQpAe/ntpTbo2Osv3n1kPpy1+d2rCxzPF192kE895HcTpfn7Gs8dlN5zbq4v7fxOm3bNuo1upYb1R/bcnuvLHu03K+/ZgT9C7mdT9WpKHfmdmbINoxaz7BtX80VWwRoABCgN02A/lZub3Rsx8e53VFu7y/hLbycqiPY4V/L/WHrOJzbd3PbUm73XX9zPfXbr+b2ULl9V26vDXlvL5bX3FdCYnM9H+R2S7n9tVSdvtF8nVHb1vYaXcuN6o9Xav9D88CQfj2S20IJzvE/P0+1bMOo9YzqHwFagAaAaxIAZuk60PX7EaBv69kPg8cjeL1Zbr9ZguywdZ8tQS1sG2P9XbfP19a5pRFQB89dGLGeJ0qATSWUPtvj/a/0fI2u5Ub1x1Lt9tby/Pp6Fntuw6j1LPToZwFagAaA9Q0AM/ZLhPX7caTyZEs/xCkHT5eQ/Ent8YVaSFvqCGTLI/q5bf19w3Sf1xi2bJx+8mkJlxdz2zPkuX23bZzl+mxrvV3q+ZrD3uck6xGgBWgAEKB7BOgQXyb8tyF/P1keuye3XY3H38ntpdx+2bHuOAf4unJ7ccz1t92+UAvsW0oAHjdAh9+k6uj7qZbH+27bOMuN6o8LY+yjXfcnXY8ALUADgADdM0DHkdgPhvz9s1QdnY3Qd6Tx+KFy//GOdb9ce/ylMde/nC6fslD/++vp8hfz4lSS1yYMiI+V+z9oebxr27peo2u5Uf0R5y4PvpwZ1+k+MWGAnnQ99T4XoAVoABCgR7zfB4b8PY6ixpfiLtQC88Cecn9vx7rjPN+4UsZfc7svXX0KQ9f6387t8yHrvL6sM9YVV+PYPmGAvqHc39XyeNe2db1G13Kj+iPey9Hy9w8bfTtOgJ50PfU+F6AFaAAQoDdYHJG9aFeby/4QoAFAgBag10gchY0rfMS5yj/K7a1Nvp/Na38I0AAgQAvQaySugxw/2BGnBcTpFjds8v1sXvtDgAYAAXqi5WfpOtAgQAvQADDTE6AJGAHa+AEAJkATMOpHgAYAAcAEDAK0+gUAARoEaPULAAI0CNDqFwAEaBCgjR8AYAI0ASNAGz8AwARoAkb9CNAAIACYgEGAVr8AIECDAK1+AUCABgFa/QKAAA0CtPEDAEyAJmAEaOMHAJgATcCoHwEaAAQAEzAI0OoXAKYiQGvaLDcBGgAEaED9GT8AwAQI6s/2A4AJENSf7QcAEyCoP9sPACZAQIAGABM4IEADgAkcUH/GDwCY1gnQdYQ114E2fgCACdAEjPoRoAFAADABgwCtfgFAgAYBWv0CgAANArT6BQABGgRo4wcAmABNwAjQxg8AMAGagFE/AjQACAAmYBCg1S8ACNAgQKtfABCgQYBWvwAgQIMAbfwAABOgCRgB2vgBACZAEzDqR4AGAAHABAwCtPoFAAEaBGj1CwDXOgBMewMBWoAGgOkJANPMBI8ALUADgAAtQCNAC9AAIEAL0AjQAjQACNACNOpHgAYAAUCABgFagAZAABCgQYAWoAFAgDbBI0AL0AAwjQHAdaBRPwI0AAgAJmAQoNUvAAjQIECrXwAQoMewJ7ejuX2e219ze6xje9Zi27YPWX+9Lee2b5XrRIAWoAFAgF4XN+T259zuy21LbjtzO5Hbo+u4PedGvN8Iz5+NGaLP2W0FaOMHAAjQ18LLuX2/8bev5va7ddyelR7vN8LzstAiQBs/AMAEOG2v/0luu8bYnvrtbbm9V4Lu0XK//rxHcjudrjwlY9iVQFZ6vO6tuZ0q64qjzQ82nldfZ9dzEaAFaAAQoFdlecztqd9+Jbcby+0HUnU0u/68F1N1WkjzaPJKz/db//vHud1Rbu/P7cIqnosALUADwBQGgFm5DvRqAvRS7fbW3M42nrfQYx19A/Sox1bW8fNEgBagAWC9A8AM/RLhh7nd1Nj+OGr8QI/w2wzll3oG3EkCdFxl4+nc3kzVaScrq3guArQADQAC9MQB+qV09ZcI45SLkz3C74Ux+nDcAN087SO257nc7knVOdtd6xj1XARoARoABOiJA3QEzLj2893lflyB4y+53dsj/MY50DvL7ftTdfm7PiE5gvFix3PvStVl7O6q/S3ux/Wqr8vtyJBl6usc9VwEaAEaAAToiQN0iKtWfFBCaITngx390TxV4mhZLk4F2dszQL+dqh9tqT826odU4mhyfDkwjnofGrL++jpHPRcBWoAGAAF6VQEaBGgBGgAEaAEaAVqABgABWoBGgJ5md6svAASAyZefletAgwC9evEF1v/K7de5HbYLACAAbL7XBwG6v2/k9ofcnklX/ngQAAgAAjQI0DURlp/P7XRut/vYARAABGgQoNvFJRvfz+2/c/uijxwABGgQoNs9nNvZ3A74qAFAgAYBul18UfCnqfqi4G4fMwAI0CBAt7szt9+m6pctfVEQAARoEKBbRFj+YW4ncrvZRwsAAjQI0O3ii4If5faT3Lb6WAFAgAYBut2Tuf0puTwdAAjQIEB32pHbsdzeLbcBAAEaBOgW+1L1oygHfIQAIECDAN0uzm9+LVVX2fiqjw8ABGgQoNt9M1XnOv8w+aIgAAjQIEC3isvTfT9Vp2zc7iMDAAEaBOh2u1P1a4I/z+1LPi4AmJ8ArWmz3Ka1/h7O7UyqLlPnFwUBYI4CNKi/tbWY289SdeTZLwoCgAAN6q/D7ak66hxfFHTUGQAEaFB/LSIs/3uqvii4T7cCgAAN6q/d7tw+StX1nRd1KQAI0KD+2h3M7Wzyi4IAIECD+uu0I7djuZ3Iba9uBAABGtRfu39J1RcF4+izLwoCgAAN6q9F/Pz2T1L1RcF/1HUAIECD+mv3jdz+kNtPk18UBAABGtRfqzhF45nc/pTbd3QXAAjQoP7afTlVXxKMLwvu0FUAIEAD7fV3ILe/5fZk8kVBABCggdb6i/Ob30zVD6PconsAQIAG2usvfoI7fhQlrrThFwUBYMoncE3TNq6F/8xtKbe7DUkAANAuvhz4bm4/y2237gAAgG6PJ5enAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACu8P8AAFNf2kjqXlUAAAAASUVORK5CYII=)

*Figure 3.2 Allocation of RUParking subsystems to hardware*

# 3.4 Persistent data management

Persistent data is the data which lives longer than a single execution of data and can reopen for future references. Persistent data must survive either a controlled shutdown or an unexpected crash. Entity objects identified in previous analysis documents would be candidates for persistent data.

**Identify Persistent Data**

In our system, entity object **Server** is the persistent data as it contains parking space availability database. This data is referred to whenever the user requests parking space availability information. This database remains in the Server after every execution and can be referred to later.

**Selecting a storage management strategy**

Storage management strategy affects the overall performance of the system and depends on various factors such as the size and type of data, information density, multiple access, etc.

In this system, the database maintains an extensive data list with small structured objects (Address, ParkingAvaialability) for real-time parking space availability. This database can be accessed by two different platforms (MobileUser and GarageOwner). Also, multiple users can concurrently access the database. Based on the specifications of our system, it is most efficient to use **relational database** as our storage management strategy. With this type of database, data can be queried for InputAddress more effectively.

# 3.5 Access control and security

The access matrix for this system is shown below:

|  |  |  |  |
| --- | --- | --- | --- |
| Objects  Actors | **Application** | **Cataloger** | **Mapper** |
| MobileUser | selectMapManagement()  selectNavigation()  getCoordinates()  update() |  | createMap()  changeView()  getAddress() |
| GarageOwner | selectStatManagement()  getCoordinates()  update() | createList()  changeRadius()  getAddress() |  |

Authentication for our software will be done at the beginning of the installation. As the user starts to install the application on a mobile phone, the application installer will request an authentication key. This key is provided to the user at the time of purchasing this application. Depending on this authentication key, the installer will differentiate between a mobile user and a garage owner in terms of authentication and access rights.

# 3.6 Global software control

The control flow of our system is procedure-driven. Our application uses a Procedure-Driven approach which can be described as follows. When the application starts, it awaits an input from the user. After getting an input, the ApplicationManagement subsystem issues a procedure call to MapManagement, StatisticsManagement or NavigationManagement depending on the user’s input. And each of these subsystems call the ClientData subsystem for data to process accordingly.

Also, note that the overall control flow of the application along with the server is actually Event-Driven, since the server will give information to the system only when the application requests data from it.

# 3.7 Boundary conditions

Boundary conditions consist of initialization, termination and exceptions handling.

Initialization:

The application is initialized when the user opens the application by clicking on the icon on a mobile phone. And the procedure is started when the user enter an address or chooses the current location. Which is described in our InputAddress usecase.

Termination:

The application is terminated when the user has reached the destination parking spot or prefers to have no further use for the application and presses the exit button on the phone. In this case, the file containing the data in the phone memory will be erased.

Exceptional Cases:

1. Internet Failure: if this connection is lost before ApplicationManagement control fetches data from the server, the application will need to wait for the connection to be fixed and the user should retry at a later time. If the connection is lost after the fetching, the application will work until the user requests an Update. At this point the Update usecase will be problematic and again the user will have to retry later.
2. Server Failure: In this case the application will not work since there will not be any persistent data on the phone. So, the application will remain idle until reconnected with the server and after that, it will get data and continue with the procedure.

4. Subsystem services

**Package phoneinterface**

Provides an interface between the user and other subsystems in the application logic layer.

**See:**   
          [**Description**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\package-summary.html#package_description)

|  |  |
| --- | --- |
| **Class Summary** | |
| [**AddressField**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\AddressField.html) | This class consists of a text field for the user to provide the destination address to the system. |
| [**Buttons**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\Buttons.html) | This class is the base class which describes the template for all the buttons. |
| [**Display**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\Display.html) | This class handles the display functions required to display contents on the screen. |

**Package phoneinterface Description**

Provides an interface between the user and other subsystems in the application logic layer. Contains the classes AddressFields, Buttons and Display. AddressFields class provides a text field where the user can type in the destination address. Buttons class is the base class which is inherited by classes which each provide a seperate functionality when clicked. Display class provides a display for the maps and the statistics which are seen by the user.

**phoneinterface   
Class AddressField**

java.lang.Object

**phoneinterface.AddressField**

public class **AddressField**

extends java.lang.Object

This class consists of a text field for the user to provide the destination address to the system. The text field takes an input of type String. The input from the user is the parameter sent to the Application Management subsystem. \* It belongs to the input terminal subsystem which is the interface between the user and the application.

**Version:**1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**AddressField**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\AddressField.html#AddressField%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| void | [**createForm**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\AddressField.html#createForm%28%29)()            Generates the input text field that is displayed when the user starts the application. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**AddressField**

public **AddressField**()

|  |
| --- |
| **Method Detail** |

**createForm**

public void **createForm**()

throws IOException

Generates the input text field that is displayed when the user starts the application.

**Parameters:**

desination\_address - a String storing the destination address

**Throws:**

IOException - if the input format is incorrect

**phoneinterface   
Class Buttons**

java.lang.Object

**phoneinterface.Buttons**

public class **Buttons**

extends java.lang.Object

This class is the base class which describes the template for all the buttons. It is inherited by all the subclass buttons each of which provide a different service to the user. It belongs to the input terminal subsystem which is the interface between the user and the application.

**Version:**

1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**Buttons**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\Buttons.html#Buttons%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| void | [**submit**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\Buttons.html#submit%28%29)()            This function in the superclass Button calls the Application Management subsystem. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**Buttons**

public **Buttons**()

|  |
| --- |
| **Method Detail** |

**submit**

public void **submit**()

This function in the superclass Button calls the Application Management subsystem.

**phoneinterface   
Class Display**

java.lang.Object

View

**phoneinterface.Display**

public class **Display**

extends View

This class handles the display functions required to display contents on the screen. This class depends on the underlying hardware of the system which could be a mobile device or a personal computer. It extends the base class View which is specified in the Android API.

**Version:**

1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**Display**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\Display.html#Display%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| void | [**displayMaps**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\Display.html#displayMaps%28%29)()            Displays the colored map containing parking information on the screen. |
| void | [**displayStats**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\phoneinterface\Display.html#displayStats%28%29)()            Displays the list of parking information on the screen. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**Display**

public **Display**()

|  |
| --- |
| **Method Detail** |

**displayMaps**

public void **displayMaps**()

Displays the colored map containing parking information on the screen.

**displayStats**

public void **displayStats**()

Displays the list of parking information on the screen.

**Package applicationmanagement**

Provides an interface between the PhoneInterface subsystem and other subsystems in the application logic layer.

**See:**   
          [**Description**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\package-summary.html#package_description)

|  |  |
| --- | --- |
| **Class Summary** | |
| [**Application**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\Application.html) | This class manages the control processes in the Application Management subsystem. |

**Package applicationmanagement Description**

Provides an interface between the PhoneInterface subsystem and other subsystems in the application logic layer. Responsible for access control and delegation of control to other subsystems. Contains a class application which takes the destination address as input parameter, converts this address into gps coordinates and then activates other subsystems depending on its functionality.

**applicationmanagement   
Class Application**

java.lang.Object

**applicationmanagement.Application**

public class **Application**

extends java.lang.Object

This class manages the control processes in the Application Management subsystem. It is called by the ActionListener functions implemented by the buttons which pass the user inputs to this class. The class triggers the correct control subsystem depending on this input.

**Version:**

1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**Application**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\Application.html#Application%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| float | [**getCordinates**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\Application.html#getCordinates%28%29)()            Returns coordinates that can then be used by ParkingDatabase subsystems. |
| float | [**getCordinates**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\Application.html#getCordinates%28java.lang.String%29)(java.lang.String destination\_address)            Returns coordinates that can then be used by ParkingDatabase subsystems. |
| void | [**selectMapManagement**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\Application.html#selectMapManagement%28%29)()            This function contains the decision logic to be executed for delegation of control in the application. |
| void | [**selectNavigatorManagement**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\Application.html#selectNavigatorManagement%28%29)()            This function contains the decision logic to be executed for delegation of control in the application. |
| void | [**selectStatManagement**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\Application.html#selectStatManagement%28%29)()            This function contains the decision logic to be executed for delegation of control in the application. |
| void | [**update**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\applicationmanagement\Application.html#update%28%29)()            Updates the information file stored on the client machine. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**Application**

public **Application**()

|  |
| --- |
| **Method Detail** |

**getCordinates**

public float **getCordinates**(java.lang.String destination\_address)

Returns coordinates that can then be used by ParkingDatabase subsystems. The destination\_argument must have address in a specific format.

This method uses the Google API

**Parameters:**

desination\_address - a String storing the destination address

**Returns:**

coordinates a float value corresponding to the GPS coordinates of destination address

**getCordinates**

public float **getCordinates**()

Returns coordinates that can then be used by ParkingDatabase subsystems. This function is called when currentAddress Button is clicked by the user.

This function uses the Android phone GPS.

**Parameters:**

desination\_address - a String storing the destination address

**Returns:**

coordinates a float value corresponding to the GPS coordinates of destination address

**selectMapManagement**

public void **selectMapManagement**()

This function contains the decision logic to be executed for delegation of control in the application.

**Parameters:**

type - an object of class Button

**selectStatManagement**

public void **selectStatManagement**()

This function contains the decision logic to be executed for delegation of control in the application.

**Parameters:**

type - an object of class Button

**selectNavigatorManagement**

public void **selectNavigatorManagement**()

This function contains the decision logic to be executed for delegation of control in the application.

**Parameters:**

type - an object of class Button

**Update**

public void **update**()

Updates the information file stored on the client machine. It delegates control to respective classes.

**Package mapmanagement**

Generates colored map with parking spot information.

**See:**   
          [**Description**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\package-summary.html#package_description)

|  |  |
| --- | --- |
| **Class Summary** | |
| [**Mapper**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\Mapper.html) | This class creates the map which is to be displayed on the screen. |
| [**Painter**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\Painter.html) | This class converts the relevance factor to a matching color. |

**Package mapmanagement Description**

Generates colored map with parking spot information. Gets activated by the Application Management subsystem which passes the address coordinates. Contains classes Mapper and Painter which use the parking information file to create relevant maps. Activates the PhoneInterface subsystem which then displays the map.

**mapmanagement   
Class Mapper**

java.lang.Object

**mapmanagement.Mapper**

public class **Mapper**

extends java.lang.Object

This class creates the map which is to be displayed on the screen.

**Version:**

1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**Mapper**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\Mapper.html#Mapper%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| int | [**changeView**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\Mapper.html#changeView%28int%29)(int typeView)            Returns address that can then be displayed by the Lister. |
| void | [**createMap**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\Mapper.html#createMap%28SensorData%29)(SensorData place)            Creates the map to be displayed to the user. |
| java.lang.String | [**getAddress**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\Mapper.html#getAddress%28SensorData%29)(SensorData place)            Returns address that can then be displayed by the Cataloger. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**Mapper**

public **Mapper**()

|  |
| --- |
| **Method Detail** |

**createMap**

public void **createMap**(SensorData place)

Creates the map to be displayed to the user. It interfaces with the Google API to generate the relevant map.

**Parameters:**

place - is an object of type SensorData containing the location of the each parking spot.

**changeView**

public int **changeView**(int typeView)

Returns address that can then be displayed by the Lister. This function will call the createList function in the Lister class.

**Parameters:**

typeView - integer which contains an integer corresponding to the type of map.

**Returns:**

typeView integer which contains an integer corresponding to the type of map.

**getAddress**

public java.lang.String **getAddress**(SensorData place)

Returns address that can then be displayed by the Cataloger.

**Parameters:**

place - object containing the information corresponding to location of the parking spot.

**Returns:**

address a String corresponding to the list of address to be displayed.

**mapmanagement   
Class Painter**

java.lang.Object

**mapmanagement.Painter**

public class **Painter**

extends java.lang.Object

This class converts the relevance factor to a matching color.

**Version:**

1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**Painter**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\Painter.html#Painter%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| java.lang.String | [**colorMap**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\mapmanagement\Painter.html#colorMap%28SensorData%29)(SensorData place)            Decides the color which is to be displayed to the for every location on the map based on its relevance factor. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**Painter**

public **Painter**()

|  |
| --- |
| **Method Detail** |

**colorMap**

public java.lang.String **colorMap**(SensorData place)

Decides the color which is to be displayed to the for every location on the map based on its relevance factor.

**Parameters:**

place - is an object of type SensorData containing the location of the each parking spot.

**Returns:**

color String indicating which color the location should be displayed in

**Package statisticsmanagement**

Generates detailed list with parking spot information.

**See:**   
          [**Description**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\statisticsmanagement\package-summary.html#package_description)

|  |  |
| --- | --- |
| **Class Summary** | |
| [**Cataloger**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\statisticsmanagement\Cataloger.html) | This class implements all the functions needed to generate the list of statistics for the user. |

**Package statisticsmanagement Description**

Generates detailed list with parking spot information. Gets activated by the Application Management subsystem which passes the address coordinates. Contains class Cataloger which generates a list of parking spots closest to the destination address . Activates the PhoneInterface subsystem which displays the list.

**statisticsmanagement   
Class Cataloger**

java.lang.Object

**statisticsmanagement.Cataloger**

public class **Cataloger**

extends java.lang.Object

This class implements all the functions needed to generate the list of statistics for the user. The list contains the address of a street and the number of parking spots available on that street. Also a factor indicating the relevance of the information shown will be displayed.

**Version:**

1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**Cataloger**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\statisticsmanagement\Cataloger.html#Cataloger%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| void | [**changeRadius**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\statisticsmanagement\Cataloger.html#changeRadius%28float%29)(float radius)            Returns address that can then be displayed by the Lister. |
| void | [**createList**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\statisticsmanagement\Cataloger.html#createList%28float%29)(float radius)            This function will generate a list containing parking spot information in the given radius. |
| java.lang.String | [**getAddress**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\statisticsmanagement\Cataloger.html#getAddress%28SensorData%29)(SensorData place)            Returns address that can then be displayed by the Lister. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**Cataloger**

public **Cataloger**()

|  |
| --- |
| **Method Detail** |

**getAddress**

public java.lang.String **getAddress**(SensorData place)

Returns address that can then be displayed by the Lister.

**Parameters:**

place - is an object of type SensorData containing the location of the each parking spot.

**Returns:**

address a String corresponding to the list of address to be displayed.

**changeRadius**

public void **changeRadius**(float radius)

Returns address that can then be displayed by the Lister. This function will call the createList function in the Lister class.

**Parameters:**

radius - a float value storing the range of distance to be considered.

**createList**

public void **createList**(float radius)

This function will generate a list containing parking spot information in the given radius.

**Parameters:**

radius - a float value storing the range of distance to be considered.

**Package navigationmanagement**

Provides route to the selected destination address.

**See:**   
          [**Description**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\navigationmanagement\package-summary.html#package_description)

|  |  |
| --- | --- |
| **Class Summary** | |
| [**Navigator**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\navigationmanagement\Navigator.html) | This class provides the route to guide the user from his current location to the destination parking spot. |

**Package navigationmanagement Description**

Provides route to the selected destination address. Contains class Navigator which uses Google API's to calculate the route information. Activates the PhoneInterface subsystem which then displays this information.

**navigationmanagement   
Class Navigator**

java.lang.Object

**navigationmanagement.Navigator**

public class **Navigator**

extends java.lang.Object

This class provides the route to guide the user from his current location to the destination parking spot.

**Version:**

1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**Navigator**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\navigationmanagement\Navigator.html#Navigator%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| void | [**requestNavigation**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\navigationmanagement\Navigator.html#requestNavigation%28SensorData,%20SensorData%29)(SensorData start, SensorData destination)            Generates navigation information for the user to the destination parking spot. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**Navigator**

public **Navigator**()

|  |
| --- |
| **Method Detail** |

**requestNavigation**

public void **requestNavigation**(SensorData start,

SensorData destination)

Generates navigation information for the user to the destination parking spot. The function uses the Google Maps API's to get this information. This information is then set to the Output Terminal to be displayed on the screen.

**Parameters:**

start - object containing the information corresponding to location of the parking spot.

destination - object containing the information corresponding to location of the parking spot.

**Package parkingdatabase**

Provides parking information to the File subsystem.

**See:**   
          [**Description**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\parkingdatabase\package-summary.html#package_description)

|  |  |
| --- | --- |
| **Class Summary** | |
| [**database**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\parkingdatabase\database.html) | This class provides the interface between the Server and the application. |

**Package parkingdatabase Description**

Provides parking information to the File subsystem. Contains class Database which maintains the updated list of all parking information. Accepts queries from the Application Management subsystem and returns relevant information to it.

**parkingdatabase   
Class database**

java.lang.Object

**parkingdatabase.database**

public class **database**

extends java.lang.Object

This class provides the interface between the Server and the application.

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**database**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\parkingdatabase\database.html#database%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| SensorData | [**submitAddressToServer**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\parkingdatabase\database.html#submitAddressToServer%28float%29)(float coordinates)            Returns the updated file depending on the input coordinates. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**database**

public **database**()

|  |
| --- |
| **Method Detail** |

**submitAddressToServer**

public SensorData **submitAddressToServer**(float coordinates)

Returns the updated file depending on the input coordinates.

**Parameters:**

coordinates - of the specified address

**Package clientdata**

Contains relevant parking informaton for each application.

**See:**   
          [**Description**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\clientdata\package-summary.html#package_description)

|  |  |
| --- | --- |
| **Class Summary** | |
| [**SensorData**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\clientdata\SensorData.html) | This class contains the parking spot information on the phone. |

**Package clientdata Description**

Contains relevant parking informaton for each application. Accessed by the Application Management subsystem.

**clientdata   
Class SensorData**

java.lang.Object

**clientdata.SensorData**

public class **SensorData**

extends java.lang.Object

This class contains the parking spot information on the phone. It contains an object Loc which has three variables corresponding to the location and relevance of the parking spot.

**Version:**

1.0

|  |  |
| --- | --- |
| **Constructor Summary** | |
| [**SensorData**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\clientdata\SensorData.html#SensorData%28%29)() |  |

|  |  |
| --- | --- |
| **Method Summary** | |
| [SensorData](file:///C:\\Users\\Samson\\Desktop\\RU%20Parking\\docs\\clientdata\\SensorData.html" \o "class in clientdata) | [**getMapData**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\clientdata\SensorData.html#getMapData%28int%29)(int typeView)            Returns data to the mapmanagement subsystem depending on the view selected. |
| [SensorData](file:///C:\\Users\\Samson\\Desktop\\RU%20Parking\\docs\\clientdata\\SensorData.html" \o "class in clientdata) | [**getStatData**](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\clientdata\SensorData.html#getStatData%28int%29)(int typeRadius)            Returns data to the statisticsmanagement subsystem depending on the radius specified. |

|  |
| --- |
| **Methods inherited from class java.lang.Object** |
| clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait |

|  |
| --- |
| **Constructor Detail** |

**SensorData**

public **SensorData**()

|  |
| --- |
| **Method Detail** |

**getMapData**

public [SensorData](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\clientdata\SensorData.html) **getMapData**(int typeView)

Returns data to the mapmanagement subsystem depending on the view selected.

**Parameters:**

typeView - integer which contains an integer corresponding to the type of map.

**Returns:**

SensorData object containing the information corresponding to location of the parking spot.

**getStatData**

public [SensorData](file:///C:\Users\Samson\Desktop\RU%20Parking\docs\clientdata\SensorData.html) **getStatData**(int typeRadius)

Returns data to the statisticsmanagement subsystem depending on the radius specified.

**Parameters:**

typeRadius - a float value storing the range of distance to be considered.

**Returns:**

SensorData object containing the information corresponding to location of the parking spot.