**Project: General Hospital Pre-Triage Application**

* [MS1 V1.0 due March 16th](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#milestone-1)
* [MS2 V1.0 due March 22nd](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#milestone-2)
* [MS3 V1.0 due March 27th](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#milestone-3)
* [MS4 V1.0 due April 2nd](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#milestone-4)
* [MS5 V0.8 (Final Milestone) due Apr 11th](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#milestone-5) Preview Version  
  [submission details](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#ms5-submission-and-the-due-date)  
  [initialization sample](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#pretriage-constructor)  
  [V1.0 open submission and execution samples](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#ms5-submission-and-the-due-date)

Because of the pandemic and prevention of the spread of COVID19, hospitals need to screen the patients and separate those in need of COVID-test from others. This has to be done in an orderly fashion by letting the patients know what is the expected wait time and let them know when they can be admitted to prevent lineups.

Your task is to help complete the implementation of the Pre-Triage application that does the above.

**The Pre-Triage Application**

The application starts by displaying a simple menu with three options:

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

>

**Register**

The register option is selected to screen patients before getting into the hospital. The user can select between a COVID Test or Triage.

COVID test is selected if the patient is at the hospital for a COVID Test. In this case, the patient's name and OHIP number are entered and then a ticket will be printed with a call number and estimated time of admission for the patient.

If Triage is selected then in addition to the patient's name and OHIP number, the symptoms of the patient are entered. Then a ticket for Triage is printed with an estimated time of admission.

**Admit**

Admit is selected when the COVID Test area or the Triage section is ready to accept a patient. After selecting COVID or Triage, the patient with the next ticket in line will be called. Based on the time of the call, the average wait time for the next patient for that lineup (COVID or Triage) will be updated.

**Milestones due dates**

The project will be done in 4 or 5 milestones and each milestone will have its due date. The due date of each milestone will be announced when it is published, and it is based on the amount of work to be done for that milestone.

**Final project mark**

Only the last milestone of the project is evaluated and the other milestones are to make sure you are on track and not making any irreversible mistakes.

Although the due dates for the milestones are not firm (it is ok to be a few days early or late) but regular submission of the milestones is mandatory and holds 25% of the final mark. For example, if you submit all your milestones one week before the final due date of the project you will lose the 25% mark.

**Your project will receive a mark of zero if all the milestones are not submitted by the rejection date stated for the milestones**

You can check the due date of each milestone using the -due flag in the submission command:

~profname.proflastname/submit 2??/prj/m? -due

* replace **2??** with the subject code
* replace **m?** with the milestone number

**Citation, Sources**

When submitting your work, all the files submitted should carry full student information along with the "citation and sources" information. See the following example:

/\* Citation and Sources...

Final Project Milestone ?

Module: Whatever

Filename: Whatever.cpp

Version 1.0

Author John Doe

Revision History

-----------------------------------------------------------

Date Reason

2020/?/? Preliminary release

2020/?/? Debugged DMA

-----------------------------------------------------------

I have done all the coding by myself and only copied the code

that my professor provided to complete my workshops and assignments.

-----------------------------------------------------------

OR

-----------------------------------------------------------

Write exactly which part of the code is given to you as help and

who gave it to you, or from what source you acquired it.

-----------------------------------------------------------\*/

**Compiling and Testing Your Program**

All your code should be compiled using this command on matrix:

g++ -Wall -std=c++11 -g -o ws file1.cpp file2.cpp ...

* -Wall: the compiler will report all warnings
* -std=c++11: the code will be compiled using the C++11 standard
* -g: the executable file will contain debugging symbols, allowing *valgrind* to create better reports
* -o ws: the compiled application will be named ws

After compiling and testing your code, run your program as following to check for possible memory leaks (assuming your executable name is ws):

valgrind ws

To check the output, use a program that can compare text files. Search online for such a program for your platform, or use *diff* available on matrix.

Note: All the code written in the project must be implemented in the **sdds** namespace.

**Project Implementation notes: *Very Important, read carefully***

* All the code written in this project should be within the namespace sdds.
* You are free and encouraged to add any member variables, functions and member functions you find necessary to complete your code. If you are not sure about your strategy for adding functionalities and properties to your classes, ask your professor for advice.
* A module called **utils** is added to the project with one function that can be used in your implementation. You can add any custom code of your own to the **utils** module to be used throughout the project. Also, because the application works with real system time, for debugging purposes a global **sdds::debug** flag is added to the utils module. (see utils and Time module for more information)  
  You could use this flag for your own debugging messages also. **utils.h** will be included in all the unit tests of the milestones.

Note that all the debugging code and debugging comments must be removed before submission.

* Unless you are asked for a specific definition, name the variables, and functions yourself. Use proper names and follow the naming conventions instructed by your professor. Having meaningless and misleading names will attract a penalty.
* Throughout the project, if any class is capable of displaying or writing itself, the member function will always have the following signature: The function will return a reference of an **ostream** and will receive a reference of an "ostream" as an argument.
* Throughout the project, if any class is capable of reading or receiving its content from a stream, the member function will always have the following signature: The function will return a reference of an **istream** and will receive a reference on an **istream** as an argument.
* When creating methods (member functions) make sure to make them constant if in their logic, they are not modifying their class.
* When passing an object or variable by address or reference, if they are not to be modified, make sure they are passed as constant pointers and references.
* If an Empty state is required for an object, it is considered to be an “invalid” empty state, and objects in this state should be rendered unusable.

**Milestone 1**

**utils Module**

**getInt()**

Add the following functions to the utils module:

int getInt(

const char\* prompt = nullptr // User entry prompt

);

This function performs a fool-proof integer entry from the console.

If the prompt is not null, it is displayed before the entry as a prompt (only once).

If the user enters an invalid integer, the message "Bad integer value, try again: " is displayed until the user enters a valid integer value.

If after a valid integer value any character other than a **New Line** is entered, then the message "Enter only an integer, try again: " is displayed until the user enters only an integer value at the entry.

The entered value is returned at the end.

int getInt(

int min, // minimum acceptable value

int max, // maximum acceptable value

const char\* prompt = nullptr, // User entry prompt

const char\* errorMessage = nullptr, // Invalid value error message

bool showRangeAtError = true // display the range if invalud value entered

);

This function performs a fool-proof integer entry from the console.

This function works exactly like the previous getInt function with the following additional features.

The range of the valid entry is checked after a valid integer is received.

If the value is out of the range specified by the **min** and **max** arguments, the function will keep trying to get a proper value until the user enters it correctly.

After each invalid entry, the errorMessage is displayed only if the errorMessage is not null.

After each invalid entry, the range of valid entry is displayed in the following format only if the showRangeAtError argument is true:

"[MM <= value <= XX]"

* MM is replaced with the min argument value
* XX is replaced with the max argument value

**getInt unit test**

void getIntTester() {

cout << "getInt tester:" << endl;

cout << "Enter 11: ";

cout << getInt() << endl << endl;

cout << "Enter the following values at the prompt: " << endl;

cout << "abc<ENTER>" << endl;

cout << "9abc<ENTER>" << endl;

cout << "9 <ENTER> (there is a space after 9)" << endl;

cout << "9<ENTER>" << endl;

cout << getInt("> ") << endl << endl;

cout << "Enter the following values at the prompt: " << endl;

cout << "abc<ENTER>" << endl;

cout << "9<ENTER>" << endl;

cout << "10<ENTER>" << endl;

cout << "21<ENTER>" << endl;

cout << "21 <ENTER> (there is a space after 21)" << endl;

cout << "20<ENTER>" << endl;

getInt(10, 20, "> ", "Value must be between 10 and 20: ", false);

cout << "last value entered: " << getInt(10, 20, "> ", "Invalid value, retry ") << endl;

}

**getIntTester output**

getInt tester:

Enter 11: 11

11

Enter the following values at the prompt:

abc<ENTER>

9abc<ENTER>

9 <ENTER> (there is a space after 9)

9<ENTER>

> abc

Bad integer value, try again: 9abc

Enter only an integer, try again: 9

Enter only an integer, try again: 9

9

Enter the following values at the prompt:

abc<ENTER>

9<ENTER>

10<ENTER>

21<ENTER>

21 <ENTER> (there is a space after 21)

20<ENTER>

> abc

Bad integer value, try again: 9

Value must be between 10 and 20: 10

> 21

Invalid value, retry [10 <= value <= 20]: 21

Enter only an integer, try again: 20

last value entered: 20

**getcstr()**

char\* getcstr(

const char\* prompt = nullptr, // User entry prompt

std::istream& istr = std::cin, // the Stream to read from

char delimiter = '\n' // Delimiter to mark the end of data

);

Prompts the user for the entry if the prompt argument is not null.

Receives an unknown size string from the istream object and allocates a dynamic Cstring to the size of the string and copies the value of the string into it. (Make sure null termination is put into account when setting the size)

In the end, it will return the dynamically allocated memory.

Optional Challenge: Implement this without using the C++ **string** class. (Make sure to notify your professor of the implementation in your final project reflection)

**getcstr unit test**

void getcstrTester() {

char\* cstr;

cout << "Copy and past the following at the prompt:" << endl;

cout << "If you didn't care what happened to me, "

"And I didn't care for you, "

"We would zig zag our way through the boredom and pain, "

"Occasionally glancing up through the rain. "

"Wondering which of the brothers to blame. "

"And watching for pigs on the wing." << endl;

cstr = getcstr("Paste here /> ");

cout << cstr << endl;

delete[] cstr;

}

**getcstrTester output**

Copy and paste the following at the prompt:

If you didn't care what happened to me, And I didn't care for you, We would zig zag our way through the boredom and pain, Occasionally glancing up through the rain. Wondering which of the brothers to blame. And watching for pigs on the wing.

Paste here /> If you didn't care what happened to me, And I didn't care for you, We would zig zag our way through the boredom and pain, Occasionally glancing up through the rain. Wondering which of the brothers to blame. And watching for pigs on the wing.

you entered:

If you didn't care what happened to me, And I didn't care for you, We would zig zag our way through the boredom and pain, Occasionally glancing up through the rain. Wondering which of the brothers to blame. And watching for pigs on the wing.

**Time Module**

The time module is designed to:

* read and write time values.
* measure the passage of time by doing basic arithmetic operations

The time module only holds the time in minutes but will display and read the time in the following format:

HH:MM

For example, when the Time object holds the value 125, it will display **02:05**. Likewise if the time **13:55** is read by the Time object from a stream, **835** is stored in the object (i.e. 13x60+55). Note that since the Time object is also used for the passage of time, there is no limit to the number of hours and minutes and they may pass 24 and 60 if needed.

Note: **125:15** is a valid time that means **125** hours and **15** minutes also **0:96** is a valid entry and it is displayed as: **01:36** that is **1** hour and **36** minutes

Complete the implementation of the Time class with the following mandatory specs:

namespace sdds {

class Time {

unsigned int m\_minutes;

public:

Time& setToNow();

Time(unsigned int minutes = 0);

std::ostream& write(std::ostream& ostr) const;

std::istream& read(std::istream& istr);

Time& operator-=(const Time& D);

Time operator-(const Time& D)const;

Time& operator+=(const Time& D);

Time operator+(const Time& D)const;

Time& operator=(unsigned int val);

Time& operator \*= (unsigned int val);

Time& operator /= (unsigned int val);

Time operator \*(unsigned int val)const;

Time operator /(unsigned int val)const;

operator unsigned int()const;

operator int()const;

};

Time& setToNow();

setToNow, sets the **Time** to the current time using **sdds::getTime()** (available in **utils** module) and then returns the reference of the current object.

Note that if the **sdds::debug** is set to true, the **getTime()** function will receive the time from the user instead. This will be used for debugging purposes and when submitting your work through the submitter program.

**Time::Time**

Time(unsigned int min = 0);

Constructs the Time by setting the number of minutes held in the object or set the time to zero by default.

**Time::write**

std::ostream& write(std::ostream& ostr) const;

Writes the time into a stream in HH:MM format padding the spaces with zero if the numbers are single digit (examples 03:02, 16:55 234:06 )

**Time::read**

std::istream& read(std::istream& istr);

Reads the time from a stream in H:M format. It makes sure that the two integers (hours and minute) are greater than zero and separated by ":", otherwise it will set the **istream** object to a [failure state](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#setting-istream-to-a-fail-state).

This function does not react to any invalid data, instead, it will work exactly how istream works; *It will put the istream in a failure state if anything goes wrong* by following these steps:

* reads the integer for the hours using **istr** and if the value is negative, it sets [the istream object to a failure state](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#setting-istream-to-a-fail-state).
* reads one character and makes sure it is **':'**. If it is not **':'**, it will set [the istream object to a failure state](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#setting-istream-to-a-fail-state).
* reads the integer for the minutes using **istr** and if the value is negative, it [sets the istream object to a failure state](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#setting-istream-to-a-fail-state).

**setting istream to a fail state**

To set the istream to a fail state manually call the following method of istream:

setstate(ios::failbit);

Note: Do not clear or flush the **istream** object since this method complies with the **istream** standards. The caller of this function may check the state of the **istream** object to make sure that the read was successful if needed.

**Time basic arithmetic operations**

All the implemented basic arithmetic operations on **Time** are done exactly as it is defined in math except for the subtraction:

**Time::operator-=**

Design the subtraction in the **Time** as if you are turning a 24-hour clock backwards:

Time& operator-= (const Time& D);

Calculates the time difference between the current time and the incoming argument Time **D** and the returns the reference of the left operand object. Note that the difference can never be a negative value:  
23:00 -= 9:00 will be **14:00**.  
18:00 -= 16:00 will be **2:00**.  
1:00 -= 22:00 will be **3:00**. ((**1:00** + 24:00) - **22:00**)  
Also:  
1:00 -= 46:00 will be **3:00**. ((**1:00** + 24:00 + 24:00) - **46:00**)  
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**Time::operator-**

Time operator-(const Time& D)const;

Works exactly like the operator-= but without side-effect. This operator will not modify the left operand and returns a **Time** object that is the result of the calculation.

**Time::operator+=**

Time& operator+=(const Time& D);

Add the minute value of the right operand to the value of the left operand and then returns the reference of the left operand.

**Time::operator+**

Time operator+(const Time& D)const;

Creates a Time object with the minute value that is the sum of the minute values of the left and right operands and then returns it.

**Time::operator=**

Time& operator=(unsigned int val);

Sets the minute value of the left operand to the value of the right operand and then returns the reference of the left operand.

**Time::operator\*=**

Time& operator \*= (unsigned int val);

Multiplies the minutes' value of the left operand by the value of the right operand and then returns the reference of the left operand.

**Time::operator\***

Time operator \*(unsigned int val)const;

Creates a **Time** object with the minutes value being the product of the minutes' value of the left operand by the value of the right operand and returns the object.

**Time::operator/=**

Time& operator /= (unsigned int val);

Divides the minutes' value of the left operand by the value of the right operand and then returns the reference of the left operand.

**Time::operator/**

Time operator /(unsigned int val)const;

Creates a **Time** object with the minutes value being the division of the minutes' value of the left operand by the value of the right operand and returns the object.

**Time::operator int**

operator int()const;

When the time is cast to an integer, it will return the number of minutes as an integer.

**Time::operator unsigned int**

operator unsigned int()const;

When the time is cast to an unsigned integer, it will return the number of minutes.

operator<<

Overload the insertion operator to be able to insert a Time object into an ostream object

operator>>

Overload the extraction operator to be able to extract data from an istream object into the Time object

**Time unit test**

void timeTester() {

Time D(1385u), C(65u), E;

cout << "E: " << E << endl;

cout << "D: " << D << endl;

cout << "C: " << C << endl;

cout << " D C D-=C" << endl;

cout << D << " -= " << C << " = ";

cout << (D -= C) << endl << endl;

cout << " C D C-=D" << endl;

cout << C << " -= " << D << " = ";

cout << (C -= D) << endl << endl;

cout << " C D C+=D" << endl;

cout << C << " += " << D << " = ";

cout << (C += D) << endl << endl;

cout << " C = 245u" << endl;

cout << "C: " << (C = 245u) << endl << endl;

cout << " D = 2760u" << endl;

cout << "D: " << (D = 2760u) << endl << endl;

cout << " E = C + D" << endl;

E = C + D;

cout << E << " = " << C << " + " << D << endl << endl;

cout << " E = C - D" << endl;

E = C - D;

cout << E << " = " << C << " - " << D << endl << endl;

cout << "C: " << C << endl;

cout << " C \*= 2u;" << endl << "C: ";

cout << (C \*= 2u) << endl;

cout << " C \*= 12u" << endl << "C: ";

cout << (C \*= 12u) << endl << endl;

cout << " C = 245u" << endl;

cout << "C: " << (C = 245u) << endl << endl;

cout << " E = C \* 2u" << endl;

E = C \* 2u;

cout << E << " = " << C << " \* 2u" << endl << endl;

cout << " E = C \* 12u" << endl;

E = C \* 12u;

cout << E << " = " << C << " \* 12u" << endl << endl;

cout << "C: " << C << endl;

cout << " C /= 2u;" << endl << "C: ";

cout << (C /= 2u) << endl;

cout << " C = 245u" << endl;

cout << "C: " << (C = 245u) << endl << endl;

cout << " E = C / 2u" << endl;

E = C / 2u;

cout << E << " = " << C << " / 2u" << endl << endl;

cout << "E: " << E << endl;

cout << "D: " << D << endl;

cout << "C: " << C << endl << endl;

cout << "Enter the following values at the prompt:" << endl;

cout << "aa:bb<ENTER>" << endl;

cout << "12,12<ENTER>" << endl;

cout << "-12:12<ENTER>" << endl;

cout << "12:-12" << endl;

cout << "12:12" << endl;

cout << "Please enter the time (HH:MM): ";

bool done;

do {

done = true;

cin >> E;

if (cin.fail()) {

cin.clear();

cin.ignore(1000, '\n');

done = false;

cout << "Bad time entry, retry (HH:MM): ";

}

} while (!done);

cout << "you entered: " << E << endl << endl;

cout << "Enter 100:100 at the prompt: " << endl;

sdds::debug = true;

E.setToNow();

cout << E << endl;

sdds::debug = false;

cout << "The actual system time is: " << Time().setToNow() << endl;

}

**Time unit test output**

E: 00:00

D: 23:05

C: 01:05

D C D-=C

23:05 -= 01:05 = 22:00

C D C-=D

01:05 -= 22:00 = 03:05

C D C+=D

03:05 += 22:00 = 25:05

C = 245u

C: 04:05

D = 2760u

D: 46:00

E = C + D

50:05 = 04:05 + 46:00

E = C - D

06:05 = 04:05 - 46:00

C: 04:05

C \*= 2u;

C: 08:10

C \*= 12u

C: 98:00

C = 245u

C: 04:05

E = C \* 2u

08:10 = 04:05 \* 2u

E = C \* 12u

49:00 = 04:05 \* 12u

C: 04:05

C /= 2u;

C: 02:02

C = 245u

C: 04:05

E = C / 2u

02:02 = 04:05 / 2u

E: 02:02

D: 46:00

C: 04:05

Enter the following values at the prompt:

aa:bb<ENTER>

12,12<ENTER>

-12:12<ENTER>

12:-12

12:12

Please enter the time (HH:MM): aa:bb

Bad time entry, retry (HH:MM): 12,12

Bad time entry, retry (HH:MM): -12:12

Bad time entry, retry (HH:MM): 12:-12

Bad time entry, retry (HH:MM): 12:12

you entered: 12:12

Enter 100:100 at the prompt:

Enter current time: 100:100

101:40

The actual system time is: 11:46

Note: the last value **11:46** changes based on the system's time.

**MS1 Submission and the due date**

Milestone 1 suggested due date is on March 16th.

If you would like to successfully complete the project and be on time, try to meet all the due dates of the milestones.

Upload your source code and the tester program (**utils.cpp, utils.h, Time.cpp, Time.h and ms1Tester.cpp**) to your matrix account. Compile and run your code using the g++ compiler as shown above and make sure that everything works properly.

Then, run the following command from your account (replace profname.proflastname with your professor’s Seneca userid):

~profname.proflastname/submit 2??/prj/m1

and follow the instructions.

* *2??* is replaced with your subject code

**Milestone 2**

**Menu Module**

Menu class encapsulates a menu and provides selection functionality for the caller program.

class Menu{

char\* m\_text; // holds the menu content dynamically

int m\_noOfSel; // holds the number of options displayed in menu content

void display()const;

public:

Menu(const char\* MenuContent, int NoOfSelections);

virtual ~Menu();

int& operator>>(int& Selection);

// add safe copying logic

};

Menu(const char\* MenuContent, int NoOfSelections);

Dynamically allocates memory to hold the content pointed by **m\_text**. Also keeps the number of Selections in **m\_noOfSel**.

~Menu();

Deallocates the dynamically allocated memory.

Copy and assignment

Make sure the Menu can be safely copied but **not** be able to be assigned to another Menu object.

display

Displays the Menu content and then in a new line, it displays:

0- Exit

<NEWLINE>

int& operator>>(int& Selection);

The member insertion operator first calls the display function and then receives the user's selection as an integer value using the **getInt()** function in **utils** module. The integer reference **selection** argument is then set to this value and returned.  
Make sure that the entered value is validated as an integer and also the value should be between 0 and **m\_noOfSel**.  
If the above conditions are not met, a proper error message should be displayed and re-entry requested(see below)

Assuming that the menu content is set to:"Tester Options menu:\n1- Option one\n2- Option two\n3- Option three" and the number of selections is set to 3 the **operator>>** should run like this:

Tester Options menu:

1- Option one

2- Option two

3- Option three

0- Exit

> -1

Invalid option [0 <= value <= 3]: 4

Invalid option [0 <= value <= 3]: 2

**Menu Tester program execution sample (menuTester.cpp)**

Tester Options menu:

1- Option one

2- Option two

3- Option three

0- Exit

> -1

Invalid option [0 <= value <= 3]: 4

Invalid option [0 <= value <= 3]: abc

Bad integer value, try again: 2

option two selected

Tester Options menu:

1- Option one

2- Option two

3- Option three

0- Exit

> 1

option one selected

Tester Options menu:

1- Option one

2- Option two

3- Option three

0- Exit

> 3

option three selected

Tester Options menu:

1- Option one

2- Option two

3- Option three

0- Exit

> 0

goodbye!

**IOAble interface module**

In milestone 1 we have created the utility classes and Time display and calculations.  
Now we need to start to create the core classes of the application. The diagram below displays the core classes of the application and their relationship.

[![Classes](data:image/png;base64,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)](https://github.com/Seneca-244200/OOP-Project/blob/main/MS5/images/classes.png)

Create a class called **IOAble**. This class is an interface and enforces input and output methods to its derived classes.  
The IOAble class has only 4 pure virtual functions and a virtual empty destructor.

**Pure Virtual Functions:**

**csvWrite**

This pure virtual function is for future comma-separated ostream outputs. It receives a reference of an ostream and returns a reference of an ostream. This function is incapable of changing the current object.

**csvRead**

This pure virtual function is for future comma-separated istream input. It receives a reference of an istream and returns a reference of an istream.

**write**

This pure virtual function is for future ostream outputs. It receives a reference of an ostream and returns a reference of an ostream. This function is incapable of changing the current object.

**read**

This pure virtual function is for future istream inputs. It receives a reference of istream and returns a reference of an istream.

**virtual destructor**

This class also has an empty virtual destructor.

**Insertion and Extraction helper operator overloads.**

**operator<<**

Overload the insertion operator to be able to insert the information of an IOAble object into ostream using the IOAble::write function.

**operator>>**

Overload the extraction operator to be able to extract information from an istream into an IOAble object using the IOAble::read function.

**The IOAble tester program. (IOAbleTester.cpp)**

Read and study the tester program and understand how it works. It is a very good example to show how an interface is used as a base class. It also can help you in the development of the upcoming milestones.

**IOAbleTester.cpp Execution Sample**

Use these data entries for your submission.

defaulting Box

Getting information of an IOAble box from console:

Height: 5

Width: 25

Display the IOAble box on console:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Saving 5,25 in the output file.

Dynamically allocating a Box and holding it in an IOAble pointer...

defaulting Box

Reading dimenstions from file using the IOAlbe pointer

Dimentions:

5,7

What it looks like on screen:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Now save it in the file...

Reading the next dimenstions from file using the IOAble pointer

Dimentions:

7,4

What it looks like on screen:

\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*

Save this one in the output file too...

Close the file and display it...

boxesOut.txt---------------------

5,25

5,7

7,4

---------------------------------

Removing the box from memory using the IOAble pointer...

Box(7,4) is gone!

Content of "boxesOut.txt" file

boxesOut.txt---------------------

5,25

5,7

7,4

---------------------------------

Box(5,25) is gone!

**ms2Tester program**

The MS2 Tester program is a combined prgraom of the Menu Tester and the IOAble Tester programs.

Use the same data in the two tester programs for your submission.

**MS2 Submission and the due date**

Milestone 2 suggested due date is on March 22nd.

If you would like to successfully complete the project and be on time, try to meet all the due dates of the milestones.

**MS2 Files for submission**

boxes.txt

Menu.cpp

Menu.h

IOAble.cpp

IOAble.h

utils.cpp

utils.h

Time.cpp // not used in this milestone, but needed for uitls to compile

Time.h // same as above

ms2Tester.cpp

Upload your source code and the tester program to your matrix account. Compile and run your code using the g++ compiler as shown before and make sure that everything works properly.

Then, run the following command from your account (replace profname.proflastname with your professor’s Seneca userid):

~profname.proflastname/submit 2??/prj/m2

and follow the instructions.

* *2??* is replaced with your subject code

**Milestone 3**

**The Ticket Module (implementation provided)**

The Ticket class encapsulates a Ticket to be given to the patients when they arrive. Read the code, understand it, and use the logic and the functionalities throughout the project.

#ifndef SDDS\_TICKET\_H\_

#define SDDS\_TICKET\_H\_

#include "Time.h"

#include "IOAble.h"

namespace sdds {

class Ticket:public IOAble{

Time m\_time;

int m\_number;

public:

Ticket(int number);

operator Time()const;

int number()const;

void resetTime();

std::ostream& csvWrite(std::ostream& ostr)const;

std::istream& csvRead(std::istream& istr);

std::ostream& write(std::ostream& ostr )const;

std::istream& read(std::istream& istr);

};

}

#endif // !SDDS\_TICKET\_H\_

**Member Variables**

**Time m\_time;**

The time the Ticket was issued

**int m\_Number;**

The ticket number; A sequential integer, starting from one and unique for each lineup.

**Member functions and constructor**

**Ticket(int number);**

Constructs a Ticket by setting the **m\_number** member variable

**operator Time()const;**

When Ticket is casted to **Time** it will return the **m\_time**

**int number()const;**

A query returning the number of the ticket

**void resetTime();**

Sets the Ticket time to the current time.

**Virtual function overrides**

**csvWrite**

Inserts comma-separated ticket number and time into ostream.

**csvRead**

Extracts the ticket number and time in a comma-separated format from istream.

**write**

Inserts a ticket into the ostream to be displayed on the console.

**read**

Extracts the ticket information from istream. This function works the same as csvRead.

**The Patient Module**

Create an abstract IOAble patient class (the patient class is a derived class from IOAble). The patient class is responsible to encapsulate a general patient arriving at the hospital. In later designs (MS4) the patient class will be inherited into a COVID test patient and a triage patient.

The following are the mandatory properties of the patient class.

**Member Variables and Objects**

**the patient name**

A character pointer variable to hold the name of the patient in a Cstring dynamically.

**the OHIP number**

An integer to hold the OHIP insurance number (exactly 9 digits) of the patient.

**the ticket**

A **Ticket** object to hold the ticket of the patient for the lineup.

**the file IO flag**

A Boolean flag. This flag will be set to **true** if the patient object is to be written into or read from a **file** (comma separated value), otherwise, this flag will be set to **false** if the patient object is to be written on or read from the **console**.

**Constructor and destructor**

A patient can be instantiated using a ticket number (an integer) and a file IO flag (a Boolean). The ticket number is used to initialize the member [ticket object](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-ticket). The file IO is used to initialize the member [file IO flag](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-file-io-flag).

When a patient has instantiated it, If the file IO flag is not provided the default value **"false"** is passed also if the ticket number is not provided the default value **zero (0)** is passed.

**Copying and assignment.**

A patient cannot be copied or assigned to another patient;

**Destructor**

The destructor of the patient will deallocate the dynamically allocated [patient name Cstring](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-patient-name).

**Member functions**

**Pure Virtual Function type()**

Create a pure virtual function called **type** that returns a character and is incapable of modifying the current object. In future derived objects, this function will return a single character that identifies the type of the patient (COVID test patient or Triage patient).

**FileIO query and modifier**

**fileIO query**

Create a query called fileIO that returns the member [file IO flag](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-file-io-flag). This query is incapable of modifying the current object.

**fileIO modifier**

Create a modifier member function called fileIO that receives a Boolean value to set the member [fileIO flag](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-file-io-flag).

**operator== overloads**

**character comparison**

Overload the operator== to compare the current object with an incoming single character and return true if the single character is the same as the return value of [the pure virtual type member function](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#pure-virtual-function-type). This operator receives a single character and returns true or false and can not modify the current object.

**comparing to another patient**

Overload the operator to compare the current object to another patient and return true if the type of the current patient is the same as the type of the other patient. This operator receives a constant reference of a patient object, and returns true or false, and can not modify the current object.

**setArrivalTime function**

Sets the time of the ticket of the patient to the current time. This function neither receives nor returns any value.

**Time cast operator overload**

If the patient is casted to the Time type it should return the time of the ticket. This cast overload can not modify the current object.

**number**

Create a query function called **number** that returns the number of the ticket. This function can not modify the current object.

**pure virtual function overwrites.**

**csvWrite**

Inserts the following values into the ostream in a comma-separated format. After the values are inserted it will insert a single "comma", and then call the csvWrite function of the member [ticket object](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-ticket) and return the ostream.

Here is the sequence of the values inserted into ostream

returned value of type() function

','

name of the patient

','

OHIP number

','

then it will call the csvWrite function of the member [ticket object](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-ticket).

**csvRead**

The csvRead function extracts all the values in the same order as the csvWrite function, except for the type.

* Start with the extraction with the name of the patient up to the comma (**','**) character and dynamically hold it in "[the patient name pointer](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-patient-name)", dicarding the comma (**','**) delimiter . *Make sure that*[*the name pointer*](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-patient-name)*is deleted before the allocation to guarantee there is no memory leak.*
* then extract an integer from istream into the OHIP member variable.
* discard the delimeter
* Finally, end the extraction by calling the csvRead of the member [ticket object](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-ticket).
* return the istream reference at the end.

**write**

Inserts the patient information into the ostream to be displayed on the console.

* insert the member [ticket object](#the-ticket into ostream
* go to newline
* insert the name up to 25 character (ingnore the rest if more that 25 characters)
* insert ", OHIP: "
* insert the OHIP number number
* return the ostream

**read**

Extracts the ticket information from the console using istream as follows:

* Prompt: "Name: "
* Extract the name of the patient up to the newline (**'\n'**) character and dynamically hold it in "[the patient name pointer](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-patient-name)", dicarding the newline(**'\n'**) delimiter . *Make sure that*[*the name pointer*](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#the-patient-name)*is deleted before the allocation to guarantee there is no memory leak.*
* Prompt: "OHIP: "
* Extract the 9 digit OHIP number from istream; validate it and make sure it is 9 digits.
* return the istream reference at the end.

Execution example:

Name: John Doe

OHIP: abc

Bad integer value, try again: 100

Invalid OHIP Number, [100000000 <= value <= 999999999]: 123123123

**The tester program.**

Read and study the tester program and understand how it works.

**ms3Tester.cpp Execution Sample**

Enter The following:

-------------------

John Doe

abc

100

123123123

12:34

-------------------

Name: John Doe

OHIP: abc

Bad integer value, try again: 100

Invalid OHIP Number, [100000000 <= value <= 999999999]: 123123123

Enter current time: 12:34

Sections 1 and 2 should match:

1- Your output on screen:

Ticket No: 24, Issued at: 12:34

John Doe, OHIP: 123123123

2- The output should be :

Ticket No: 24, Issued at: 12:34

John Doe, OHIP: 123123123

1- Your comma separated ouput:

W,John Doe,123123123,24,12:34

2- comma separated ouput should be:

W,John Doe,123123123,24,12:34

Enter the following:

>Jo Lee,234234234,200,12:50

>Jo Lee,234234234,200,12:50

Sections 1 and 2 should match:

1- Your output on screen:

Ticket No: 200, Issued at: 12:50

Jo Lee, OHIP: 234234234

2- The output should be:

Ticket No: 200, Issued at: 12:50

Jo Lee, OHIP: 234234234

Testing File IO:

1 -----------------------------------------------

Ticket No: 10, Issued at: 12:50

David Mason, OHIP: 111111111

2 -----------------------------------------------

Ticket No: 11, Issued at: 12:51

Nick Gilmour, OHIP: 222222222

3 -----------------------------------------------

Ticket No: 12, Issued at: 12:52

Roger Wright, OHIP: 333333333

4 -----------------------------------------------

Ticket No: 13, Issued at: 12:53

Rick Waters, OHIP: 333333333

5 -----------------------------------------------

Ticket No: 14, Issued at: 12:54

A name that is way way wa, OHIP: 444444444

ms3out.csv-----------------------

W,David Mason,111111111,10,12:50

W,Nick Gilmour,222222222,11,12:51

W,Roger Wright,333333333,12,12:52

W,Rick Waters,333333333,13,12:53

W,A name that is way way way way way way way way too long,444444444,14,12:54

---------------------------------

Testing operator== overloads:

Success!

Success!

Testing Time cast and number:

Sections 1 and 2 should match:

1- Your output on screen:

W, Ticket Time: 12:54

W, Ticket number: 14

2- The output should be:

W, Ticket Time: 12:54

W, Ticket number : 14

**MS3 Submission and the due date**

Milestone 3 suggested due date is on March 27th.

If you would like to successfully complete the project and be on time, try to meet all the due dates of the milestones.

**Files for submission**

ms3.csv

IOAble.cpp

IOAble.h

utils.cpp

utils.h

Time.cpp

Time.h

Ticket.cpp

Ticket.h

Patient.cpp

Patient.h

ms3Tester.cpp

Upload your source code and the tester program to your matrix account. Compile and run your code using the g++ compiler as shown before and make sure that everything works properly.

Then, run the following command from your account (replace profname.proflastname with your professor’s Seneca userid):

~profname.proflastname/submit 2??/prj/m3

replace ?? with yoru subject code (44 or 00)

and follow the instructions.

**Milestone 4**

Note that you may have to modify or correct some of your implementations done in previous milestones, even though you passed the previous (milestones) testers successfully. This is a natural course of developing an application. There is no need to notify your professor about this unless you would like to get advice on the matter.

Continue the implementation of the Pre-triage application by implementing the COVID patient and the triage patient modules.

**The CovidPatient module**

This module has one integer global variable called **nextCovidTicket** that is initialized to **one**. This global variable will be used to determine what is the ticket number of the next COVID test Patient. Each time a new **CovidPatient** object is created the value of the **nextCovidTicket** will be increased by **one**. The scope of the global **nextCovidTicket** variable is only the **CovidPatient** module to make sure that the ticket numbers of Covid patients are kept separate from the Triage patients.

The **CovidPatient** class is publicly derived from the **Patient** class. The **CovidPatient** class does not add any member variables or properties to the **Patient** module.

The **CovidPatient** class has one **default constructor**, implements the pure virtual **type()** function and re-implements the two **read** functions and the **write** fucniton of the base class **Patient** as follows:

**Default Constructor**

Sets the Ticket number to the current global value and then increases the global value by one.

**implementation**

The default constructor passes the **nextCovidTicket** global variable to the **constructor** of the base class **Patient** and then it will increase the value of **nextCovidTicket** global variable by **one**.

**The type() virtual function**

Identifies the Patient object as a Covid patient by returning the letter **C**.

**implementation**

This function only returns the character **'C'**;

**csvRead virtual function override**

Reads a comma-separated record of a Patient and sets the global ticket number to the next number after the Patient's ticket number.

**implementation**

First this function will call the **csvRead** function of the base class **Patient**, afterwards it will set the **nextCovidTicket** global variable to the return value of the **number()** function of the **Patient** class plus **one**. Then it will ignore the terminating **'\n'** character. Finally, it will return the istream reference.

**write virtual function override.**

Based on the return value of the **fileIO** method it will either write the patient in a comma-separated format or a descriptive format for screen or ticket.

**implementation**

If the **fileIO** member function returns **true**, it will call the **csvWrite** function of the base class, otherwise it will first insert **"COVID TEST"** into the **ostream** object and goes to **newline**. Then it will call the **write()** function of the base class and then goes to **newline**.

Then it will end the function by returning the **ostream** reference.

**read virtual function override.**

Based on the return value of the **fileIO** method it will either read the patient in a comma-separated format from istream or perform a fool-proof entry from the console.

**implementation**

If the **fileIO** member function returns true it will call the **csvRead** function, otherwise, it will call the read function of the base class.

Then it will end the function by returning the **istream** reference.

**Destructor**

This class does not need a destructor.

**the CovidPatient Tester (CPTester.cpp) output**

Testing CovidPatient:

Enter the following:

Enter current time: 12:34

Name: aaa

OHIP: 111111111

Enter current time: 12:34

Enter Patient information:

Name: aaa

OHIP: 111111111

Enter the following:

Enter current time: 12:35

Name: bbb

OHIP: 222222222

Enter current time: 12:35

Enter Patient information:

Name: bbb

OHIP: 222222222

Patients information entered:

COVID TEST

Ticket No: 1, Issued at: 12:34

aaa, OHIP: 111111111

COVID TEST

Ticket No: 2, Issued at: 12:35

bbb, OHIP: 222222222

CSV output:

C,aaa,111111111,1,12:34

C,bbb,222222222,2,12:35

Testing CSV input:

Enter the following:

>ccc,333333333,10,23:45

>ccc,333333333,10,23:45

Data entered:

COVID TEST

Ticket No: 10, Issued at: 23:45

ccc, OHIP: 333333333

Testing global ticket number variable:

Enter the following:

Enter current time: 23:55

Name: ddd

OHIP: 444444444

Enter current time: 23:55

Name: ddd

OHIP: 444444444

Patient information entered:

COVID TEST

Ticket No: 11, Issued at: 23:55

ddd, OHIP: 444444444

**The TriagePatient Module**

This module has one integer global variable called **nextTriageTicket** that is initialized to **one**. This global variable will be used to determine what is the ticket number of the next triage Patient. Each time a new **TriagePatient** is created the value of the **nextTriageTicket** will be increased by **one**. The scope of the global **nextTriageTicket** variable is only the TriagePatient module.

The **TriagePatient** class is publicly derived from the **Patient** class. The **TriagePatient** class adds only one character pointer member variable to the **Patient** module to dynamically hold the symptoms of the arriving patient for the triage centre.

The **TriagePatient** class has one **default constructor**, implements the pure virtual **type()** function and re-implements the four **read and write** functions of the base class **Patient**. It also has a destructor to make sure the dynamically allocated memory by the symptoms character array is deleted.

**Symptoms character pointer member variable**

Create a character pointer member variable to point to a dynamically allocated Cstring holding the list of the symptoms of the TriagePatient.

**Default Constructor**

Initializes the symptoms character pointer to null and then sets the Triage Ticket number to the current global value and then increases the global value by one.

**implementation**

The default constructor initializes the character pointer member variable to null and then passes the **nextTriageTicket** global variable to the **constructor** of the base class **Patient** and then it will increase the value of **nextTriageTicket** global variable by **one**.

**the type() virtual function**

Identifies the Patient object as a Triage patient by returning the letter **T**.

**implementation**

This function only returns the character **'T'**;

**csvWrite virtual function override.**

Adds the symptoms to the comma-separated values of the patient.

**implementation**

This function calls the **csvWrite** function of the base class **Patient** then inserts a comma (',') character into the ostream object and then the symptoms of the patient. Finally, it returns the **ostream** reference.

**the csvRead virtual function override**

Reads a comma-separated record of a triage Patient and sets the global ticket number to the next number after the Patient's ticket number.

**implementation**

csvRead reads the TriagePatient's comma-separated information as follows:

* Deletes the memory pointed by the [symptoms member variable](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#symptoms-character-pointer-member-variable)
* Calls the **csvRead** function of the base class.
* Ignores a character (comma).
* Dynamically reads a Cstring from the istream object up to **'\n'**, then extracts the **'\n'** from the istream and stores the address in the [symptoms member variable](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#symptoms-character-pointer-member-variable);
* sets the **nextTriageTicket** global variable to the return value of the number() member function of the Patient class plus one.
* returns the istream reference.

**write virtual function override.**

Based on the return value of the **fileIO** method it will either write the patient in a comma-separated format or a descriptive format for screen or ticket.

**implementation**

If the **fileIO** member function returns **true**, it will call **csvWrite** function. otherwise, it will write the TriagePatient as follows:

* Inserts **"TRIAGE"** into the **ostream** object.
* Goes to **newline**.
* It will call the **write()** function of the base class **Patient**.
* Goes to **newline**.
* Inserts **"Symptoms: "** into the ostream object.
* Inserts the symptoms member variable into the ostream object.
* Goes to newline.

The function ends by returning the **ostream** reference.

**read virtual function override.**

If the **fileIO** member function returns true it will call the **csvRead** function, otherwise, it will do the following:

* Deletes the memory pointed by the [symptoms member variable](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#symptoms-character-pointer-member-variable)
* Calls the **Read** function of the base class **Patient**.
* prompts: **"Symptoms: "** -Dynamically reads a Cstring from the istream object up to **'\n'**, then extracts the **'\n'** from the istream and stores the address in the [symptoms member variable](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#symptoms-character-pointer-member-variable)

The function ends by returning the **istream** reference.

**Destructor**

Deletes the memory pointed by the [symptoms member variable](https://github.com/Seneca-244200/OOP-Project/tree/main/MS5#symptoms-character-pointer-member-variable)

**The TriagePatient Tester (TPTester.cpp) output**

Testing TriagePatient:

Enter the following:

Enter current time: 12:34

Name: aaa

OHIP: 111111111

Symptoms: aaa aaa aaa

Enter current time: 12:34

Enter Patient information:

Name: aaa

OHIP: 111111111

Symptoms: aaa aaa aaa

Enter the following:

Enter current time: 12:35

Name: bbb

OHIP: 222222222

Symptoms: bbb bbb bbb

Enter current time: 12:35

Enter Patient information:

Name: bbb

OHIP: 222222222

Symptoms: bbb bbb bbb

Patients information entered:

TRIAGE

Ticket No: 1, Issued at: 12:34

aaa, OHIP: 111111111

Symptoms: aaa aaa aaa

TRIAGE

Ticket No: 2, Issued at: 12:35

bbb, OHIP: 222222222

Symptoms: bbb bbb bbb

CSV output:

T,aaa,111111111,1,12:34,aaa aaa aaa

T,bbb,222222222,2,12:35,bbb bbb bbb

Testing CSV input:

Enter the following:

>ccc,333333333,10,23:45,ccc ccc ccc

>ccc,333333333,10,23:45,ccc ccc ccc

Data entered:

TRIAGE

Ticket No: 10, Issued at: 23:45

ccc, OHIP: 333333333

Symptoms: ccc ccc ccc

Testing global ticket number variable and DMA:

Enter the following:

Enter current time: 23:55

Name: ddd

OHIP: 444444444

Copy and paste the follwoing for Symptoms:

Socks Box Knox Know in box. Fox in socks. Knox on fox In socks in box. Socks on Knox And Knox in box. Fox in socks On box on Knox. Chicks with bricks come. Chicks with blocks come. Chicks with Bricks and Blocks and clocks come. Look, sir.Look, sir. Mr Knox, sir. Let's do tricks with Bricks and blocks, sir. Let's do tricks with Chicks and clocks, sir. First, I'll make a Quick trick brick stack. Then I'll make a Quick trick block stack.

Enter current time: 23:55

Name: ddd

OHIP: 444444444

Symptoms: Socks Box Knox Know in box. Fox in socks. Knox on fox In socks in box. Socks on Knox And Knox in box. Fox in socks On box on Knox. Chicks with bricks come. Chicks with blocks come. Chicks with Bricks and Blocks and clocks come. Look, sir.Look, sir. Mr Knox, sir. Let's do tricks with Bricks and blocks, sir. Let's do tricks with Chicks and clocks, sir. First, I'll make a Quick trick brick stack. Then I'll make a Quick trick block stack.

Patient information entered:

TRIAGE

Ticket No: 11, Issued at: 23:55

ddd, OHIP: 444444444

Symptoms: Socks Box Knox Know in box. Fox in socks. Knox on fox In socks in box. Socks on Knox And Knox in box. Fox in socks On box on Knox. Chicks with bricks come. Chicks with blocks come. Chicks with Bricks and Blocks and clocks come. Look, sir.Look, sir. Mr Knox, sir. Let's do tricks with Bricks and blocks, sir. Let's do tricks with Chicks and clocks, sir. First, I'll make a Quick trick brick stack. Then I'll make a Quick trick block stack.

**The tester program.**

Read and study the tester program and understand how it works.

**ms4Tester.cpp**

The ms4Tester program is the execution of both modules combined.

**MS4 Submission and the due date**

Milestone 4 is due on Friday, Apr 2nd.

**MS4 files for submission**

IOAble.cpp

IOAble.h

Patient.h

Patient.cpp

Ticket.h

Ticket.cpp

Time.h

Time.cpp

utils.h

utils.cpp

CovidPatient.h

CovidPatient.cpp

TriagePatient.h

TriagePatient.cpp

ms4Tester.cpp

Upload your source code and the tester program to your matrix account. Compile and run your code using the g++ compiler as shown before and make sure that everything works properly.

Then, run the following command from your account (replace profname.proflastname with your professor’s Seneca userid):

~profname.proflastname/submit 2??/prj/m4

replace ?? with yoru subject code (44 or 00)

and follow the instructions.

**Milestone 5**

Before starting your last stage of the project implementation, add the following template to **uitls.h**

template <typename type>

void removeDynamicElement(type\* array[], int index, int& size) {

delete array[index];

for (int j = index; j < size; j++) {

array[j] = array[j + 1];

}

size--;

}

This template will be used to remove a Patient from the lineup when admitted.

**PreTriage Module**

To complete the implementation of the final project, implement a module called Pre-Triage. This module creates a lineup of patients and issues tickets for them as they arrive at the hospital. Each patient in the lineup will be either a COVID Patient or a Triage Patient and will receive a ticket with a number that will be called when they are being admitted to either the COVID test centre or Triage Centre.

**Overview of The Triage Module execution**

The module gets instantiated by loading the data file holding the patients' records that are already in the lineup. This data file is created by the PreTriage Module at exit time. This makes this module a stateful module, which means when the module exits, it saves all the patients' information into a data file so later, it can restart the application in the same state of the last execution (by loading the data file).

If the data file does not exist or it is not readable, the module assumes that this is the first time it is being executed; and no patients are in the lineup.

After loading the data, the result of the loading is reported and then the main menu of the application is displayed. See below:

If there is no data file or a data file with no Patient records:

Loading data...

No data or bad data file!

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

>

If there is a data file with patient lineup records:

Loading data...

16 Records imported...

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

>

The user can then select either register or admit.

**Register**: This option is selected when a patient arrives at the hospital. Afterwards, the program will display another menu to select the type of Patient and receives the patient's information. The Patient is then added to the lineup and a ticket is printed.

**Admit**: This option is selected when either the COVID or Triage centre is ready to accept the next patient. Afterwards, the program will display another menu to select the type of Patient and shows the information of the next patient in line.

**Exit**: When this option is selected, the program exits saving the information of the patients in the lineup.

The program will load this data file the next time it starts. See below:

Saving Average Wait Times,

COVID Test: 00:05

Triage: 00:07

Saving lineup...

1- C,Apu Nahasapeemapetilon,684689164,18,01:04

2- T,Barney Gumble,350158143,12,01:10,Nausea-Vomiting-Abdominal Pain

3- T,Murphy Prince,763006002,13,01:18,Pounding headache

4- C,Chief Clancy Wiggum,448762564,19,01:26

5- C,Dewey Largo,712691397,20,01:34

6- C,Eddie,547723561,21,01:42

7- T,Edna Krabappel,435676529,14,01:50,Muscle tension-Nausea-Photosensitivity

8- T,Itchy,253789913,15,01:58,Chest Pain-Lightheadedness-Pain radiates to arm

9- T,Janey Powell,319153275,16,02:06,Fatigue-Dry mouth-Stomach pain

10- C,Jasper Beardly,119258893,22,02:14

11- T,Kent Brockman,483681036,17,02:22,Cramps-Bloating-Backpain-Fatigue

12- T,Krusty The Clown,950529072,18,02:30,Upset Stomach-Headache-Chills-Redness of left eye

13- C,Lenny Leonard,587869296,23,02:38

14- C,Lou,152561791,24,02:46

15- C,Martin Prince,666834410,25,02:54

16- T,Marvin Monroe,617902450,19,03:02,Fever-Sore throat-Red blisters on tonge hand and feet

done!

**PreTriage Implementation**

Review the PreTriage class and implement the member functions as guided below:

namespace sdds {

const int maxNoOfPatients = 100;

class PreTriage {

Time

m\_averCovidWait,

m\_averTriageWait;

Patient\* m\_lineup[maxNoOfPatients]{};

char\* m\_dataFilename = nullptr;

int m\_lineupSize = 0;

Menu

m\_appMenu,

m\_pMenu;

void reg();

void admit();

const Time getWaitTime(const Patient& p)const;

void setAverageWaitTime(const Patient& p);

void removePatientFromLineup(int index);

int indexOfFirstInLine(char type) const;

void load();

public:

PreTriage(const char\* dataFilename);

~PreTriage();

void run(void);

};

**Member Variables and Objects**

**maxNoOfPatients**

A constant value to set the maximum number of patients in the lineup (Covid and Triage)

**m\_averCovidWait and m\_averTriageWait**

Time objects to hold the average wait time for COVID test and Triage per patient

**m\_lineup**

An array of Patient pointers to hold COVID and Triage Patient lineups dynamically

**m\_dataFilename**

A character pointer to hold the name of the data file dynamically

**m\_lineupSize**

Number of Patients in the lineup.

**m\_appMenu**

Menu object to hold the main menu.

**m\_pMenu**

Menu object to hold the COVID/Triage patient selection.

**Member functions, Constructor and Destructor**

**PreTriage Constructor**

PreTriage is constructed using a Cstring for a file name that will be used as the data file for the module. This name will be kept dynamically in the m\_dataFilename member variable.

The constructor will initialize the the following objects:

* m\_appMenu will be initialized by:  
  "General Hospital Pre-Triage Application\n1- Register\n2- Admit" and 2
* m\_pMenu will be initialized by:  
  "Select Type of Admittance:\n1- Covid Test\n2- Triage" and 2
* m\_averCovidWait will be initialized to 15
* m\_averTriageWait will be initialized to 5

Note: You can initialize member variables and member objects the same way the Base constructor is invoked for initialization in inheritance. See the following example:

class Foo{

int m\_value;

char m\_charval[20]{};

public:

Foo(int v, const char\* cv):m\_value(v){ // <<-- here m\_value is being initialized by v

strcpy(m\_charval, cv);

}

}

class Faa{

Foo m\_obj;

public:

Faa(int v, const char\* cv):m\_obj(v, cv){ // <<-- here m\_obj is being initialized by v and cv

//....

}

}

After all these, the **load()** member function will be called to import the Patient records from the data file. (see load function)

**PreTriage Destructor**

* The data file is opened for output, overwriting the content of the file if it already exists.
* The average COVID wait time and the average Triage wait time is written in the first line of the file, comma-separated and also on the screen as follows:

Saving Average Wait Times,

COVID Test: H:M

Triage: H:M

* All the patients are written into the file, comma-separated in individual lines.
* Simultaneously the patient records are printed on the screen (comma separated) with a row number. as follows:

row#- comma separated patient information

Example

5- C,Eddie,547723561,21,01:42

6- T,Edna Krabappel,435676529,14,01:50,Muscle tension-Nausea-Photosensitivity

* All the Patients pointed by the elements of the m\_lineup array are deleted.
* data file name is deleted.
* the confirmation massage "done!" is printed on the screen at the end.

**getWaitTime (private)**

Receives a constant Patient Reference and returns the total estimated wait time for that type of Patient (COVID or Triage)

* Find the number of Patients matching the type of the Patient Reference in the lineup.

one way to do this is to loop through the m\_lineup array and count the patients matching the Patient Reference

* Return the product of estimated wait time by the number of patients.

**setAverageWaitTime (private)**

Receives the reference of the admitting patient and adjusts the average wait time of that type of patient base on the admittance time of the patient.

Modify and set the value of the average wait time (m\_averCovidWait or m\_averTriageWait) of the patient using the following formula:

CT: Current Time

PTT: Patient's Ticket Time

AWT: Average Wait Time (Covid or Triage)

PTN: Patient's Ticket Number

AWT = ((CT - PTT) + (AWT \* (PTN - 1))) / PTN

**removePatientFromLineup (private)**

Using the **removeDynamicElement** template in **utils.h** removes a Patient form the line up at a specific index and also removes it from memory.

**indexOfFirstInLine**

Finds the index of the first patient in line which matches the **type** argument

Hint: Loop from the beginning of the **m\_lineup** array of pointers and compare the patient with the **type** argument. If a match is found, return the index of the loop and terminate the function.

If no match is found return -1.

**load (private)**

Loads the average wait times and the patient records from the data file and stores them in the m\_lineup array.

* print "Loading data...", goto newline
* read the covid average wait time from the data file
* ignore the comma
* read the triage average wait time from the data file
* ignore the newline
* pseudo-code:

have a patient-pointer

loop from 0 to the maximum number of patients and stop if reading fails

read the first character and ignore the comma

if the character is 'C'

in the patient-pointer instantiate a Covid Patient

otherwise, if the character is 'T'

in the patient-pointer instantiate a Triage Patient

endif

If Instantiation happened

Set the patient to file IO

Read the patient from the file

Set the Patient not to do file IO

copy the patient pointer to the lineup array of pointers

increase the lineup size

end if

end loop

* At the end print these messages and go to newline:
* if there is still records left in the file, print the following warning:  
  '"Warning: number of records exceeded"' and then print the maximum number of records, example:

Warning: number of records exceeded 100

* if no records were read print "No data or bad data file!" otherwise, print "### Records imported..." (### is replaced with the number of records read)
* Examples:

Loading data...

Warning: number of records exceeded 100

100 Records imported...

Loading data...

16 Records imported...

Loading data...

No data or bad data file!

**reg (private)**

Registers a new patient

* if lineup size has reached the maximum number of patient, it will print "Line up full!", goes to new line and terminates the function
* displays the **m\_pMenu** and receives the selection
* if the selection is 1, in the next available lineup pointer instantiate a CovidPatient
* if the selection is 2, in the next available lineup pointer instantiate a TriagePatient
* if the selection is 0, terminate the function
* set the patient's arrival time
* print: "Please enter patient information: "
* (you might need to set the patient not to do File IO)
* extract the patient from cin
* go to newline
* print: "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*"
* go to newline
* insert the patient into cout
* print: "Estimated Wait Time: "
* print the return value of **getWaitTime** for the patient.
* go to newline
* print: "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*"
* go to newline twice

**admit (private)**

Calls the next patient in line to be admitted to the COVID test centre or Triage centre

* displays the **m\_pMenu** and receives the selection to determine the type of the patient to admit.
* if selection is 1, the type is 'C'
* if selection is 2, the type is 'T'
* if selection is 0, terminate the function
* find the index of the next patient in the line for the type (use member the member function)
* if no patient is found, terminate the function
* go to newline
* print: "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*"
* go to newline
* set the patient not to do File IO
* print: "Calling for "
* insert the patient into cout
* print: "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*"
* go to newline twice
* set Average Wait Time for the patient
* remove the patient from the lineup.

**run (public)**

* display m\_appMenu and get the selection
* if selection is 0, quit the function
* if selection is 1 call the **reg** function
* if selection is 2 call the **admit** function
* repeat

**The tester programs and data files**

There are several tester programs for different scenarios:

**fp1Tester.cpp**

The tester program for execution with a new (non-existent) data file

**fp2Tester.cpp**

The tester program for a small data file (only 16 records)

**fp3Tester.cpp**

The tester program for a big data file (103 records)

**fpTester.cpp**

The fpTester program will be copied from the professor's directory to yours and will combine all three testers.

The execution samples will be provided by Monday, Dec 30th.

**MS5 Submission and the due date**

Milestone 5 is due on Sunday, Apr 11th, 23:59 for a full mark.

To see the detailed submission dates and corresponding marks issue the submit comment using -due option:

~porfname.proflastname/submit 2??/prj/fp -due

OR

~porfname.proflastname/submit 2??/prj/open -due

replace ?? with your subject code (44 or 00)

**Milestone submission marks**

25% mark for milestones if they are submitted in the past 5 weeks and not all at once at the end. (no hard due date for ms1 to ms4; OK if submissions are done regularly in the past four weeks)

**Submitting with non-exact output (10% penalty)**

If your submission does not match the output exactly and is different with number of spaces or newlines, you can submit your work using the following options:

~porfname.proflastname/submit 2??/prj/fp -skip\_spaces

or

~porfname.proflastname/submit 2??/prj/fp -skip\_blank\_lines

or both

~porfname.proflastname/submit 2??/prj/fp -skip\_blank\_lines -skip\_spaces

replace ?? with your subject code (44 or 00)

**Open submission (Maximum 60% for incomplete work)**

This submission will not check the output. But the program must compile and run successfully and must be functional.

**NOTE:**

* Submission is rejected if milestones 1 to 4 are not submitted regularly (submissions do not have to match the due-dates exactly)
* The mark is based on the professor’s discretion and a maximum 60% is not a guaranty.
* You must mention in your reflect.txt why you chose open submission.
* You may use open submission after you have done your full submission if you have added additional features and want to demonstrate them for extra marks; make sure to discuss this with your professor and have the details in your reflection submission.

**Reflection**

Create a file named reflect.txt and reflect on the Project and your overall experience in OOP244 subject in this semester. Point out issues that was challenging and what you would like to see improved.

**This should take no less than 30 minutes of your time and the result is suggested to be at least 200 words in length.**

**Submission**

Upload your source code and the tester programs to your matrix account. Compile and run your code using the g++ compiler as shown above and make sure that everything works properly.

Then, run the following command from your account (replace profname.proflastname with your professor’s Seneca userid):

**Normal submission**

~profname.proflastname/submit 2??/prj/fp

replace ?? with your subject code (44 or 00)

**Open submission**

~profname.proflastname/submit 2??/prj/open

replace ?? with your subject code (44 or 00)

and follow the instructions.

**Test Data**

Please enter the following data when submitting your code. The main tester (fpTester.cpp) calls fp1Tester, then fp3Tester and finally fp2Tester. These are the same data used in the sample execution of the three tester programs.

**fp1Test:**

1

1

1:00

aaa

111111111

1

2

1:01

bbb

222222222

bbb bbb bbb

0

**fp3Test:**

1

0

**fp2Test:**

2

2

1:11

2

1

1:12

2

2

1:19

2

2

1:51

0

**⚠️Important:** Please note that a successful submission does not guarantee full credit for this workshop. If the professor is not satisfied with your implementation, your professor may ask you to resubmit. Re-submissions will attract a penalty.

**Sample executions**

**fp1tester.cpp**

Loading data...

No data or bad data file!

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 1

Select Type of Admittance:

1- Covid Test

2- Triage

0- Exit

> 1

Enter current time: 1:00

Please enter patient information:

Name: aaa

OHIP: 111111111

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

COVID TEST

Ticket No: 1, Issued at: 01:00

aaa, OHIP: 111111111

Estimated Wait Time: 00:00

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 1

Select Type of Admittance:

1- Covid Test

2- Triage

0- Exit

> 2

Enter current time: 1:01

Please enter patient information:

Name: bbb

OHIP: 222222222

Symptoms: bbb bbb bbb

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

TRIAGE

Ticket No: 1, Issued at: 01:01

bbb, OHIP: 222222222

Symptoms: bbb bbb bbb

Estimated Wait Time: 00:00

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 0

Saving Average Wait Times,

COVID Test: 00:15

Triage: 00:05

Saving m\_lineup...

1- C,aaa,111111111,1,01:00

2- T,bbb,222222222,1,01:01,bbb bbb bbb

done!

**Content of "data.csv" after execution:**

00:15,00:05

C,aaa,111111111,1,01:00

T,bbb,222222222,1,01:01,bbb bbb bbb

**fp2tester.cpp**

Loading data...

16 Records imported...

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 2

Select Type of Admittance:

1- Covid Test

2- Triage

0- Exit

> 2

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Calling for TRIAGE

Ticket No: 12, Issued at: 01:10

Barney Gumble, OHIP: 350158143

Symptoms: Nausea-Vomiting-Abdominal Pain

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Enter current time: 1:11

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 2

Select Type of Admittance:

1- Covid Test

2- Triage

0- Exit

> 1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Calling for COVID TEST

Ticket No: 18, Issued at: 01:04

Apu Nahasapeemapetilon, OHIP: 684689164

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Enter current time: 1:12

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 2

Select Type of Admittance:

1- Covid Test

2- Triage

0- Exit

> 2

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Calling for TRIAGE

Ticket No: 13, Issued at: 01:18

Murphy Brown, OHIP: 763006002

Symptoms: Pounding headache

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Enter current time: 1:19

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 2

Select Type of Admittance:

1- Covid Test

2- Triage

0- Exit

> 2

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Calling for TRIAGE

Ticket No: 14, Issued at: 01:50

Edna Krabappel, OHIP: 435676529

Symptoms: Muscle tension-Nausea-Photosensitivity

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Enter current time: 1:51

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 0

Saving Average Wait Times,

COVID Test: 00:05

Triage: 00:04

Saving m\_lineup...

1- C,Chief Clancy Wiggum,448762564,19,01:26

2- C,Dewey Largo,712691397,20,01:34

3- C,Eddie,547723561,21,01:42

4- T,Itchy,253789913,15,01:58,Chest Pain-Lightheadedness-Pain radiates to arm

5- T,Janey Powell,319153275,16,02:06,Fatigue-Dry mouth-Stomach pain

6- C,Jasper Beardly,119258893,22,02:14

7- T,Kent Brockman,483681036,17,02:22,Cramps-Bloating-Backpain-Fatigue

8- T,Krusty The Clown,950529072,18,02:30,Upset Stomach-Headache-Chills-Redness of left eye

9- C,Lenny Leonard,587869296,23,02:38

10- C,Lou,152561791,24,02:46

11- C,Martin Prince,666834410,25,02:54

12- T,Marvin Monroe,617902450,19,03:02,Fever-Sore throat-Red blisters on tonge hand and feet

done!

**Content of "smalldata.csv" after execution:**

00:05,00:04

C,Chief Clancy Wiggum,448762564,19,01:26

C,Dewey Largo,712691397,20,01:34

C,Eddie,547723561,21,01:42

T,Itchy,253789913,15,01:58,Chest Pain-Lightheadedness-Pain radiates to arm

T,Janey Powell,319153275,16,02:06,Fatigue-Dry mouth-Stomach pain

C,Jasper Beardly,119258893,22,02:14

T,Kent Brockman,483681036,17,02:22,Cramps-Bloating-Backpain-Fatigue

T,Krusty The Clown,950529072,18,02:30,Upset Stomach-Headache-Chills-Redness of left eye

C,Lenny Leonard,587869296,23,02:38

C,Lou,152561791,24,02:46

C,Martin Prince,666834410,25,02:54

T,Marvin Monroe,617902450,19,03:02,Fever-Sore throat-Red blisters on tonge hand and feet

**fp3Tester.cpp**

Loading data...

Warning: number of records exceeded 100

100 Records imported...

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 1

Line up full!

General Hospital Pre-Triage Application

1- Register

2- Admit

0- Exit

> 0

Saving Average Wait Times,

COVID Test: 00:05

Triage: 00:07

Saving m\_lineup...

1- C,Apu Nahasapeemapetilon,684689164,18,01:04

2- T,Barney Gumble,350158143,12,01:10,Nausea-Vomiting-Abdominal Pain

3- T,Bleeding Gums Murphy[B],763006002,13,01:18,Pounding headache

4- C,Chief Clancy Wiggum,448762564,19,01:26

5- C,Dewey Largo,712691397,20,01:34

6- C,Eddie,547723561,21,01:42

7- T,Edna Krabappel,435676529,14,01:50,Muscle tension-Nausea-Photosensitivity

8- T,Itchy,253789913,15,01:58,Chest Pain-Lightheadedness-Pain radiates to arm

9- T,Janey Powell,319153275,16,02:06,Fatigue-Dry mouth-Stomach pain

10- C,Jasper Beardly,119258893,22,02:14

11- T,Kent Brockman,483681036,17,02:22,Cramps-Bloating-Backpain-Fatigue

12- T,Krusty The Clown,950529072,18,02:30,Upset Stomach-Headache-Chills-Redness of left eye

13- C,Lenny Leonard,587869296,23,02:38

14- C,Lou,152561791,24,02:46

15- C,Martin Prince,666834410,25,02:54

16- T,Marvin Monroe,617902450,19,03:02,Fever-Sore throat-Red blisters on tonge hand and feet

17- T,Milhouse Van Houten,245141298,20,03:10,Nausea-Vomiting-Abdominal Pain

18- T,Moe Szyslak,949650271,21,03:18,Pounding headache

19- C,Mr.Burns,302111099,26,03:26

20- T,Ned Flanders,901243533,22,03:34,Muscle tension-Nausea-Photosensitivity

21- T,Otto Mann,353808561,23,03:42,Chest Pain-Lightheadedness-Pain radiates to arm

22- C,Patty Bouvier,563626049,27,03:50

23- C,Ralph Wiggum,232528535,28,03:58

24- C,Reverend Timothy Lovejoy,954597483,29,04:06

25- T,Scratchy,804624732,24,04:14,Fatigue-Dry mouth-Stomach pain

26- T,Selma Bouvier,824433633,25,04:22,Cramps-Bloating-Backpain-Fatigue

27- T,Seymour Skinner,212777486,26,04:30,Upset Stomach-Headache-Chills-Redness of left eye

28- C,Sherri,803890510,30,04:38

29- T,Sideshow Bob,661926384,27,04:46,Fever-Sore throat-Red blisters on tonge hand and feet

30- T,Terri,436143666,28,04:54,Nausea-Vomiting-Abdominal Pain

31- C,Todd Flanders,633004791,31,05:02

32- C,Waylon Smithers,363654580,32,05:10

33- C,Wendell Borton,799577464,33,05:18

34- T,Bernice Hibbert,951217324,29,05:26,Pounding headache

35- T,Blue - Haired Lawyer,999210723,30,05:34,Muscle tension-Nausea-Photosensitivity

36- T,Carl Carlson,891594250,31,05:42,Chest Pain-Lightheadedness-Pain radiates to arm

37- C,Dolph Starbeam,569782342,34,05:50

38- T,Dr.Julius Hibbert,729513816,32,05:58,Fatigue-Dry mouth-Stomach pain

39- T,Dr.Nick Riviera,238049382,33,06:06,Cramps-Bloating-Backpain-Fatigue

40- C,Elizabeth Hoover,800542218,35,06:14

41- C,Hans Moleman,969819277,36,06:22

42- C,Helen Lovejoy,401224915,37,06:30

43- T,Herman Hermann,593609025,34,06:38,Upset Stomach-Headache-Chills-Redness of left eye

44- T,Jacqueline Bouvier,953663619,35,06:46,Fever-Sore throat-Red blisters on tonge hand and feet

45- T,Jimbo Jones,721443190,36,06:54,Nausea-Vomiting-Abdominal Pain

46- C,Kearney Zzyzwicz,432711501,38,07:02

47- T,Lionel Hutz,178593191,37,07:10,Pounding headache

48- T,Maude Flanders[D],420801423,38,07:18,Muscle tension-Nausea-Photosensitivity

49- C,Mayor Joe Quimby,110077488,39,07:26

50- C,Nelson Muntz,196178470,40,07:34

51- C,Princess Kashmir,535122245,41,07:42

52- T,Professor Jonathan Frink,862738888,39,07:50,Chest Pain-Lightheadedness-Pain radiates to arm

53- T,Rainier Wolfcastle,838261596,40,07:58,Fatigue-Dry mouth-Stomach pain

54- T,Rod Flanders,570771995,41,08:06,Cramps-Bloating-Backpain-Fatigue

55- C,Sideshow Mel,665096883,42,08:14

56- T,Troy McClure,889384541,42,08:22,Upset Stomach-Headache-Chills-Redness of left eye

57- T,Wise Guy,687194419,43,08:30,Fever-Sore throat-Red blisters on tonge hand and feet

58- C,Agnes Skinner,139838034,43,08:38

59- C,Akira Kurosawa,109031892,44,08:46

60- C,Comic Book Guy,560066225,45,08:54

61- T,Groundskeeper Willie,750953613,44,09:02,Nausea-Vomiting-Abdominal Pain

62- T,Judge Roy Snyder,590660433,45,09:10,Pounding headache

63- T,Kang,874482795,46,09:18,Muscle tension-Nausea-Photosensitivity

64- C,Kodos,713945919,46,09:26

65- T,Luann Van Houten,674163110,47,09:34,Chest Pain-Lightheadedness-Pain radiates to arm

66- T,Mr.Teeny,682435248,48,09:42,Fatigue-Dry mouth-Stomach pain

67- C,Snake Jailbird,982038952,47,09:50

68- C,Arnie Pye,839813200,48,09:58

69- C,Bumblebee Man,953269767,49,10:06

70- T,Drederick Tatum,595058538,49,10:14,Cramps-Bloating-Backpain-Fatigue

71- T,Kirk Van Houten,920565776,50,10:22,Upset Stomach-Headache-Chills-Redness of left eye

72- T,Lunchlady Doris,531265858,51,10:30,Fever-Sore throat-Red blisters on tonge hand and feet

73- C,Homer simpson,897545973,50,10:38

74- T,Ruth Powers,839708037,52,10:46,Nausea-Vomiting-Abdominal Pain

75- T,Sea Captain,536632611,53,10:54,Pounding headache

76- C,Squeaky,969983044,51,11:02

77- C,Baby Gerald,720596849,52,11:10

78- C,Cletus Spuckler,663876953,53,11:18

79- T,Luigi Risotto,806256565,54,11:26,Muscle tension-Nausea-Photosensitivity

80- T,Miss Springfield,120316413,55,11:34,Chest Pain-Lightheadedness-Pain radiates to arm

81- T,Superintendent Gary Chalmers,338313093,56,11:42,Fatigue-Dry mouth-Stomach pain

82- C,Alice Glick,716798266,54,11:50

83- T,Allison Taylor,135930980,57,11:58,Cramps-Bloating-Backpain-Fatigue

84- T,Database,327304915,58,12:06,Upset Stomach-Headache-Chills-Redness of left eye

85- C,The Rich Texan,563121591,55,12:14

86- C,Sarah Wiggum,997622584,56,12:22

87- C,Uter Zurker,822087239,57,12:30

88- T,Brandine Spuckler,437656034,59,12:38,Fever-Sore throat-Red blisters on tonge hand and feet

89- T,Disco Stu,530230041,60,12:46,Nausea-Vomiting-Abdominal Pain

90- T,Fat Tony,801621386,61,12:54,Pounding headache

91- C,Louie,937944799,58,13:02

92- T,Mona Simpson,489288169,62,13:10,Muscle tension-Nausea-Photosensitivity

93- T,Legs,385733617,63,13:18,Chest Pain-Lightheadedness-Pain radiates to arm

94- C,Gil Gunderson,737726088,59,13:26

95- C,Manjula Nahasapeemapetilon,965839509,60,13:34

96- C,Lindsey Naegle,723662924,61,13:42

97- T,Mrs.Vanderbilt,439527467,64,13:50,Fatigue-Dry mouth-Stomach pain

98- T,Artie Ziff,903489573,65,13:58,Cramps-Bloating-Backpain-Fatigue

99- T,Duffman,908615164,66,14:06,Upset Stomach-Headache-Chills-Redness of left eye

100- C,Gloria Jailbird,791034131,62,14:14

done!

**Content of "bigdata.csv" after execution:**

00:05,00:07

C,Apu Nahasapeemapetilon,684689164,18,01:04

T,Barney Gumble,350158143,12,01:10,Nausea-Vomiting-Abdominal Pain

T,Bleeding Gums Murphy[B],763006002,13,01:18,Pounding headache

C,Chief Clancy Wiggum,448762564,19,01:26

C,Dewey Largo,712691397,20,01:34

C,Eddie,547723561,21,01:42

T,Edna Krabappel,435676529,14,01:50,Muscle tension-Nausea-Photosensitivity

T,Itchy,253789913,15,01:58,Chest Pain-Lightheadedness-Pain radiates to arm

T,Janey Powell,319153275,16,02:06,Fatigue-Dry mouth-Stomach pain

C,Jasper Beardly,119258893,22,02:14

T,Kent Brockman,483681036,17,02:22,Cramps-Bloating-Backpain-Fatigue

T,Krusty The Clown,950529072,18,02:30,Upset Stomach-Headache-Chills-Redness of left eye

C,Lenny Leonard,587869296,23,02:38

C,Lou,152561791,24,02:46

C,Martin Prince,666834410,25,02:54

T,Marvin Monroe,617902450,19,03:02,Fever-Sore throat-Red blisters on tonge hand and feet

T,Milhouse Van Houten,245141298,20,03:10,Nausea-Vomiting-Abdominal Pain

T,Moe Szyslak,949650271,21,03:18,Pounding headache

C,Mr.Burns,302111099,26,03:26

T,Ned Flanders,901243533,22,03:34,Muscle tension-Nausea-Photosensitivity

T,Otto Mann,353808561,23,03:42,Chest Pain-Lightheadedness-Pain radiates to arm

C,Patty Bouvier,563626049,27,03:50

C,Ralph Wiggum,232528535,28,03:58

C,Reverend Timothy Lovejoy,954597483,29,04:06

T,Scratchy,804624732,24,04:14,Fatigue-Dry mouth-Stomach pain

T,Selma Bouvier,824433633,25,04:22,Cramps-Bloating-Backpain-Fatigue

T,Seymour Skinner,212777486,26,04:30,Upset Stomach-Headache-Chills-Redness of left eye

C,Sherri,803890510,30,04:38

T,Sideshow Bob,661926384,27,04:46,Fever-Sore throat-Red blisters on tonge hand and feet

T,Terri,436143666,28,04:54,Nausea-Vomiting-Abdominal Pain

C,Todd Flanders,633004791,31,05:02

C,Waylon Smithers,363654580,32,05:10

C,Wendell Borton,799577464,33,05:18

T,Bernice Hibbert,951217324,29,05:26,Pounding headache

T,Blue - Haired Lawyer,999210723,30,05:34,Muscle tension-Nausea-Photosensitivity

T,Carl Carlson,891594250,31,05:42,Chest Pain-Lightheadedness-Pain radiates to arm

C,Dolph Starbeam,569782342,34,05:50

T,Dr.Julius Hibbert,729513816,32,05:58,Fatigue-Dry mouth-Stomach pain

T,Dr.Nick Riviera,238049382,33,06:06,Cramps-Bloating-Backpain-Fatigue

C,Elizabeth Hoover,800542218,35,06:14

C,Hans Moleman,969819277,36,06:22

C,Helen Lovejoy,401224915,37,06:30

T,Herman Hermann,593609025,34,06:38,Upset Stomach-Headache-Chills-Redness of left eye

T,Jacqueline Bouvier,953663619,35,06:46,Fever-Sore throat-Red blisters on tonge hand and feet

T,Jimbo Jones,721443190,36,06:54,Nausea-Vomiting-Abdominal Pain

C,Kearney Zzyzwicz,432711501,38,07:02

T,Lionel Hutz,178593191,37,07:10,Pounding headache

T,Maude Flanders[D],420801423,38,07:18,Muscle tension-Nausea-Photosensitivity

C,Mayor Joe Quimby,110077488,39,07:26

C,Nelson Muntz,196178470,40,07:34

C,Princess Kashmir,535122245,41,07:42

T,Professor Jonathan Frink,862738888,39,07:50,Chest Pain-Lightheadedness-Pain radiates to arm

T,Rainier Wolfcastle,838261596,40,07:58,Fatigue-Dry mouth-Stomach pain

T,Rod Flanders,570771995,41,08:06,Cramps-Bloating-Backpain-Fatigue

C,Sideshow Mel,665096883,42,08:14

T,Troy McClure,889384541,42,08:22,Upset Stomach-Headache-Chills-Redness of left eye

T,Wise Guy,687194419,43,08:30,Fever-Sore throat-Red blisters on tonge hand and feet

C,Agnes Skinner,139838034,43,08:38

C,Akira Kurosawa,109031892,44,08:46

C,Comic Book Guy,560066225,45,08:54

T,Groundskeeper Willie,750953613,44,09:02,Nausea-Vomiting-Abdominal Pain

T,Judge Roy Snyder,590660433,45,09:10,Pounding headache

T,Kang,874482795,46,09:18,Muscle tension-Nausea-Photosensitivity

C,Kodos,713945919,46,09:26

T,Luann Van Houten,674163110,47,09:34,Chest Pain-Lightheadedness-Pain radiates to arm

T,Mr.Teeny,682435248,48,09:42,Fatigue-Dry mouth-Stomach pain

C,Snake Jailbird,982038952,47,09:50

C,Arnie Pye,839813200,48,09:58

C,Bumblebee Man,953269767,49,10:06

T,Drederick Tatum,595058538,49,10:14,Cramps-Bloating-Backpain-Fatigue

T,Kirk Van Houten,920565776,50,10:22,Upset Stomach-Headache-Chills-Redness of left eye

T,Lunchlady Doris,531265858,51,10:30,Fever-Sore throat-Red blisters on tonge hand and feet

C,Homer simpson,897545973,50,10:38

T,Ruth Powers,839708037,52,10:46,Nausea-Vomiting-Abdominal Pain

T,Sea Captain,536632611,53,10:54,Pounding headache

C,Squeaky,969983044,51,11:02

C,Baby Gerald,720596849,52,11:10

C,Cletus Spuckler,663876953,53,11:18

T,Luigi Risotto,806256565,54,11:26,Muscle tension-Nausea-Photosensitivity

T,Miss Springfield,120316413,55,11:34,Chest Pain-Lightheadedness-Pain radiates to arm

T,Superintendent Gary Chalmers,338313093,56,11:42,Fatigue-Dry mouth-Stomach pain

C,Alice Glick,716798266,54,11:50

T,Allison Taylor,135930980,57,11:58,Cramps-Bloating-Backpain-Fatigue

T,Database,327304915,58,12:06,Upset Stomach-Headache-Chills-Redness of left eye

C,The Rich Texan,563121591,55,12:14

C,Sarah Wiggum,997622584,56,12:22

C,Uter Zurker,822087239,57,12:30

T,Brandine Spuckler,437656034,59,12:38,Fever-Sore throat-Red blisters on tonge hand and feet

T,Disco Stu,530230041,60,12:46,Nausea-Vomiting-Abdominal Pain

T,Fat Tony,801621386,61,12:54,Pounding headache

C,Louie,937944799,58,13:02

T,Mona Simpson,489288169,62,13:10,Muscle tension-Nausea-Photosensitivity

T,Legs,385733617,63,13:18,Chest Pain-Lightheadedness-Pain radiates to arm

C,Gil Gunderson,737726088,59,13:26

C,Manjula Nahasapeemapetilon,965839509,60,13:34

C,Lindsey Naegle,723662924,61,13:42

T,Mrs.Vanderbilt,439527467,64,13:50,Fatigue-Dry mouth-Stomach pain

T,Artie Ziff,903489573,65,13:58,Cramps-Bloating-Backpain-Fatigue

T,Duffman,908615164,66,14:06,Upset Stomach-Headache-Chills-Redness of left eye

C,Gloria Jailbird,791034131,62,14:14