HTTP 状态码

200 ok 成功返回状态，对应，GET,PUT,PATCH,DELETE.

201 created 成功创建。

304 not modified HTTP缓存有效。

400 bad request 请求格式错误。

401 unauthorized 未授权。

403 forbidden 鉴权成功，但是该用户没有权限。

404 not found 请求的资源不存在

405 method not allowed 该http方法不被允许。

410 gone 这个url对应的资源现在不可用。

415 unsupported media type 请求类型错误。

422 unprocessable entity 校验错误时用。

429 too many request 请求过多。

GET操作是安全的。所谓安全是指不管进行多少次操作，资源的状态都不会改变。比如我用GET浏览文章，不管浏览多少次，那篇文章还在那，没有变化。当然，你可能说每浏览一次文章，文章的浏览数就加一，这不也改变了资源的状态么？这并不矛盾，因为这个改变不是GET操作引起的，而是用户自己设定的服务端逻辑造成的。

PUT，DELETE操作是幂等的。所谓幂等是指不管进行多少次操作，结果都一样。比如我用PUT修改一篇文章，然后在做同样的操作，每次操作后的结果并没有不同，DELETE也是一样。顺便说一句，因为GET操作是安全的，所以它自然也是幂等的。

POST操作既不是安全的，也不是幂等的，比如常见的POST重复加载问题：当我们多次发出同样的POST请求后，其结果是创建出了若干的资源。

集合

**ArrayList**:线程不同步。数组形式，默认初始容量为10，扩容是当前 50%，它继承于 **AbstractList**，实现了 **List**, **RandomAccess**, **Cloneable**, **java.io.Serializable** 这些接口。插入删除元素的时间复杂度为**O（n），**求表长以及增加元素，取第 i 元素的时间复杂度为**O（1）**

**遍历方式：**  
  ![](data:image/x-emf;base64,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)

**Vector**:线程同步，默认容量10，扩容是当前 100%，它的同步是通过iterator方法加synchronized实现的

**LinkedList**:一个实现了List接口和Deque接口的双端链表, 支持高效插入和删除操作，实现了Deque接口，具有队列的特性; LinkedList不是线程安全的，调用静态类Collections类中的synchronizedList方法可以保证线程安全

**Arraylist 与 LinkedList 异同**

1. 是否保证线程安全： ArrayList 和 LinkedList 都是不同步的，也就是不保证线程安全；

2. 底层数据结构： Arraylist 底层使用的是Object数组；LinkedList 底层使用的是双向循环链表数据结构；

3. 插入和删除是否受元素位置的影响： ① ArrayList 采用数组存储，所以插入和删除元素的时间复杂度受元素位置的影响。 比如：执行add(E e) 方法的时候， ArrayList 会默认在将指定的元素追加到此列表的末尾，这种情况时间复杂度就是O(1)。但是如果要在指定位置 i 插入和删除元素的话（add(int index, E element) ）时间复杂度就为 O(n-i)。因为在进行上述操作的时候集合中第 i 和第 i 个元素之后的(n-i)个元素都要执行向后位/向前移一位的操作。 ② LinkedList 采用链表存储，所以插入，删除元素时间复杂度不受元素位置的影响，都是近似 O（1）而数组为近似 O（n）。

4. 是否支持快速随机访问： LinkedList 不支持高效的随机元素访问，而 ArrayList 支持。快速随机访问就是通过元素的序号快速获取元素对象(对应于get(int index) 方法)。

5. 内存空间占用： ArrayList的空 间浪费主要体现在在list列表的结尾会预留一定的容量空间，而LinkedList的空间花费则体现在它的每一个元素都需要消耗比ArrayList更多的空间（因为要存放直接后继和直接前驱以及数据）。

**HashMap**:主要用来存放键值对，它基于哈希表的Map接口实现，是常用的Java集合之一。

JDK1.8 之前 HashMap 由 数组+链表 组成的，数组是 HashMap 的主体，链表则是主要为了解决哈希冲突而存在的（“拉链法”解决冲突）.JDK1.8 以后在解决哈希冲突时有了较大的变化，当链表长度大于阈值（默认为 8）时，将链表转化为红黑树，以减少搜索时间

遍历方式：
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**HashMap的底层实现**

JDK1.8 之前 HashMap 底层是 数组和链表 结合在一起使用也就是 链表散列。HashMap 通过 key 的 hashCode 经过扰动函数处理过后得到 hash 值，然后通过 (n - 1) & hash 判断当前元素存放的位置（这里的 n 指的时数组的长度），如果当前位置存在元素的话，就判断该元素与要存入的元素的 hash 值以及 key 是否相同，如果相同的话，直接覆盖，不相同就通过拉链法解决冲突。

所谓扰动函数指的就是 HashMap 的 hash 方法。使用 hash 方法也就是扰动函数是为了防止一些实现比较差的 hashCode() 方法 换句话说使用扰动函数之后可以减少碰撞。

**HashMap 和 Hashtable 的区别**

线程是否安全： HashMap 是非线程安全的，HashTable 是线程安全的；HashTable 内部的方法基本都经过 synchronized 修饰。（如果你要保证线程安全的话就使用 ConcurrentHashMap 吧！）；

效率： 因为线程安全的问题，HashMap 要比 HashTable 效率高一点。另外，HashTable 基本被淘汰，不要在代码中使用它；

对Null key 和Null value的支持： HashMap 中，null 可以作为键，这样的键只有一个，可以有一个或多个键所对应的值为 null。。但是在 HashTable 中 put 进的键值只要有一个 null，直接抛出 NullPointerException。

初始容量大小和每次扩充容量大小的不同 ： ①创建时如果不指定容量初始值，Hashtable 默认的初始大小为11，之后每次扩充，容量变为原来的2n+1。HashMap 默认的初始化大小为16。之后每次扩充，容量变为原来的2倍。②创建时如果给定了容量初始值，那么 Hashtable 会直接使用你给定的大小，而 HashMap 会将其扩充为2的幂次方大小（HashMap 中的tableSizeFor()方法保证，下面给出了源代码）。也就是说 HashMap 总是使用2的幂作为哈希表的大小,后面会介绍到为什么是2的幂次方。

底层数据结构： JDK1.8 以后的 HashMap 在解决哈希冲突时有了较大的变化，当链表长度大于阈值（默认为8）时，将链表转化为红黑树，以减少搜索时间。Hashtable 没有这样的机制

**HashMap 的长度为什么是2的幂次方**

为了能让 HashMap 存取高效，尽量较少碰撞，也就是要尽量把数据分配均匀。我们上面也讲到了过了，Hash 值的范围值-2147483648到2147483648，前后加起来大概40亿的映射空间，只要哈希函数映射得比较均匀松散，一般应用是很难出现碰撞的。但问题是一个40亿长度的数组，内存是放不下的。所以这个散列值是不能直接拿来用的。用之前还要先做对数组的长度取模运算，得到的余数才能用来要存放的位置也就是对应的数组下标。这个数组下标的计算方法是“ (n - 1) & hash ”。（n代表数组长度）。这也就解释了 HashMap 的长度为什么是2的幂次方。

这个算法应该如何设计呢？

我们首先可能会想到采用%取余的操作来实现。但是，重点来了：“取余(%)操作中如果除数是2的幂次则等价于与其除数减一的与(&)操作（也就是说 hash%length==hash&(length-1)的前提是 length 是2的 n 次方；）。” 并且 采用二进制位操作 &，相对于%能够提高运算效率，这就解释了 HashMap 的长度为什么是2的幂次方。

**HashMap 多线程操作导致死循环问题**

在多线程下，进行 put 操作会导致 HashMap 死循环，原因在于 HashMap 的扩容 resize()方法。由于扩容是新建一个数组，复制原数据到数组。由于数组下标挂有链表，所以需要复制链表，但是多线程操作有可能导致环形链表。复制链表过程如下:

以下模拟2个线程同时扩容。假设，当前 HashMap 的空间为2（临界值为1），hashcode 分别为 0 和 1，在散列地址 0 处有元素 A 和 B，这时候要添加元素 C，C 经过 hash 运算，得到散列地址为 1，这时候由于超过了临界值，空间不够，需要调用 resize 方法进行扩容，那么在多线程条件下，会出现条件竞争，模拟过程如下：

线程一：读取到当前的 HashMap 情况，在准备扩容时，线程二介入

线程二：读取 HashMap，进行扩容

线程一：继续执行

这个过程为，先将 A 复制到新的 hash 表中，然后接着复制 B 到链头（A 的前边：B.next=A），本来 B.next=null，到此也就结束了（跟线程二一样的过程），但是，由于线程二扩容的原因，将 B.next=A，所以，这里继续复制A，让 A.next=B，由此，环形链表出现：B.next=A; A.next=B

**ConcurrentHashMap 和 Hashtable 的区别**

ConcurrentHashMap 和 Hashtable 的区别主要体现在实现线程安全的方式上不同。

底层数据结构： JDK1.7的 ConcurrentHashMap 底层采用 分段的数组+链表 实现，JDK1.8 采用的数据结构跟HashMap1.8的结构一样，数组+链表/红黑二叉树。Hashtable 和 JDK1.8 之前的 HashMap 的底层数据结构类似都是采用 数组+链表 的形式，数组是 HashMap 的主体，链表则是主要为了解决哈希冲突而存在的；

实现线程安全的方式（重要）： ① 在JDK1.7的时候，ConcurrentHashMap（分段锁） 对整个桶数组进行了分割分段(Segment)，每一把锁只锁容器其中一部分数据，多线程访问容器里不同数据段的数据，就不会存在锁竞争，提高并发访问率。（默认分配16个Segment，比Hashtable效率提高16倍。） 到了 JDK1.8 的时候已经摒弃了Segment的概念，而是直接用 Node 数组+链表+红黑树的数据结构来实现，并发控制使用 synchronized 和 CAS 来操作。（JDK1.6以后 对 synchronized锁做了很多优化） 整个看起来就像是优化过且线程安全的 HashMap，虽然在JDK1.8中还能看到 Segment 的数据结构，但是已经简化了属性，只是为了兼容旧版本；② Hashtable(同一把锁) :使用 synchronized 来保证线程安全，效率非常低下。当一个线程访问同步方法时，其他线程也访问同步方法，可能会进入阻塞或轮询状态，如使用 put 添加元素，另一个线程不能使用 put 添加元素，也不能使用 get，竞争会越来越激烈效率越低。
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