## Classification Trees

### Anthony Sumter

**Libraries**

#install.packages("tidyverse","caret", "rpart", "rattle", "RColorBrewer" )  
options(tidyverse.quiet = TRUE)  
library(tidyverse)  
library(caret)

## Warning: package 'caret' was built under R version 3.6.2

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(rpart)  
library(rattle)

## Warning: package 'rattle' was built under R version 3.6.2

## Rattle: A free graphical interface for data science with R.  
## Version 5.3.0 Copyright (c) 2006-2018 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(RColorBrewer)

**Dataset**

parole = read.csv("parole.csv")  
parole = parole %>% mutate(male = as\_factor(as.character(male)), race = as\_factor (as.character (race)), state = as\_factor(as.character (state)), crime = as\_factor(as.character (crime)), multiple.offenses = as\_factor(as.character(multiple.offenses)), violator = as\_factor(as.character(violator))) %>%  
mutate(male = fct\_recode(male,"female" = "0","male" = "1")) %>% mutate(race = fct\_recode(race,"White" = "1","Otherwise" = "2"))%>% mutate(state = fct\_recode(state,"OtherState" = "1","Kentucky" = "2", "Louisiana"= "3", "Virgina" = "4"))%>% mutate(crime = fct\_recode(crime,"OtherCrime" = "1", "Larceny" = "2", "DrugRelated" = "3", "DrivingRelated" = "4")) %>% mutate(multiple.offenses = fct\_recode(multiple.offenses,"Otherwise" = "0", "MultipleOffenses" = "1")) %>% mutate(violator = fct\_recode(violator,"Violated" = "1", "NonViolated" = "0"))  
str(parole)

## 'data.frame': 675 obs. of 9 variables:  
## $ male : Factor w/ 2 levels "male","female": 1 2 1 1 1 1 1 2 2 1 ...  
## $ race : Factor w/ 2 levels "White","Otherwise": 1 1 2 1 2 2 1 1 1 2 ...  
## $ age : num 33.2 39.7 29.5 22.4 21.6 46.7 31 24.6 32.6 29.1 ...  
## $ state : Factor w/ 4 levels "OtherState","Kentucky",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ time.served : num 5.5 5.4 5.6 5.7 5.4 6 6 4.8 4.5 4.7 ...  
## $ max.sentence : int 18 12 12 18 12 18 18 12 13 12 ...  
## $ multiple.offenses: Factor w/ 2 levels "Otherwise","MultipleOffenses": 1 1 1 1 1 1 1 1 1 1 ...  
## $ crime : Factor w/ 4 levels "DrivingRelated",..: 1 2 2 3 3 1 2 3 2 4 ...  
## $ violator : Factor w/ 2 levels "NonViolated",..: 1 1 1 1 1 1 1 1 1 1 ...

summary(parole)

## male race age state   
## male :545 White :389 Min. :18.40 OtherState:143   
## female:130 Otherwise:286 1st Qu.:25.35 Kentucky :120   
## Median :33.70 Louisiana : 82   
## Mean :34.51 Virgina :330   
## 3rd Qu.:42.55   
## Max. :67.00   
## time.served max.sentence multiple.offenses  
## Min. :0.000 Min. : 1.00 Otherwise :313   
## 1st Qu.:3.250 1st Qu.:12.00 MultipleOffenses:362   
## Median :4.400 Median :12.00   
## Mean :4.198 Mean :13.06   
## 3rd Qu.:5.200 3rd Qu.:15.00   
## Max. :6.000 Max. :18.00   
## crime violator   
## DrivingRelated:101 NonViolated:597   
## DrugRelated :153 Violated : 78   
## OtherCrime :315   
## Larceny :106   
##   
##

#### Task 1: Split the data into training and testing sets. Your training set should have 70% of the data. Use a random number (set.seed) of 12345.

parole = parole %>% drop\_na()  
str(parole)

## 'data.frame': 675 obs. of 9 variables:  
## $ male : Factor w/ 2 levels "male","female": 1 2 1 1 1 1 1 2 2 1 ...  
## $ race : Factor w/ 2 levels "White","Otherwise": 1 1 2 1 2 2 1 1 1 2 ...  
## $ age : num 33.2 39.7 29.5 22.4 21.6 46.7 31 24.6 32.6 29.1 ...  
## $ state : Factor w/ 4 levels "OtherState","Kentucky",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ time.served : num 5.5 5.4 5.6 5.7 5.4 6 6 4.8 4.5 4.7 ...  
## $ max.sentence : int 18 12 12 18 12 18 18 12 13 12 ...  
## $ multiple.offenses: Factor w/ 2 levels "Otherwise","MultipleOffenses": 1 1 1 1 1 1 1 1 1 1 ...  
## $ crime : Factor w/ 4 levels "DrivingRelated",..: 1 2 2 3 3 1 2 3 2 4 ...  
## $ violator : Factor w/ 2 levels "NonViolated",..: 1 1 1 1 1 1 1 1 1 1 ...

set.seed(12345)  
train.rows = createDataPartition(y = parole$violator, p=0.7, list = FALSE)  
train = parole[train.rows,]   
test = parole[-train.rows,]

#### Task 2: Create a classification tree using all of the predictor variables to predict “violator” in the training set. Plot the tree.

tree1 = rpart(violator ~., train, method="class")  
fancyRpartPlot(tree1)
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#### Task 3: For the tree created in Task 2, how would you classify a 40 year-old parolee from Louisiana who served a 5 year prison sentence? Describe how you “walk through” the classification tree to arrive at your answer.

Classifying a 40 year-old parolee using the classification tree goes as followed. Since they are from the state of Louisiana you would move on to the Right handed branch. If the parolee was white then the age wouldn’t matter as they wouldn’t have violated parole. If the parolee wasn’t white the you would move on to the next branch evaluating time served and since in this case the parolee served greater than 3.9 years you would move on to the next branch looking at age. With this being the lasst decision branch for this scenario this parolee being older than 30 years would have violated his parolee based on the classification tree.

#### Task 4: Use the printcp function to evaluate tree performance as a function of the complexity parameter (cp). What cp value should be selected? Note that the printcp table tends to be a more reliable tool than the plot of cp.

Based on the printcp function the cp value of .023 should be selected to evaluate tree performance.

printcp(tree1)

##   
## Classification tree:  
## rpart(formula = violator ~ ., data = train, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] age multiple.offenses race state   
## [5] time.served   
##   
## Root node error: 55/473 = 0.11628  
##   
## n= 473   
##   
## CP nsplit rel error xerror xstd  
## 1 0.030303 0 1.00000 1.0000 0.12676  
## 2 0.018182 3 0.90909 1.1091 0.13253  
## 3 0.013636 4 0.89091 1.2182 0.13788  
## 4 0.010000 8 0.83636 1.2000 0.13702

plotcp(tree1)
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#### Task 5:Prune the tree from Task 2 back to the cp value that you selected in Task 4. Do not attempt to plot the tree. You will find that the resulting tree is known as a “root”. A tree that takes the form of a root is essentially a naive model that assumes that the prediction for all observations is the majority class. Which class (category) in the training set is the majority class (i.e., has the most observations)?

It appears bassed on the tree the majority class would be the state variable.

tree2 = prune(tree1,cp= tree1$cptable[which.min(tree1$cptable[,"xerror"]),"CP"])  
tree2 = rpart(violator ~., train, cp=0.023, method="class")  
fancyRpartPlot(tree2)
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#### Task 6: Use the unpruned tree from Task 2 to develop predictions for the training data. Use caret’s confusionMatrix function to calculate the accuracy, specificity, and sensitivty of this tree on the training data. Note that we would not, in practice, use an unpruned tree as such a tree is very likely to overfit on new data.

Accuracy for this tree on the training data is 90% , Sensitivity is 49%, and Specificity is 96%

treepred = predict(tree1, train, type = "class")  
head(treepred)

## 1 3 6 7 8 10   
## NonViolated NonViolated NonViolated NonViolated NonViolated NonViolated   
## Levels: NonViolated Violated

confusionMatrix(treepred, train$violator ,positive="Violated")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction NonViolated Violated  
## NonViolated 400 28  
## Violated 18 27  
##   
## Accuracy : 0.9027   
## 95% CI : (0.8724, 0.9279)  
## No Information Rate : 0.8837   
## P-Value [Acc > NIR] : 0.1095   
##   
## Kappa : 0.4862   
##   
## Mcnemar's Test P-Value : 0.1845   
##   
## Sensitivity : 0.49091   
## Specificity : 0.95694   
## Pos Pred Value : 0.60000   
## Neg Pred Value : 0.93458   
## Prevalence : 0.11628   
## Detection Rate : 0.05708   
## Detection Prevalence : 0.09514   
## Balanced Accuracy : 0.72392   
##   
## 'Positive' Class : Violated   
##

#### Task 7: Use the unpruned tree from Task 2 to develop predictions for the testing data. Use caret’s confusionMatrix function to calculate the accuracy, specificity, and sensitivty of this tree on the testing data. Comment on the quality of the model.

The predictions would be an marginal gain of 1% compared to the naive rate of 88.6% increasing the accuracy of the predictions to 89.6%. This could indicate that the data is not overfitted.

treepred\_test = predict(tree1, newdata=test, type = "class")  
head(treepred\_test)

## 2 4 5 9 11 19   
## NonViolated NonViolated NonViolated NonViolated NonViolated NonViolated   
## Levels: NonViolated Violated

confusionMatrix(treepred\_test, test$violator ,positive="Violated")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction NonViolated Violated  
## NonViolated 171 13  
## Violated 8 10  
##   
## Accuracy : 0.896   
## 95% CI : (0.8455, 0.9345)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.3797   
##   
## Kappa : 0.4309   
##   
## Mcnemar's Test P-Value : 0.3827   
##   
## Sensitivity : 0.43478   
## Specificity : 0.95531   
## Pos Pred Value : 0.55556   
## Neg Pred Value : 0.92935   
## Prevalence : 0.11386   
## Detection Rate : 0.04950   
## Detection Prevalence : 0.08911   
## Balanced Accuracy : 0.69504   
##   
## 'Positive' Class : Violated   
##

#### Task 8: Read in the “Blood.csv” dataset.

**The dataset contains five variables:Mnths\_Since\_Last: Months since last donation, TotalDonations: Total number of donation, Total\_Donated: Total amount of blood donated, Mnths\_Since\_First: Months since first donation, DonatedMarch: Binary variable representing whether he/she donated blood in March (1 = Yes, 0 = No).**

**Convert the DonatedMarch variable to a factor and recode the variable so 0 = “No” and 1 = “Yes”.**

blood = read.csv("Blood.csv")  
blood = blood %>% mutate(DonatedMarch = as\_factor(as.character(DonatedMarch))) %>%  
mutate(DonatedMarch = fct\_recode(DonatedMarch,"No" = "0","Yes" = "1"))  
str(blood)

## 'data.frame': 748 obs. of 5 variables:  
## $ Mnths\_Since\_Last : int 2 0 1 2 1 4 2 1 2 5 ...  
## $ TotalDonations : int 50 13 16 20 24 4 7 12 9 46 ...  
## $ Total\_Donated : int 12500 3250 4000 5000 6000 1000 1750 3000 2250 11500 ...  
## $ Mnths\_Since\_First: int 98 28 35 45 77 4 14 35 22 98 ...  
## $ DonatedMarch : Factor w/ 2 levels "Yes","No": 1 1 1 1 2 2 1 2 1 1 ...

summary(blood)

## Mnths\_Since\_Last TotalDonations Total\_Donated Mnths\_Since\_First  
## Min. : 0.000 Min. : 1.000 Min. : 250 Min. : 2.00   
## 1st Qu.: 2.750 1st Qu.: 2.000 1st Qu.: 500 1st Qu.:16.00   
## Median : 7.000 Median : 4.000 Median : 1000 Median :28.00   
## Mean : 9.507 Mean : 5.515 Mean : 1379 Mean :34.28   
## 3rd Qu.:14.000 3rd Qu.: 7.000 3rd Qu.: 1750 3rd Qu.:50.00   
## Max. :74.000 Max. :50.000 Max. :12500 Max. :98.00   
## DonatedMarch  
## Yes:178   
## No :570   
##   
##   
##   
##

#### Task 9: Split the dataset into training (70%) and testing (30%) sets. You may wish to name your training and testing sets “train2” and “test2” so as to not confuse them with the parole datsets Use set.seed of 1234. Then develop a classification tree on the training set to predict “DonatedMarch”. Evaluate the complexity parameter (cp) selection for this model.

It appears that the complextity parameter selection for this model is at .01 for the best classification tree.

blood = blood %>% drop\_na()  
str(blood)

## 'data.frame': 748 obs. of 5 variables:  
## $ Mnths\_Since\_Last : int 2 0 1 2 1 4 2 1 2 5 ...  
## $ TotalDonations : int 50 13 16 20 24 4 7 12 9 46 ...  
## $ Total\_Donated : int 12500 3250 4000 5000 6000 1000 1750 3000 2250 11500 ...  
## $ Mnths\_Since\_First: int 98 28 35 45 77 4 14 35 22 98 ...  
## $ DonatedMarch : Factor w/ 2 levels "Yes","No": 1 1 1 1 2 2 1 2 1 1 ...

set.seed(1234)  
train.rows1 = createDataPartition(y = blood$DonatedMarch, p=0.7, list = FALSE)  
train2 = blood[train.rows1,]   
test2 = blood[-train.rows1,]  
tree3 = rpart(DonatedMarch ~., train2, method="class")  
fancyRpartPlot(tree3)
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printcp(tree3)

##   
## Classification tree:  
## rpart(formula = DonatedMarch ~ ., data = train2, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] Mnths\_Since\_First Mnths\_Since\_Last TotalDonations   
##   
## Root node error: 125/524 = 0.23855  
##   
## n= 524   
##   
## CP nsplit rel error xerror xstd  
## 1 0.072 0 1.000 1.000 0.078049  
## 2 0.016 3 0.784 0.880 0.074580  
## 3 0.012 6 0.736 0.912 0.075556  
## 4 0.010 8 0.712 0.928 0.076030

plotcp(tree3)

![](data:image/png;base64,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)

#### Task 10: Prune the tree back to the optimal cp value, make predictions, and use the confusionMatrix function on the both training and testing sets. Comment on the quality of the predictions.

The predictions would be an significant gain of 5.1% compared to the naive rate of 76.2% increasing the accuracy of the predictions to 81.3%. This could indicate that the data is overfitted.

tree4 = prune(tree3,cp= tree1$cptable[which.min(tree1$cptable[,"xerror"]),"CP"])  
treepred2 = predict(tree4, train2, type = "class")  
head(treepred2)

## 2 3 4 5 6 9   
## Yes Yes Yes No No Yes   
## Levels: Yes No

confusionMatrix(treepred2, train2$DonatedMarch ,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 53 26  
## No 72 373  
##   
## Accuracy : 0.813   
## 95% CI : (0.7769, 0.8455)  
## No Information Rate : 0.7615   
## P-Value [Acc > NIR] : 0.002713   
##   
## Kappa : 0.4107   
##   
## Mcnemar's Test P-Value : 5.476e-06   
##   
## Sensitivity : 0.4240   
## Specificity : 0.9348   
## Pos Pred Value : 0.6709   
## Neg Pred Value : 0.8382   
## Prevalence : 0.2385   
## Detection Rate : 0.1011   
## Detection Prevalence : 0.1508   
## Balanced Accuracy : 0.6794   
##   
## 'Positive' Class : Yes   
##

treepred\_test2 = predict(tree4, newdata=test2, type = "class")  
head(treepred\_test2)

## 1 7 8 10 12 14   
## No Yes Yes No No Yes   
## Levels: Yes No

confusionMatrix(treepred\_test2, test2$DonatedMarch ,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 18 20  
## No 35 151  
##   
## Accuracy : 0.7545   
## 95% CI : (0.6927, 0.8094)  
## No Information Rate : 0.7634   
## P-Value [Acc > NIR] : 0.65710   
##   
## Kappa : 0.2468   
##   
## Mcnemar's Test P-Value : 0.05906   
##   
## Sensitivity : 0.33962   
## Specificity : 0.88304   
## Pos Pred Value : 0.47368   
## Neg Pred Value : 0.81183   
## Prevalence : 0.23661   
## Detection Rate : 0.08036   
## Detection Prevalence : 0.16964   
## Balanced Accuracy : 0.61133   
##   
## 'Positive' Class : Yes   
##