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Topics Covered In This Chapter:

* Collision Detection
* Don’t Modify a List While Iterating Over It
* Keyboard Input in Pygame
* Mouse Input in Pygame

Collision detection is figuring when two things on the screen have touched (that is, collided with) each other. For example, if the player touches an enemy they may lose health. Or the program needs to know when the player touches a coin so that they automatically pick it up. Collision detection can help determine if the game character is standing on solid ground or if there’s nothing but empty air underneath them.

In our games, collision detection will determine if two rectangles are overlapping each other or not. Our next example program will cover this basic technique.

Later in this chapter, we’ll look at how our Pygame programs can accept input from the user through the keyboard and the mouse. It’s a bit more complicated than calling the input() function like we did for our text programs. But using the keyboard is much more interactive in GUI programs. And using the mouse isn’t even possible in our text games. These two concepts will make your games more exciting!

## Source Code of the Collision Detection Program

Much of this code is similar to the animation program, so the explanation of the moving and bouncing code is skipped. (See the animation program in Chapter 17 for that.) A bouncer will bounce around the window. A list of Rect objects will represent food squares.

On each iteration through the game loop, the program will read each Rect object in the list and draw a green square on the window. Every forty iterations through the game loop we will add a new Rect object to the list so that the screen constantly has new food squares in it.

The bouncer is represented by a dictionary. The dictionary has a key named 'rect' (whose value is a pygame.Rect object) and a key named 'dir' (whose value is one of the constant direction variables like we had in last chapter’s Animation program).

As the bouncer bounces around the window, we check if it collides with any of the food squares. If it does, we delete that food square so that it will no longer be drawn on the screen. This will make it look like the bouncer “eats” the food squares in the window.

Type the following into a new file and save it as collisionDetection.py. If you get errors after typing this code in, compare the code you typed to the book’s code with the online diff tool at http://invpy.com/diff/collisionDetection.

collisionDetection.py

1. import pygame, sys, random

2. from pygame.locals import \*

3.

4. def doRectsOverlap(rect1, rect2):

5. for a, b in [(rect1, rect2), (rect2, rect1)]:

6. # Check if a's corners are inside b

7. if ((isPointInsideRect(a.left, a.top, b)) or

8. (isPointInsideRect(a.left, a.bottom, b)) or

9. (isPointInsideRect(a.right, a.top, b)) or

10. (isPointInsideRect(a.right, a.bottom, b))):

11. return True

12.

13. return False

14.

15. def isPointInsideRect(x, y, rect):

16. if (x > rect.left) and (x < rect.right) and (y > rect.top) and (y < rect.bottom):

17. return True

18. else:

19. return False

20.

21.

22. # set up pygame

23. pygame.init()

24. mainClock = pygame.time.Clock()

25.

26. # set up the window

27. WINDOWWIDTH = 400

28. WINDOWHEIGHT = 400

29. windowSurface = pygame.display.set\_mode((WINDOWWIDTH, WINDOWHEIGHT), 0, 32)

30. pygame.display.set\_caption('Collision Detection')

31.

32. # set up direction variables

33. DOWNLEFT = 1

34. DOWNRIGHT = 3

35. UPLEFT = 7

36. UPRIGHT = 9

37.

38. MOVESPEED = 4

39.

40. # set up the colors

41. BLACK = (0, 0, 0)

42. GREEN = (0, 255, 0)

43. WHITE = (255, 255, 255)

44.

45. # set up the bouncer and food data structures

46. foodCounter = 0

47. NEWFOOD = 40

48. FOODSIZE = 20

49. bouncer = {'rect':pygame.Rect(300, 100, 50, 50), 'dir':UPLEFT}

50. foods = []

51. for i in range(20):

52. foods.append(pygame.Rect(random.randint(0, WINDOWWIDTH - FOODSIZE), random.randint(0, WINDOWHEIGHT - FOODSIZE), FOODSIZE, FOODSIZE))

53.

54. # run the game loop

55. while True:

56. # check for the QUIT event

57. for event in pygame.event.get():

58. if event.type == QUIT:

59. pygame.quit()

60. sys.exit()

61.

62. foodCounter += 1

63. if foodCounter >= NEWFOOD:

64. # add new food

65. foodCounter = 0

66. foods.append(pygame.Rect(random.randint(0, WINDOWWIDTH - FOODSIZE), random.randint(0, WINDOWHEIGHT - FOODSIZE), FOODSIZE, FOODSIZE))

67.

68. # draw the black background onto the surface

69. windowSurface.fill(BLACK)

70.

71. # move the bouncer data structure

72. if bouncer['dir'] == DOWNLEFT:

73. bouncer['rect'].left -= MOVESPEED

74. bouncer['rect'].top += MOVESPEED

75. if bouncer['dir'] == DOWNRIGHT:

76. bouncer['rect'].left += MOVESPEED

77. bouncer['rect'].top += MOVESPEED

78. if bouncer['dir'] == UPLEFT:

79. bouncer['rect'].left -= MOVESPEED

80. bouncer['rect'].top -= MOVESPEED

81. if bouncer['dir'] == UPRIGHT:

82. bouncer['rect'].left += MOVESPEED

83. bouncer['rect'].top -= MOVESPEED

84.

85. # check if the bouncer has move out of the window

86. if bouncer['rect'].top < 0:

87. # bouncer has moved past the top

88. if bouncer['dir'] == UPLEFT:

89. bouncer['dir'] = DOWNLEFT

90. if bouncer['dir'] == UPRIGHT:

91. bouncer['dir'] = DOWNRIGHT

92. if bouncer['rect'].bottom > WINDOWHEIGHT:

93. # bouncer has moved past the bottom

94. if bouncer['dir'] == DOWNLEFT:

95. bouncer['dir'] = UPLEFT

96. if bouncer['dir'] == DOWNRIGHT:

97. bouncer['dir'] = UPRIGHT

98. if bouncer['rect'].left < 0:

99. # bouncer has moved past the left side

100. if bouncer['dir'] == DOWNLEFT:

101. bouncer['dir'] = DOWNRIGHT

102. if bouncer['dir'] == UPLEFT:

103. bouncer['dir'] = UPRIGHT

104. if bouncer['rect'].right > WINDOWWIDTH:

105. # bouncer has moved past the right side

106. if bouncer['dir'] == DOWNRIGHT:

107. bouncer['dir'] = DOWNLEFT

108. if bouncer['dir'] == UPRIGHT:

109. bouncer['dir'] = UPLEFT

110.

111. # draw the bouncer onto the surface

112. pygame.draw.rect(windowSurface, WHITE, bouncer['rect'])

113.

114. # check if the bouncer has intersected with any food squares.

115. for food in foods[:]:

116. if doRectsOverlap(bouncer['rect'], food):

117. foods.remove(food)

118.

119. # draw the food

120. for i in range(len(foods)):

121. pygame.draw.rect(windowSurface, GREEN, foods[i])

122.

123. # draw the window onto the screen

124. pygame.display.update()

125. mainClock.tick(40)

The program will look like Figure 18-1. The the bouncer square will bounce around the window. When it collides with the green food squares they will disappear from the screen.
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Figure 18-1: An altered screenshot of the Collision Detection program.

Importing the Modules

1. import pygame, sys, random

2. from pygame.locals import \*

The collision detection program imports the same things as the Animation program in the last chapter, along with the random module.

## The Collision Detection Algorithm

4. def doRectsOverlap(rect1, rect2):

To do collision detection, you need a function that can determine if two rectangles collide with each other or not. Figure 18-2 shows colliding and non-colliding rectangles.
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Figure 18-2: Examples of colliding rectangles (left) and rectangles that don’t collide (right).

doRectsOverlap() is passed two pygame.Rect objects. The function will return True if they do and False if they don’t. There is a simple rule to follow to determine if rectangles collide. Look at each of the four corners on both rectangles. If at least one of these eight corners is inside the other rectangle, then you know that the two rectangles have collided. You can use this fact to determine if doRectsOverlap() returns True or False.

5. for a, b in [(rect1, rect2), (rect2, rect1)]:

6. # Check if a's corners are inside b

7. if ((isPointInsideRect(a.left, a.top, b)) or

8. (isPointInsideRect(a.left, a.bottom, b)) or

9. (isPointInsideRect(a.right, a.top, b)) or

10. (isPointInsideRect(a.right, a.bottom, b))):

11. return True

Lines 5 to 11 check if one rectangle’s corners are inside another. Later you will create a function called isPointInsideRect() that returns True if the XY coordinates of the point are inside the rectangle. Call this function for each of the eight corners, and if any of these calls return True, the or operators will make the entire condition True.

The parameters for doRectsOverlap() are rect1 and rect2. First check if rect1’s corners are inside rect2, then check if rect2’s corners are in rect1.

You don’t need to repeat the code that checks all four corners for both rect1 and rect2. Instead, use a and b on lines 7 to 10. The for loop on line 5 uses multiple assignment. On the first iteration, a is set to rect1 and b is set to rect2. On the second iteration through the loop, it is the opposite: a is set to rect2 and b is set to rect1.

13. return False

Line 11 never returns True, then none of the eight corners checked are in the other rectangle. In that case, the rectangles didn’t collide and line 13 returns False.

Determining if a Point is Inside a Rectangle

15. def isPointInsideRect(x, y, rect):

16. if (x > rect.left) and (x < rect.right) and (y > rect.top) and (y < rect.bottom):

17. return True

The isPointInsideRect() function is called from doRectsOverlap(). The isPointInsideRect() function will return True if the XY coordinates passed are located inside the pygame.Rect object passed as the third parameter. Otherwise, this function returns False.

Figure 18-3 is an example picture of a rectangle and several points. The points and the corners of the rectangle are labeled with coordinates.

A point is inside the rectangle if the following four things are true:

* The point’s X-coordinate is greater than the X-coordinate of the rectangle’s left side.
* The point’s X-coordinate is less than the X-coordinate of the rectangle’s right side.
* The point’s Y-coordinate is greater than the Y-coordinate of the rectangle’s top side.
* The point’s Y-coordinate is less than the Y-coordinate of the rectangle’s bottom side.

If any of those parts are False, then the point is outside the rectangle. Line 16 combines all four of these conditions into the if statement’s condition with and operators.
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Figure 18-3: Example of coordinates inside and outside of a rectangle. The (50, 30), (85, 30) and (50, 50) points are inside the rectangle, and all the others are outside.

18. else:

19. return False

This function is called from the doRectsOverlap() function to see if any of the corners in the two pygame.Rect objects are inside each other. These two functions give you the power to do collision detection between two rectangles.

The pygame.time.Clock Object and tick() Method

Much of lines 22 to 43 do the same things that the Animation program in the last chapter did: initialize Pygame, set WINDOWHEIGHT and WINDOWWIDTH, and assign the color and direction constants.

However, line 24 is new:

24. mainClock = pygame.time.Clock()

In the previous Animation program, a call to time.sleep(0.02) would slow down the program so that the program doesn’t run too fast. The problem with time.sleep()is that might be too much of a pause on slow computers and not enough of a pause on fast computers.

A pygame.time.Clock object can pause an appropriate amount of time on any computer. Line 125 calls mainClock.tick(40) inside the game loop. This call to the Clock object’s tick() method waits enough time so that it runs at about 40 iterations a second, no matter what the computer’s speed is. This ensures that the game never runs faster than you expect. A call to tick() should only appear once in the game loop.

Setting Up the Window and Data Structures

45. # set up the bouncer and food data structures

46. foodCounter = 0

47. NEWFOOD = 40

48. FOODSIZE = 20

Lines 46 to 48 set up a few variables for the food blocks that appear on the screen. foodCounter will start at the value 0, NEWFOOD at 40, and FOODSIZE at 20.

49. bouncer = {'rect':pygame.Rect(300, 100, 50, 50), 'dir':UPLEFT}

Line 49 sets up a new data structure called bouncer. bouncer is a dictionary with two keys. The 'rect' key has a pygame.Rect object that represents the bouncer’s size and position.

The 'dir' key has a direction that the bouncer is currently moving. The bouncer will move the same way the blocks did in Chapter 17’s animation program.

50. foods = []

51. for i in range(20):

52. foods.append(pygame.Rect(random.randint(0, WINDOWWIDTH - FOODSIZE), random.randint(0, WINDOWHEIGHT - FOODSIZE), FOODSIZE, FOODSIZE))

The program will keep track of every food square with a list of Rect objects in foods. Lines 51 and 52 create twenty food squares randomly placed around the screen. You can use the random.randint() function to come up with random XY coordinates.

On line 52, we will call the pygame.Rect() constructor function to return a new pygame.Rect object. It will represent the position and size of the food square. The first two parameters for pygame.Rect() are the XY coordinates of the top left corner. You want the random coordinate to be between 0 and the size of the window minus the size of the food square. If you had the random coordinate between 0 and the size of the window, then the food square might be pushed outside of the window altogether, like in Figure 18-4.

![](data:image/png;base64,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)

Figure 18-4: For a 20 by 20 rectangle, having the top left corner at (400, 200) in a 400 by 400 window would place the rectangle outside of the window. To be inside, the top left corner should be at (380, 200) instead.

The third parameter for pygame.Rect() is a tuple that contains the width and height of the food square. Both the width and height is the value in the FOODSIZE constant.

Drawing the Bouncer on the Screen

Lines 71 to 109 cause the bouncer to move around the window and bounce off of the edges of the window. This code is similar to lines 44 to 83 of the Animation program in the last chapter, so the explanation will be skipped.

111. # draw the bouncer onto the surface

112. pygame.draw.rect(windowSurface, WHITE, bouncer['rect'])

After moving the bouncer, line 112 draws it in its new position. The windowSurface passed for the first parameter tells Python which Surface object to draw the rectangle on. The WHITE variable, which has (255, 255, 255) stored in it, will tell Python to draw a white rectangle. The Rect object stored in the bouncer dictionary at the 'rect' key tells the position and size of the rectangle to draw.

Colliding with the Food Squares

114. # check if the bouncer has intersected with any food squares.

115. for food in foods[:]:

Before drawing the food squares, check if the bouncer has overlapped any of the food squares. If it has, remove that food square from the foods list. This way, Python won’t draw any food squares that the bouncer has “eaten”.

On each iteration through the for loop, the current food square from the foods (plural) list is in the variable food (singular).

## Don’t Add to or Delete from a List while Iterating Over It

Notice that there’s a slight difference with this for loop. If you look carefully at line 116, it isn’t iterating over foods but actually over foods[:].

Remember how slices work. foods[:2] evaluates to a copy of the list with the items from the start and up to (but not including) the item at index 2. foods[3:] evaluates to a copy of the list with the items from index 3 to the end of the list.

foods[:] will give you a copy of the list with the items from the start to the end. Basically, foods[:] creates a new list with a copy of all the items in foods. This is a shorter way to copy a list than, say, what the getBoardCopy() function does in the previous Tic Tac Toe game.

You cannot add or remove items from a list while you are iterating over it. Python can lose track of what the next value of food variable should be if the size of the foods list is always changing. Think of how difficult it would be to count the number of jelly beans in a jar while someone was adding or removing jelly beans.

But if you iterate over a copy of the list (and the copy never changes), adding or removing items from the original list won’t be a problem.

Removing the Food Squares

116. if doRectsOverlap(bouncer['rect'], food):

117. foods.remove(food)

Line 116 is where doRectsOverlap() comes in handy. If the bouncer and the current food square two rectangles overlap, then doRectsOverlap() will return True and line 117 removes the overlapping food square from the foods list.

Drawing the Food Squares on the Screen

119. # draw the food

120. for i in range(len(foods)):

121. pygame.draw.rect(windowSurface, GREEN, foods[i])

The code on lines 120 and 121 are similar to how we drew the white square for the player. Line 120 loops through each food square in the foods list. Line 121 draws the food square onto the windowSurface surface. This program was similar to the bouncing program in the previous chapter, except now the bouncing square will “eat” other squares it passes over them.

These past few programs are interesting to watch, but the user doesn’t get to control anything. In the next program, we will learn how to get input from the keyboard.

## Source Code of the Keyboard Input Program

Start a new file and type in the following code, then save it as pygameInput.py. If you get errors after typing this code in, compare the code you typed to the book’s code with the online diff tool at http://invpy.com/diff/pygameInput.

pygameInput.py

1. import pygame, sys, random

2. from pygame.locals import \*

3.

4. # set up pygame

5. pygame.init()

6. mainClock = pygame.time.Clock()

7.

8. # set up the window

9. WINDOWWIDTH = 400

10. WINDOWHEIGHT = 400

11. windowSurface = pygame.display.set\_mode((WINDOWWIDTH, WINDOWHEIGHT), 0, 32)

12. pygame.display.set\_caption('Input')

13.

14. # set up the colors

15. BLACK = (0, 0, 0)

16. GREEN = (0, 255, 0)

17. WHITE = (255, 255, 255)

18.

19. # set up the player and food data structure

20. foodCounter = 0

21. NEWFOOD = 40

22. FOODSIZE = 20

23. player = pygame.Rect(300, 100, 50, 50)

24. foods = []

25. for i in range(20):

26. foods.append(pygame.Rect(random.randint(0, WINDOWWIDTH - FOODSIZE), random.randint(0, WINDOWHEIGHT - FOODSIZE), FOODSIZE, FOODSIZE))

27.

28. # set up movement variables

29. moveLeft = False

30. moveRight = False

31. moveUp = False

32. moveDown = False

33.

34. MOVESPEED = 6

35.

36.

37. # run the game loop

38. while True:

39. # check for events

40. for event in pygame.event.get():

41. if event.type == QUIT:

42. pygame.quit()

43. sys.exit()

44. if event.type == KEYDOWN:

45. # change the keyboard variables

46. if event.key == K\_LEFT or event.key == ord('a'):

47. moveRight = False

48. moveLeft = True

49. if event.key == K\_RIGHT or event.key == ord('d'):

50. moveLeft = False

51. moveRight = True

52. if event.key == K\_UP or event.key == ord('w'):

53. moveDown = False

54. moveUp = True

55. if event.key == K\_DOWN or event.key == ord('s'):

56. moveUp = False

57. moveDown = True

58. if event.type == KEYUP:

59. if event.key == K\_ESCAPE:

60. pygame.quit()

61. sys.exit()

62. if event.key == K\_LEFT or event.key == ord('a'):

63. moveLeft = False

64. if event.key == K\_RIGHT or event.key == ord('d'):

65. moveRight = False

66. if event.key == K\_UP or event.key == ord('w'):

67. moveUp = False

68. if event.key == K\_DOWN or event.key == ord('s'):

69. moveDown = False

70. if event.key == ord('x'):

71. player.top = random.randint(0, WINDOWHEIGHT - player.height)

72. player.left = random.randint(0, WINDOWWIDTH - player.width)

73.

74. if event.type == MOUSEBUTTONUP:

75. foods.append(pygame.Rect(event.pos[0], event.pos[1], FOODSIZE, FOODSIZE))

76.

77. foodCounter += 1

78. if foodCounter >= NEWFOOD:

79. # add new food

80. foodCounter = 0

81. foods.append(pygame.Rect(random.randint(0, WINDOWWIDTH - FOODSIZE), random.randint(0, WINDOWHEIGHT - FOODSIZE), FOODSIZE, FOODSIZE))

82.

83. # draw the black background onto the surface

84. windowSurface.fill(BLACK)

85.

86. # move the player

87. if moveDown and player.bottom < WINDOWHEIGHT:

88. player.top += MOVESPEED

89. if moveUp and player.top > 0:

90. player.top -= MOVESPEED

91. if moveLeft and player.left > 0:

92. player.left -= MOVESPEED

93. if moveRight and player.right < WINDOWWIDTH:

94. player.right += MOVESPEED

95.

96. # draw the player onto the surface

97. pygame.draw.rect(windowSurface, WHITE, player)

98.

99. # check if the player has intersected with any food squares.

100. for food in foods[:]:

101. if player.colliderect(food):

102. foods.remove(food)

103.

104. # draw the food

105. for i in range(len(foods)):

106. pygame.draw.rect(windowSurface, GREEN, foods[i])

107.

108. # draw the window onto the screen

109. pygame.display.update()

110. mainClock.tick(40)

This program is almost identical to the collision detection program. But in this program, the bouncer only moves around when the user holds down the arrow keys on the keyboard.

You can also click anywhere in the window and create new food objects. In addition, the esc key will quit the program and the “X” key will teleport the player to a random place on the screen.

Setting Up the Window and Data Structures

Starting at line 29, the code sets up some variables that track the movement of the bouncer.

28. # set up movement variables

29. moveLeft = False

30. moveRight = False

31. moveUp = False

32. moveDown = False

The four variables have Boolean values to keep track of which of the arrow keys are being held down. For example, when the user pushes the left arrow key on their keyboard, moveLeft is set to True. When they let go of the key, moveLeft is set back to False.

Lines 34 to 43 are identical to code in the previous Pygame programs. These lines handle the start of the game loop and what to do when the user quits the program. We’ll skip the explanation for this code here since we have already covered it in the last chapter.

Events and Handling the KEYDOWN Event

The code to handle the key press and key release events start on line 44. At the start of the program, they are all set to False.

44. if event.type == KEYDOWN:

Pygame has an event type called KEYDOWN. This is one of the other events that Pygame can generate. A brief list of the events that could be returned by pygame.event.get() is in Table 18-1.

Table 18-1: Events and when they are generated.

|  |  |
| --- | --- |
| Event Type | Description |
| QUIT | Generated when the user closes the window. |
| KEYDOWN | Generated when the user presses down a key. Has a key attribute that tells which key was pressed. Also has a mod attribute that tells if the Shift, Ctrl, Alt, or other keys were held down when this key was pressed. |
| KEYUP | Generated when the user releases a key. Has a key and mod attribute that are similar to those for KEYDOWN. |
| MOUSEMOTION | Generated whenever the mouse moves over the window. Has a pos attribute that returns tuple (x, y) for the coordinates of where the mouse is in the window. The rel attribute also returns a (x, y) tuple, but it gives coordinates relative since the last MOUSEMOTION event. For example, if the mouse moves left by four pixels from (200, 200) to (196, 200), then rel will be the tuple value (-4, 0).  The buttons attribute returns a tuple of three integers. The first integer in the tuple is for the left mouse button, the second integer for the middle mouse button (if there’s a middle mouse button), and the third integer is for the right mouse button. These integers will be 0 if they are not being pressed down when the mouse moved and 1 if they are pressed down. |
| MOUSEBUTTONDOWN | Generated when a mouse button is pressed down in the window. This event has a pos attribute which is an (x, y) tuple for the coordinates of where the mouse was when the button was pressed. There is also a button attribute which is an integer from 1 to 5 that tells which mouse button was pressed, explained in Table 18-2. |
| MOUSEBUTTONUP | Generated when the mouse button is released. This has the same attributes as MOUSEBUTTONDOWN. |

Table 18-2: The button attribute values and mouse button.

|  |  |
| --- | --- |
| Value of button | Mouse Button |
| 1 | Left button |
| 2 | Middle button |
| 3 | Right button |
| 4 | Scroll wheel moved up |
| 5 | Scroll wheel moved down |

Setting the Four Keyboard Variables

45. # change the keyboard variables

46. if event.key == K\_LEFT or event.key == ord('a'):

47. moveRight = False

48. moveLeft = True

49. if event.key == K\_RIGHT or event.key == ord('d'):

50. moveLeft = False

51. moveRight = True

52. if event.key == K\_UP or event.key == ord('w'):

53. moveDown = False

54. moveUp = True

55. if event.key == K\_DOWN or event.key == ord('s'):

56. moveUp = False

57. moveDown = True

If the event type is KEYDOWN, then the event object will have a key attribute that tells which key was pressed down. Line 46 compares this attribute to K\_LEFT, which is the pygame.locals constant that represents the left arrow key on the keyboard. Lines 46 to 57 do similar checks for each of the other arrow keys: K\_LEFT, K\_RIGHT, K\_UP, K\_DOWN.

When one of these keys is pressed down, set the corresponding movement variable to True. Also, set the movement variable of the opposite direction to False.

For example, the program executes lines 47 and 48 when the left arrow key has been pressed. In this case, set moveLeft to True and moveRight to False (even though moveRight might already be False, set it to False just to be sure).

On line 46, in event.key can either be equal to K\_LEFT or ord('a'). The value in event.key is set to the integer ordinal value of the key that was pressed on the keyboard. (There is no ordinal value for the arrow keys, which is why we use the constant variable K\_LEFT.) You can use the ord() function to get the ordinal value of any single character to compare it with event.key.

By executing the code on lines 47 and 48 if the keystroke was either K\_LEFT or ord('a'), you make the left arrow key and the A key do the same thing. The W, A, S, and D keys are all used as alternates for changing the movement variables. The WASD (pronounced “wazz-dee”) keys let you use your left hand. The arrow keys can be pressed with your right hand.
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Figure 18-5: The WASD keys can be programmed to do the same thing as the arrow keys.

Handling the KEYUP Event

58. if event.type == KEYUP:

When the user releases the key that they are holding down, a KEYUP event is generated.

59. if event.key == K\_ESCAPE:

60. pygame.quit()

61. sys.exit()

If the key that the user released was the esc key, then terminate the program. Remember, in Pygame you must call the pygame.quit() function before calling the sys.exit() function.

Lines 62 to 69 will set a movement variable to False if that direction’s key was let go.

62. if event.key == K\_LEFT or event.key == ord('a'):

63. moveLeft = False

64. if event.key == K\_RIGHT or event.key == ord('d'):

65. moveRight = False

66. if event.key == K\_UP or event.key == ord('w'):

67. moveUp = False

68. if event.key == K\_DOWN or event.key == ord('s'):

69. moveDown = False

Teleporting the Player

70. if event.key == ord('x'):

71. player.top = random.randint(0, WINDOWHEIGHT - player.height)

72. player.left = random.randint(0, WINDOWWIDTH - player.width)

You can also add teleportation to the game. If the user presses the “X” key, then lines 71 and 72 will set the position of the user’s square to a random place on the window. This will give the user the ability to teleport around the window by pushing the “X” key. Although they can’t control where they will teleport; it’s completely random.

Handling the MOUSEBUTTONUP Event

74. if event.type == MOUSEBUTTONUP:

75. foods.append(pygame.Rect(event.pos[0], event.pos[1], FOODSIZE, FOODSIZE))

Mouse input is handled by events just like keyboard input is. The MOUSEBUTTONUP event occurs when the user releases the mouse button after clicking it. The pos attribute in the Event object is set to a tuple of two integers for the XY coordinates for where the mouse cursor was at the time of the click.

On line 75, the X-coordinate is stored in event.pos[0] and the Y-coordinate is stored in event.pos[1]. Line 75 creates a new Rect object to represent a new food and place it where the MOUSEBUTTONUP event occurred. By adding a new Rect object to the foods list, the code will display a new food square is displayed on the screen.

Moving the Player Around the Screen

86. # move the player

87. if moveDown and player.bottom < WINDOWHEIGHT:

88. player.top += MOVESPEED

89. if moveUp and player.top > 0:

90. player.top -= MOVESPEED

91. if moveLeft and player.left > 0:

92. player.left -= MOVESPEED

93. if moveRight and player.right < WINDOWWIDTH:

94. player.right += MOVESPEED

You’ve set the movement variables (moveDown, moveUp, moveLeft, and moveRight) to True or False depending on what keys the user has pressed. Now move the player’s square (which is represented by the pygame.Rect object stored in player) by adjusting XY coordinates of player.

If moveDown is set to True (and the bottom of the player’s square isn’t below the bottom edge of the window), then line 88 moves the player’s square down by adding MOVESPEED to the player’s current top attribute. Lines 89 to 94 do the same thing for the other three directions.

## The colliderect() Method

99. # check if the player has intersected with any food squares.

100. for food in foods[:]:

101. if player.colliderect(food):

102. foods.remove(food)

In the previous Collision Detection program, the doRectsOverlap() function to check if one rectangle had collided with another. That function was included in this book so you could understand how the code behind collision detection works.

In this program, you can use the collision detection function that comes with Pygame. The colliderect() method for pygame.Rect objects is passed another pygame.Rect object as an argument and returns True if the two rectangles collide and False if they do not.

110. mainClock.tick(40)

The rest of the code is similar to the code in the Input and Collision Detection programs.

Summary

This chapter introduced the concept of collision detection, which is in many graphical games. Detecting collisions between two rectangles is easy: check if the four corners of either rectangle are within the other rectangle. This is such a common thing to check for that Pygame provides its own collision detection method named colliderect() for pygame.Rect objects.

The first several games in this book were text-based. The program output was text printed to the screen and the input was text typed by the user on the keyboard. But graphical programs can accept keyboard and mouse inputs.

Furthermore, these programs can respond to single keystrokes when the user pushes down or lets up a single key. The user doesn’t have to type in an entire response and press enter. This allows for immediate feedback and much more interactive games.