# Python语言学习

## Python基础

### 1.1基础功能

#### 1.1.1 打印

打印：print("hello world") 既可以用“”也可以用‘

print('The quick brown fox', 'jumps over', 'the lazy dog') 遇到逗号“,”会输出一个空格

#### 1.1.2 输入

func\_num = input()

print(func\_num)

这是因为 input()返回的数据类型是 str，str 不能直接和整数比较，必须先把 str 转换成整数。Python 提供了 int()函数来完成这件事情：s = input('birth: ')；birth = int(s)；

#### 1.1.3 基础

#：注释。

其他每一行都是一个语句，当语句以冒号:结尾时，缩进的语句视为代码块。

请务必注意，Python 程序是大小写敏感的，如果写错了大小写。

Python使用缩进来组织代码块，请务必遵守约定俗成的习惯，坚持使用4个空格的缩进。

#### 1.1.4 数据类型

整数，浮点型

字符串：\转义‘。\n\t等。以\\表示的字符就是\。允许用 r''\\\\“表示''内部的字符串默认不转义。用'''...'''的格式表示多行内容。

布尔型

空值：不代表是0

变量：//，称为地板除，两个整数的除法仍然是整数：

格式化： '%2d-%02d' % (3, 1) ' 3-01'

#### 1.1.5 编码

中国制定了 GB2312 编码，用来把中文编进去。Unicode 标准也在不断发展，但最常用的是用两个字节表示一个字符（如果要用到非常偏僻的字符，就需要 4 个字节）。本着节约的精神，又出现了把 Unicode 编码转化为“可变长编码”的 UTF-8 编码。ASCII编码实际上可以被看成是UTF-8编码的一部分，所以，大量只支持ASCII编码的历史遗留软件可以在 UTF-8 编码下继续工作。
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提供了 ord()函数获取字符的整数表示，

chr()函数把编码转换为对应的字符：

以 Unicode 表示的 str 通过 encode()方法可以编码为指定的 bytes， '中文'.encode('utf-8')

str 包含多少个字符，可以用 len()函数

#!/usr/bin/env python3# -\*- coding: utf-8 -\*-

#### 1.1.6 list tuple

Python 内置的一种数据类型是列表：list。list是一种有序的集合，可以随时添加和删除其中的元素。

1. classmates = ['Michael', 'Bob', 'Tracy']。
2. 用 len()函数可以获得 list 元素的个数。
3. classmates[0]。如果要取最后一个元素，除了计算索引位置外，还可以用-1 做索引，直

接获取最后一个元素。

1. list 是一个可变的有序表，所以，可以往 list 中追加元素到末尾：classmates.append('Adam')。
2. 可以把元素插入到指定的位置，比如索引号为 1 的位置：classmates.insert(1, 'Jack')。
3. 要删除 list 末尾的元素，用 pop()方法：classmates.pop()。
4. 要删除指定位置的元素，用 pop(i)方法，其中 i 是索引位置：classmates.pop(1)。
5. 某个元素替换成别的元素，可以直接赋值给对应的索引位置：classmates[1] = 'Sarah'。
6. list 里面的元素的数据类型也可以不同，比如： L = ['Apple', 123, True]。
7. list 元素也可以是另一个 list，比如： s = ['python', 'java', ['asp', 'php'], 'scheme']。len(s)

4要注意 s 只有 4 个元素，其中 s[2]又是一个 list，如果拆开写就更容易理解了。

tuple另一种有序列表叫元组：tuple。tuple 和 list 非常类似，但是 tuple 一旦初始化就不能修改。classmates = ('Michael', 'Bob', 'Tracy')。classmates 这个 tuple 不能变了，它也没有 append()，insert()这样的方法。其他获取元素的方法和 list 是一样的，你可以正常地使用

classmates[0]，classmates[-1]，但不能赋值成另外的元素。不可变的 tuple 有什么意义？因为 tuple 不可变，所以代码更安全。如果可能，能用 tuple 代替 list 就尽量用 tuple。

要定义一个只有 1 个元素的 tuple，如果你这么定义t = (1)。定义的不是 tuple，是 1 这个数！这是因为括号()既可以表示 tuple，又可以表示数学公式中的小括号，这就产生了歧义，因此，Python 规定，这种情况下，按小括号进行计算，计算结果自然是 1。 t = (，1)。Python 在显示只有 1 个元素的 tuple 时，也会加一个逗号,，以免你误解成数学计算意义上的括号。

一个“可变的”tuple：t = ('a', 'b', ['A', 'B'])。tuple所谓的“不变”是说，tuple 的每个元素，指向永远不变。即指向'a'，就不能改成指向'b'，指向一个 list，就不能改成指向其他对象，但指向的这个 list 本身是可变的！

#### 1.1.7 if

根据 Python 的缩进规则，如果 if 语句判断是 True，就把缩进的两行 print语句执行了，否则，什么也不做。也可以给 if 添加一个 else 语句，意思是，如果 if 判断是 False，不要执行 if 的内容，去把 else 执行了。注意不要少写了冒号:。

age = 3

if age >= 18:

print('adult')

elif age >= 6:

print('teenager')

else:

print('kid')

#### 1.1.8 for

Python 的循环有两种，一种是 for...in 循环，依次把 list 或 tuple 中的每个元素迭代出来，

names = ['Michael', 'Bob', 'Tracy']

for name in names:

print(name)

所以 for x in ...循环就是把每个元素代入变量 x，然后执行缩进块的语句。

Python提供一个 range()函数，可以生成一个整数序列，再通过 list()函数可以转换为 list。比如 range(5)生成的序列是从 0 开始小于 5 的整数：list(range(5))。

第二种循环是 while 循环，只要条件满足，就不断循环，条件不满足时退出循环。比如我们要计算 100 以内所有奇数之和，可以用 while 循环实现：

sum = 0

n = 99

while n > 0:

sum = sum + n

n = n - 2

print(sum)

#### 1.1.9 dict set

Dict

Python 内置了字典：dict 的支持，dict 全称 dictionary，在其他语言称为 map，使用键-值（key-value）存储，具有极快的查找速度。 d = {'Michael': 95, 'Bob': 75, 'Tracy': 85}。d['Michael']。

假设字典包含了 1 万个汉字，我们要查某一个字，一个办法是把字典从第一页往后翻，直到找到我们想要的字为止，这种方法就是在 list 中查找元素的方法，list 越大，查找越慢。第二种方法是先在字典的索引表里（比如部首表）查这个字对应的页码，然后直接翻到该页，找到这个字。无论找哪个字，这种查找速度都非常快，不会随着字典大小的增加而变慢。dict 就是第二种实现方式。由于一个 key 只能对应一个 value，所以，多次对一个 key 放入 value，后面的值会把前面的值冲掉。如果 key 不存在，dict 就会报错。要避免 key 不存在的错误，有两种办法，一是通过 in 判断 key 是否存在。二是通过 dict 提供的 get 方法，如果 key 不存在，可以返回 None，或者自己指定的 value。

要删除一个 key，用 pop(key)方法，对应的 value 也会从 dict 中删除。

请务必注意，dict 内部存放的顺序和 key 放入的顺序是没有关系的。和 list 比较，dict 有以下几个特点：

1. 查找和插入的速度极快，不会随着 key 的增加而增加；

2. 需要占用大量的内存，内存浪费多。

dict可以用在需要高速查找的很多地方，在Python代码中几乎无处不在，正确使用 dict 非常重要，需要牢记的第一条就是 dict 的 key 必须是不可变对象。

Set

set 和 dict 类似，也是一组 key 的集合，但不存储 value。由于 key 不能重复，所以，在 set 中，没有重复的 key。要创建一个 set，需要提供一个 list 作为输入集合：s = set([1, 2, 3])。注意，传入的参数[1, 2, 3]是一个 list，而显示的{1, 2, 3}只是告诉你这个 set 内部有 1，2，3 这 3 个元素，显示的顺序也不表示 set 是有序的。重复元素在 set 中自动被过滤。

通过 add(key)方法可以添加元素到 set 中，可以重复添加，但不会有效果。

通过 remove(key)方法可以删除元素。set 可以看成数学意义上的无序和无重复元素的集合，因此，两个 set 可以做数学意义上的交集、并集等操作。

s1 = set([1, 2, 3])

>>> s2 = set([2, 3, 4])

>>> s1 & s2

{2, 3}

>>> s1 | s2

{1, 2, 3, 4}

set 和 dict 的唯一区别仅在于没有存储对应的 value，但是，set 的原理和dict 一样，所以，同样不可以放入可变对象，因为无法判断两个可变对象是否相等，也就无法保证 set 内部“不会有重复元素”。试试把 list 放入set，看看是否会报错。

str 是不变对象，而 list 是可变对象。

a = 'abc'

>>> a.replace('a', 'A')

'Abc'

>>> a

'abc'

所以，对于不变对象来说，调用对象自身的任意方法，也不会改变该对象自身的内容。相反，这些方法会创建新的对象并返回，这样，就保证了不可变对象本身永远是不可变的。

要始终牢记的是，a 是变量，而'abc'才是字符串对象！有些时候，我们经常说，对象 a 的内容是'abc'，但其实是指，a 本身是一个变量，它指向的对象的内容才是'abc'。当我们调用 a.replace('a', 'A')时，实际上调用方法 replace 是作用在字符串对象'abc'上的，而这个方法虽然名字叫 replace，但却没有改变字符串'abc'的内容。相反，replace 方法创建了一个新字符串'Abc'并返回，如果我们用变量 b 指向该新字符串，就容易理解了，变量 a 仍指向原有的字符串'abc'，但变量 b 却指向新字符串'Abc'了。

#### 1.1.10 数据类型转换

Int float str bool

函数名其实就是指向一个函数对象的引用，完全可以把函数名赋给一个变量，相当于给这个函数起了一个“别名”： a = abs # 变量 a 指向 abs 函数 a(-1) # 所以也可以通过 a 调用 ab

#### 1.1.11 函数默认参数

如果没有return，函数执行完毕返回none。Retrun none可以简写为return。

如果你已经把 my\_abs()的函数定义保存为 abstest.py 文件了，那么，可以在该文件的当前目录下启动 Python 解释器，用 from abstest import my\_abs 来导入 my\_abs()函数，注意 abstest 是文件名（不含.py 扩展名）。

数据类型检查可以用内置函数 isinstance()实现：

if not isinstance(x, (int, float)):

raise TypeError('bad operand type')

函数可以返回多个值x, y = move(100, 100, 60, math.pi / 6) return nx, ny r = move(100, 100, 60, math.pi / 6)这样也行。返回是一个tuple。在语法上，返回一个 tuple 可以省略括

号，而多个变量可以同时接收一个 tuple，按位置赋给对应的值，所以，Python 的函数返回多值其实就是返回一个 tuple，但写起来更方便。

def power(x, n=2):第二参数默认值2兼容。当函数有多个参数时，把变化大的参数放前面，变化小的参数放后面。默认参数必须指向不变对象！否在多次调用默认值会变，用list就会变。为什么要设计 str、None 这样的不变对象呢？因为不变对象一旦创建，对象内部的数据就不能修改，这样就减少了由于修改数据导致的错误。此外，由于对象不变，多任务环境下同时读取对象不需要加锁，同时读一点问题都没有。我们在编写程序时，如果可以设计一个不变对象，那就尽量设计成不变对象。

注：由于 abs 函数实际上是定义在\_\_builtin\_\_模块中的，所以要让修改abs 变量的指向在其它模块也生效，要用\_\_builtin\_\_.abs = 10。

把函数作为参数传入，这样的函数称为高阶函数，函数式编程就是指这种高度抽象的编程范式。

#### 1.1.12 函数可变参数

可变参数：输入参数个数不确定，可以用list tupledef calc(numbers): calc([1, 2, 3])

可以将函数参数变为可变从参数def calc(\*numbers):定义可变参数和定义一个 list 或 tuple 参数相比，仅仅在参数前面加了一个\*号。在函数内部，参数 numbers 接收到的是一个 tuple，因此，函数代码完全不变。但是，调用该函数时，可以传入任意个参数，包括 0 个

参数： calc(1, 3, 5, 7)。如果要传入list或者tuple，这么调用calc(\*nums)。\*nums 表示把 nums 这个 list 的所有元素作为可变参数传进去。这种写法相当有用，而且很常见。

关键字参数：关键字参数允许你传入 0 个或任意个含参数名的参数，这些关键字参数在函数内部自动组装为一个 dict。

>>> person('Bob', 35, city='Beijing')

name: Bob age: 35 other: {'city': 'Beijing'}

>>> person('Adam', 45, gender='M', job='Engineer')

name: Adam age: 45 other: {'gender': 'M', 'job': 'Engineer'}

关键字参数有什么用？它可以扩展函数的功能。比如，在 person 函数里，我们保证能接收到 name 和 age 这两个参数，但是，如果调用者愿意提供更多的参数，我们也能收到。试想你正在做一个用户注册的功能，除了用户名和年龄是必填项外，其他都是可选项，利用关键字参数来定义这个函数就能满足注册的需求。

>>> extra = {'city': 'Beijing', 'job': 'Engineer'

>>> person('Jack', 24, \*\*extra)

name: Jack age: 24 other: {'city': 'Beijing', 'job': 'Engineer'}

命名关键字参数：关键字参数可以通过if in检查。或者用如果要限制关键字参数的名字，就可以用命名关键字参数，例如，只接收 city 和 job 作为关键字参数。和关键字参数\*\*kw 不同，命名关键字参数需要一个特殊分隔符\*，\*后面的参数被视为命名关键字参数。这种方式定义的函数如下：

def person(name, age, \*, city, job):

print(name, age, city, job)

命名关键字参数必须传入参数名，这和位置参数不同。如果没有传入参数名，调用将报错：

person('Jack', 24, city='Beijing', job='Engineer')

Jack 24 Beijing Engineer

def person(name, age, \*, city='Beijing', job):这样定义即有默认值。

使用命名关键字参数时，要特别注意，\*不是参数，而是特殊分隔符。

在 Python 中定义函数，可以用必选参数、默认参数、可变参数、关键字参数和命名关键字参数，这 5 种参数都可以组合使用，除了可变参数无法和命名关键字参数混合。但是请注意，参数定义的顺序必须是：必选参数、默认参数、可变参数/命名关键字参数和关键字参数。

def f1(a, b, c=0, \*args, \*\*kw):

print('a =', a, 'b =', b, 'c =', c, 'args =', args, 'kw =', kw)

def f2(a, b, c=0, \*, d, \*\*kw):

print('a =', a, 'b =', b, 'c =', c, 'd =', d, 'kw =', kw)

#### 1.1.13 切片

取list tuple 一部分数据可用切片silce。

L = ['Michael' 'Sarah' 'Trac' 'Bob' 'Jack'] L[0:3] ['Michael', 'Sarah', 'Tracy'] L[0:3]表示，从索引 0 开始取，直到索引 3 为止，但不包括索引 3。即索引 0，1，2，正好是 3 个元素。

(0, 1, 2, 3, 4, 5)[:3] 'ABCDEFG'[::2]

#### 1.1.14 迭代和列表表达式

默认情况下，dict 迭代的是 key。如果要迭代 value，可以用 for value in d.values()，如果要同时迭代 key 和 value，可以用 for k, v in d.items()。那么，如何判断一个对象是可迭代对象呢？方法是通过 collections 模块的 Iterable 类型判断。迭代都可以用for进行使用。

Python 内置的 enumerate 函数可以把一个 list 变成索引-元素对，这样就可以在 for 循环中同时迭代索引和元素本身：

>>> for i, value in enumerate(['A', 'B', 'C']):

... print(i, value)

列表表达式【 】写列表生成式时，把要生成的元素 x \* x 放到前面，后面跟 for 循环，

就可以把 list 创建出来，十分有用，多写几次，很快就可以熟悉这种语法。

[d for d in os.listdir('.')]

[x \* x for x in range(1, 11) if x % 2 == 0]

生成list

#### 1.1.15 生成器generator

定义生成器一个方法，创建生成器很简单将列表生成式中【】改为（）。g = (x \* x for x in range(10))

print(next(g));打印值

for n in g:

... print(n)

定义生成器另一个方法如果一个函数定义中包含 yield 关键字，那么这个函数就不再是一个普通函数，而是一个 generator：

def fib(max):

n, a, b = 0, 0, 1

while n < max:

yield b

a, b = b, a + b

n = n + 1

return 'done'

generator 和函数的执行流程不一样。函数是顺序执行，遇到 return 语句或者最后一行函数语句就返回。而变成generator 的函数，在每次调用 next()的时候执行，遇到 yield 语句返回，再次执行时从上次返回的 yield 语句处继续执行。要理解 generator 的工作原理，它是在 for 循环的过程中不断计算出下一个元素，并在适当的条件结束 for 循环。对于函数改成的 generator 来说，遇到 return 语句或者执行到函数体最后一行语句，就是结束 generator的指令，for 循环随之结束。

#### 1.1.16 迭代器

可以直接作用于 for 循环的数据类型有以下几种：

一类是集合数据类型，如 list、tuple、dict、set、str 等

一类是 generator，包括生成器和带 yield 的 generator function

这些可以直接作用于 for 循环的对象统称为可迭代对象：Iterable。

可以使用 isinstance()判断一个对象是否是 Iterable 对象：

isinstance([], Iterable)

可以被 next()函数调用并不断返回下一个值的对象称为迭代器：Iterator。

可以使用 isinstance()判断一个对象是否是 Iterator 对象：

isinstance([], Iterator)

生成器都是 Iterator 对象，但 list、dict、str 虽然是 Iterable，却不是Iterator。

把 list、dict、str 等 Iterable 变成 Iterator 可以使用 iter()函数： isinstance(iter([]), Iterator)

#### 1.1.17 map reduce

Map：ap()函数接收两个参数，一个是函数，一个是 Iterable，map 将传入的函数依次作用到序列的每个元素，并把结果作为新的Iterator 返回。

>>> def f(x):

... return x \* x

...

>>> r = map(f, [1, 2, 3, 4, 5, 6, 7, 8, 9])

>>> list(r)

[1, 4, 9, 16, 25, 36, 49, 64, 81]

Reduce：reduce 把一个函数作用在一个序列[x1, x2, x3, ...]上，这个函数必须接收两个参数，reduce 把结果继续和序列的下一个元素做累积计算，其效果就是：

reduce(f, [x1, x2, x3, x4]) = f(f(f(x1, x2), x3), x4) 可用以求和。

#### 1.1.18 filter 过滤序列

和 map()类似，filter()也接收一个函数和一个序列。和 map()不同的时，filter()把传入的函数依次作用于每个元素，然后根据返回值是 True 还是 False 决定保留还是丢弃该元素。

Filter过滤素数。注意到 filter()函数返回的是一个 Iterator，也就是一个惰性序列，所以要强迫 filter()完成计算结果，需要用 list()函数获得所有结果并返回list。

#### 1.1.19 sorted

Python 内置的 sorted()函数就可以对 list 进行排序：

>>> sorted([36, 5, -12, 9, -21])

[-21, -12, 5, 9, 36]

此外，sorted()函数也是一个高阶函数，它还可以接收一个 key 函数来实现自定义的排序，例如按绝对值大小排序：

>>> sorted([36, 5, -12, 9, -21], key=abs)

[5, 9, -12, -21, 36]

sorted(['bob', 'about', 'Zoo', 'Credit'], key=str.lower)

#### 1.1.20 高阶函数 闭包

**函数作为返回值**：高阶函数除了可以接受函数作为参数外，还可以把函数作为结果值返

回。

def lazy\_sum(\*args):

def sum():

ax = 0

for n in args:

ax = ax + n

return ax

return sum

当我们调用 lazy\_sum()时，返回的并不是求和结果，而是求和函数。

请再注意一点，当我们调用 lazy\_sum()时，每次调用都会返回一个新的函数，即使传入相同的参数。

在这个例子中，我们在函数 lazy\_sum 中又定义了函数 sum，并且，内部函数 sum 可以引用外部函数 lazy\_sum 的参数和局部变量，当 lazy\_sum 返回函数 sum 时，相关参数和变量都保存在返回的函数中，这种称为“闭包（Closure）”的程序结构拥有极大的威力。

**闭包：**注意到返回的函数在其定义内部引用了局部变量 args，所以，当一个函数返回了一个函数后，其内部的局部变量还被新函数引用，所以，闭包用起来简单，实现起来可不容易。返回闭包时牢记的一点就是：返回函数不要引用任何循环变量，或者后续会发生变化的变量。

def count():

fs = []

for i in range(1, 4):

def f():

return i\*i

fs.append(f)

return fs

f1, f2, f3 = count()

9 9 9

def count():

def f(j):

def g():

return j\*j

return g

fs = []

for i in range(1, 4):

fs.append(f(i)) # f(i)立刻被执行，因此 i 的当前值被传入 f()

return fs

1 4 9

#### 1.1.21 匿名函数

关键字 lambda 表示匿名函数，冒号前面的 x 表示函数参数。

lambda x: x \* x

def f(x):

return x \* x

匿名函数有个限制，就是只能有一个表达式，不用写 return，返回值就是该表达式的结果。

>>> f = lambda x: x \* x

>>> f

<function <lambda> at 0x101c6ef28>

>>> f(5)

25

用匿名函数有个好处，因为函数没有名字，不必担心函数名冲突。此外，匿名函数也是一个函数对象，也可以把匿名函数赋值给一个变量，再利用变量来调用该函数：

#### 1.1.22 装饰器

由于函数也是一个对象，而且函数对象可以被赋值给变量，所以，通过变量也能调用该函数。

函数对象有一个\_\_name\_\_属性，可以拿到函数的名字。现在，假设我们要增强 now()函数的功能，比如，在函数调用前后自动打印日志，但又不希望修改 now()函数的定义，这种在代码运行期间动态增加功能的方式，称之为“装饰器”（Decorator）。本质上，decorator 就是一个返回函数的高阶函数。所以，我们要定义一个能打印日志的 decorator，可以定义如下：

def log(func):

def wrapper(\*args, \*\*kw):

print('call %s():' % func.\_\_name\_\_)

return func(\*args, \*\*kw)

return wrapper

@log

def now():

print('2015-3-25')

观察上面的 log，因为它是一个 decorator，所以接受一个函数作为参数，并返回一个函数。我们要借助 Python 的@语法，把 decorator 置于函数的定义处：调用 now()函数，不仅会运行 now()函数本身，还会在运行 now()函数前。把@log 放到 now()函数的定义处，相当于执行了语句：now = log(now)。由于 log()是一个 decorator，返回一个函数，所以，原来的 now()函数仍然存在，只是现在同名的 now 变量指向了新的函数，于是调用 now()将执行新函数，即在 log()函数中返回的 wrapper()函数。

还可以用log（“”）添加额外信息，就是两层嵌套。now = log('execute')(now)

![IMG_256](data:image/png;base64,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)

@unique 装饰器可以帮助我们检查保证没有重复值

#### 1.1.23 偏函数

Python 的 functools 模块提供了很多有用的功能，其中一个就是偏函数（Partial function）。在介绍函数参数的时候，我们讲到，通过设定参数的默认值，可以降低

函数调用的难度。而偏函数也可以做到这一点。举例如下：int()函数可以把字符串转换为整数，当仅传入字符串时，int()函数默认按十进制转换。

functools.partial 就是帮助我们创建一个偏函数的，不需要我们自己定义 int2()，可以直接使用下面的代码创建一个新的函数 int2

>>> import functools

>>> int2 = functools.partial(int, base=2)

>>> int2('1000000')

64

>>> int2('1010101')

85

所以，简单总结 functools.partial 的作用就是，把一个函数的某些参数给固定住（也就是设置默认值），返回一个新的函数，调用这个新函数会更简单。

最后，创建偏函数时，实际上可以接收函数对象、\*args 和\*\*kw 这 3 个

参数。

#### 1.1.24 模块

在 Python 中，一个.py 文件就称之为一个模块（Module）。使用模块还可以避免函数名和变量名冲突。相同名字的函数和变量完全可以分别存在不同的模块中，因此，我们自己在编写模块时，不必考虑名字会与其他模块冲突。但是也要注意，尽量不要与内置函数名字冲突点这里查看 Python 的所有内置函数。

你也许还想到，如果不同的人编写的模块名相同怎么办？为了避免模块名冲突，Python 又引入了按目录来组织模块的方法，称为包（Package）。现在，假设我们的 abc 和 xyz 这两个模块名字与其他模块冲突了，于是我们可以通过包来组织模块，避免冲突。方法是选择一个顶层包名，比如 mycompany，按照如下目录存放。

请注意，每一个包目录下面都会有一个\_\_init\_\_.py 的文件，这个文件是必须存在的，否则，Python 就把这个目录当成普通目录，而不是一个包。\_\_init\_\_.py 可以是空文件，也可以有 Python 代码，因为\_\_init\_\_.py 本身就是一个模块，而它的模块名就是 mycompany。

Sys：模块sys 模块有一个 argv 变量，用 list 存储了命令行的所有参数。argv 至少有一个元素，因为第一个参数永远是该.py 文件的名称，例如：运行 python3 hello.py Michael。

在一个模块中，我们可能会定义很多函数和变量，但有的函数和变量我们希望给别人使用，有的函数和变量我们希望仅仅在模块内部使用。在Python 中，是通过\_前缀来实现的。正常的函数和变量名是公开的（public），可以被直接引用。

类似\_\_xxx\_\_这样的变量是特殊变量，可以被直接引用，但是有特殊用途，比如上面的\_\_author\_\_，\_\_name\_\_就是特殊变量，hello 模块定义的文档注释也可以用特殊变量\_\_doc\_\_访问，我们自己的变量一般不要用这种变量名。类似\_xxx 和\_\_xxx 这样的函数或变量就是非公开的（private），不应该被直接引用，比如\_abc，\_\_abc 等；

我们在模块里公开 greeting()函数，而把内部逻辑用 private 函数隐藏起来了，这样，调用 greeting()函数不用关心内部的 private 函数细节，这也是一种非常有用的代码封装和抽象的方法。

#### 1.1.25 第三方模块

安装第三方模块，是通过包管理工具pip完成。一般来说，第三方库都会在 Python 官方的 pypi.python.org 网站注册，要安装一个第三方库，必须先知道该库的名称，可以在官网或者 pypi 上搜索，比如 Pillow 的名称叫 Pillow，因此，安装 Pillow 的命令就是：

pip install Pillow 图像

Numpy库 科学计算

Jinja2 用于生成文本模块工具

Sys.path 添加搜索目录，运行完结束。

#### 1.1.26 面对对象

在 Python 中，所有数据类型都可以视为对象，当然也可以自定义对象。自定义的对象数据类型就是面向对象中的类（Class）的概念。

class Student(object):

def \_\_init\_\_(self, name, score):

self.name = name

self.score = score

def print\_score(self):

print('%s: %s' % (self.name, self.score))

bart = Student('Bart Simpson', 59)

lisa = Student('Lisa Simpson', 87)

bart.print\_score()

class 后面紧接着是类名，即 Student，类名通常是大写开头的单词，紧接着是(object)，表示该类是从哪个类继承下来的，继承的概念我们后面再讲，通常，如果没有合适的继承类，就使用 object 类，这是所有类最终都会继承的类。

由于类可以起到模板的作用，因此，可以在创建实例的时候，把一些我们认为必须绑定的属性强制填写进去。通过定义一个特殊的\_\_init\_\_方法，在创建实例的时候，就把 name，score 等属性绑上去。注意到\_\_init\_\_方法的第一个参数永远是 self，表示创建的实例本身，

因此，在\_\_init\_\_方法内部，就可以把各种属性绑定到 self，因为 self就指向创建的实例本身。

如果要让内部属性不被外部访问，可以把属性的名称前加上两个下划线\_\_，在 Python 中，实例的变量名如果以\_\_开头，就变成了一个私有变量（private），只有内部可以访问，外部不能访问.

class Student(object):

def \_\_init\_\_(self, name, score):

self.\_\_name = name

self.\_\_score = score

需要注意的是，在 Python 中，变量名类似\_\_xxx\_\_的，也就是以双下划线开头，并且以双下划线结尾的，是特殊变量，特殊变量是可以直接访问的，不是 private 变量，所以，不能用\_\_name\_\_、\_\_score\_\_这样的变量名。双下划线开头的实例变量是不是一定不能从外部访问呢？其实也不是。不能直接访问\_\_name 是因为 Python 解释器对外把\_\_name 变量改成了\_Student\_\_name，所以，仍然可以通过\_Student\_\_name 来访问\_\_name 变量。

在 OOP 程序设计中，当我们定义一个 class 的时候，可以从某个现有的class 继承，新的 class 称为子类（Subclass），而被继承的 class 称为基类、父类或超类（Base class、Super class）。

判断一个变量是否是某个类型可以用 isinstance()判断。

#### 1.1.27 获取对象信息

当我们拿到一个对象的引用时，如何知道这个对象是什么类型、有哪些方法呢？

使用 type()来判断对象类型，使用 type()函数， type(123)。

使用 isinstance()，一个对象是否是某种类型。

使用 dir()，如果要获得一个对象的所有属性和方法，可以使用 dir()函数，它返回

一个包含字符串的 list，比如，获得一个 str 对象的所有属性和方法。

仅仅把属性和方法列出来是不够的，配合 getattr()、setattr()以及hasattr()，我们可以直接操作一个对象的状态。

hasattr(obj, 'x') #有属性'x'

setattr(obj, 'y', 19) #设置一个属性'y'

getattr(obj, 'y') #获取属性'y'

#### 1.1.28 slot @property \_str\_ \_iter\_ \_\_getitem\_\_ \_\_getattr\_\_

Slot：如果我们想要限制实例的属性怎么办？比如，只允许对 Student实例添加 name 和 age 属性。为了达到限制的目的，Python 允许在定义 class 的时候，定义一个特殊的\_\_slots\_\_变量，来限制该 class 实例能添加的属性：

class Student(object):

\_\_slots\_\_ = ('name', 'age') # 用 tuple 定义允许绑定的属性名称

由于'score'没有被放到\_\_slots\_\_中，所以不能绑定 score 属性，试图绑定 score 将得到 AttributeError 的错误

使用\_\_slots\_\_要注意，\_\_slots\_\_定义的属性仅对当前类实例起作用，对继承的子类是不起作用的

Property：有没有既能检查参数，又可以用类似属性这样简单的方式来访问类的变量呢？对于追求完美的 Python 程序员来说，这是必须要做到的！还记得装饰器（decorator）可以给函数动态加上功能吗？对于类的方法，装饰器一样起作用。Python 内置的@property 装饰器就是负责把一个方法变成属性调用的。

@property 的实现比较复杂，我们先考察如何使用。把一个 getter 方法变成属性，只需要加上@property 就可以了，此时，@property 本身又创建了另一个装饰器@score.setter，负责把一个 setter 方法变成属性赋值。还可以定义只读属性，只定义 getter 方法，不定义 setter 方法就是一个只读属性：

class Student(object):

@property

def birth(self):

return self.\_birth

@birth.setter

def birth(self, value):

self.\_birth = value

@property

def age(self):

return 2015 - self.\_birth

上面的 birth 是可读写属性，而 age 就是一个只读属性，因为 age 可以根据 birth 和当前时间计算出来。

def \_\_getattr\_\_(self, attr):

if attr=='score':

return 99

这实际上可以把一个类的所有属性和方法调用全部动态化处理了，不需要任何特殊手段。现在很多网站都搞 REST API，比如新浪微博、豆瓣啥的，调用 API 的URL 类似如果要写 SDK，给每个 URL 对应的 API 都写一个方法，那得累死，而且，API 一旦改动，SDK 也要改。利用完全动态的\_\_getattr\_\_，我们可以写出一个链式调用.

#### 1.1.29 枚举类 元类

更好的方法是为这样的枚举类型定义一个 class 类型，然后，每个常量

都是 class 的一个唯一实例。Python 提供了 Enum 类来实现这个功能：

from enum import Enum

Month = Enum('Month', ('Jan', 'Feb', 'Mar', 'Apr', 'May', 'Jun', 'Jul',

'Aug', 'Sep', 'Oct', 'Nov', 'Dec'))

我们说 class 的定义是运行时动态创建的，而创建 class 的方法就是使用type()函数。type()函数既可以返回一个对象的类型，又可以创建出新的类型，比如，

我们可以通过 type()函数创建出 Hello 类，而无需通过 class Hello(object)...的定义：

要创建一个 class 对象，type()函数依次传入 3 个参数。正常情况下，我们都用 class Xxx...来定义类，但是，type()函数也允许

我们动态创建出类来，也就是说，动态语言本身支持运行期动态创建类，这和静态语言有非常大的不同，要在静态语言运行期创建类，必须构造源代码字符串再调用编译器，或者借助一些工具生成字节码实现，本质上都是动态编译，会非常复杂。

除了使用 type()动态创建类以外，要控制类的创建行为，还可以使用metaclass。metaclass，直译为元类，简单的解释就是：当我们定义了类以后，就可以根据这个类创建出实例，所以：先定义类，然后创建实例。正常情况下，你不会碰到需要使用 metaclass 的情况。

#### 1.1.30 调试 测试

Logging模块 assert print 启动 Python 解释器时可以用-O 参数来关闭 assert。

logging.basicConfig(level=logging.INFO)

logging.info('logging info');

logging.error('logging error');

启动 Python 的调试器 pdb，让程序以单步方式运行，可以随时查看运行状态。我们先准备好程序然后启动：

$ python3 -m pdb err.py

>

/Users/michael/Github/learn-python3/samples/debug/err.py(2)<module>()

-> s = '0'

以参数-m pdb 启动后，pdb 定位到下一步要执行的代码-> s = '0'。输入命令 l 来查看代码

类似gdb

测试：为了编写单元测试，我们需要引入 Python 自带的 unittest 模块。对每一类测试都需要编写一个 test\_xxx()方法。由于 unittest.TestCase提供了很多内置的条件判断，我们只需要调用这些方法就可以断言输出是否是我们所期望的。最常用的断言就是 assertEqual()。setUp()和 tearDown()方法有什么用呢？设想你的测试需要启动一个数据库，这时，就可以在 setUp()方法中连接数据库，在 tearDown()方法中关闭数据库，这样，不必在每个测试方法中重复相同的代码。

#### 1.1.31 IO stringIO byteIO 操作文件和目录

第一种是 CPU 等着，也就是程序暂停执行后续代码，等 100M 的数据在 10 秒后写入磁盘，再接着往下执行，这种模式称为同步 IO；

另一种方法是 CPU 不等待，只是告诉磁盘，“您老慢慢写，不着急，我接着干别的事去了”，于是，后续代码可以立刻接着执行，这种模式称为异步 IO。

很明显，使用异步 IO 来编写程序性能会远远高于同步 IO，但是异步 IO的缺点是编程模型复杂。想想看，你得知道什么时候通知你“汉堡做好了”，而通知你的方法也各不相同。如果是服务员跑过来找到你，这是回调模式，如果服务员发短信通知你，你就得不停地检查手机，这是轮询模式。总之，异步 IO 的复杂度远远高于同步 IO。

f = open('/Users/michael/test.txt', 'r')。如果文件打开成功，接下来，调用 read()方法可以一次读取文件的全部内容，Python 把内容读到内存，用一个 str 对象表示。调用 read()会一次性读取文件的全部内容，如果文件有 10G，内存就爆了，所以，要保险起见，可以反复调用 read(size)方法，每次最多读取size 个字节的内容。另外，调用 readline()可以每次读取一行内容，调用 readlines()一次读取所有内容并按行返回 list。因此，要根据需要决

定怎么调用。f = open('/Users/michael/gbk.txt', 'r', encoding='gbk', errors='ignore')

>>> f = open('/Users/michael/test.txt', 'w')

>>> f.write('Hello, world!')

>>> f.close()

很多时候，数据读写不一定是文件，也可以在内存中读写。StringIO 顾名思义就是在内存中读写 str。要把 str 写入 StringIO，我们需要先创建一个 StringIO，然后，像文件一样写入即可。

StringIO操作的只能是str，如果要操作二进制数据，就需要使用BytesIO。

如果我们要操作文件、目录，可以在命令行下面输入操作系统提供的各种命令来完成。比如 dir、cp 等命令。其实操作系统提供的命令只是简单地调用了操作系统提供的接口函数，Python 内置的 os 模块也可以直接调用操作系统提供的接口函数。

os.environ，os.environ.get('PATH')，os.path.abspath('.')，os.mkdir('/Users/michael/testdir')，os.rmdir('/Users/michael/testdir')，os.path.split()，os.path.splitext()可以直接让你得到文件扩展名。>>> os.rename('test.txt', 'test.py')

# 删掉文件:

>>> os.remove('test.py')

幸运的是 shutil 模块提供了 copyfile()的函数，你还可以在 shutil 模块中找到很多实用函数，它们可以看做是 os 模块的补充。 [x for x in os.listdir('.') if os.path.isdir(x)]。

#### 1.1.32 序列化

我们把变量从内存中变成可存储或传输的过程称之为序列化，在 Python中叫 pickling，在其他语言中也被称之为 serialization，marshalling，flattening 等等，都是一个意思。反过来，把变量内容从序列化的对象重新读到内存里称之为反序列化，即 unpickling。Python 提供了 pickle 模块来实现序列化。

import pickle

d = dict(name='Bob', age=20, score=88)

>>> pickle.dumps(d)

pickle.dumps()方法把任意对象序列化成一个 bytes，然后，就可以把这

个 bytes 写入文件。或者用另一个方法 pickle.dump()直接把对象序列化

后写入一个 file-like Object。当我们要把对象从磁盘读到内存时，可以先把内容读到一个 bytes，然后用 pickle.loads()方法反序列化出对象，也可以直接用 pickle.load()方法从一个 file-like Object 中直接反序列化出对象。我们打开另一个Python 命令行来反序列化刚才保存的对象。Pickle 的问题和所有其他编程语言特有的序列化问题一样，就是它只能用于 Python，并且可能不同版本的 Python 彼此都不兼容，因此，只能用 Pickle 保存那些不重要的数据，不能成功地反序列化也没关系。

JSON：如果我们要在不同的编程语言之间传递对象，就必须把对象序列化为标准格式，比如 XML，但更好的方法是序列化为 JSON，因为 JSON 表示出来就是一个字符串，可以被所有语言读取，也可以方便地存储到磁盘。或者通过网络传输。JSON 不仅是标准格式，并且比 XML 更快，而且可以直接在 Web 页面中读取，非常方便。JSON 表示的对象就是标准的 JavaScript 语言的对象，JSON 和 Python内置的数据类型对应如下：

JSON 类型 Python 类型

{} dict

[] list

"string" str

1234.56 int 或 float

true/false True/False

null None

dumps()方法返回一个 str，内容就是标准的 JSON。json.dumps(d)。要把 JSON 反序列化为 Python 对象，用 loads()或者对应的 load()方法，前者把 JSON 的字符串反序列化，后者从 file-like Object 中读取字符串并反序列化：json.loads(json\_str)。

#### 1.1.33 进程 线程

子进程永远返回 0，而父进程返回子进程的 ID。这样做的理由是，一个父进程可以 fork 出很多子进程，所以，父进程要记下每个子进程的 ID，而子进程只需要调用 getppid()就可以拿到父进程的 ID。Python 的 os 模块封装了常见的系统调用，其中就包括 fork，可以在

Python 程序中轻松创建子进程。 Windows 没有 fork 调用。multiprocessing 模块就是跨平台版本的多进程模块。

如果要启动大量的子进程，可以用进程池的方式批量创建子进程。p = Pool(4)。由于 Pool 的默认大小是 CPU 的核数，如果你不幸拥有 8 核 CPU，你要提交至少 9 个子进程才能看到上面的等待效果。p.apply\_async(long\_time\_task, args=(i,))。subprocess 模块可以让我们非常方便地启动一个子进程，然后控制其输入和输出。

subprocess 模块可以让我们非常方便地启动一个子进程，然后控制其输入和输出。r = subprocess.call(['nslookup', 'www.python.org'])。Process 之间肯定是需要通信的，操作系统提供了很多机制来实现进程间的通信。Python 的 multiprocessing 模块包装了底层的机制，提供了Queue、Pipes 等多种方式来交换数据。

# 写数据进程执行的代码:

def write(q):

print('Process to write: %s' % os.getpid())

for value in ['A', 'B', 'C']:

print('Put %s to queue...' % value)

q.put(value)

time.sleep(random.random())

# 读数据进程执行的代码:

def read(q):

print('Process to read: %s' % os.getpid())

while True:

value = q.get(True)

print('Get %s from queue.' % value)

if \_\_name\_\_=='\_\_main\_\_':

# 父进程创建 Queue，并传给各个子进程：

q = Queue()

pw = Process(target=write, args=(q,))

pr = Process(target=read, args=(q,))

# 启动子进程 pw，写入:

pw.start()

# 启动子进程 pr，读取:

pr.start()

# 等待 pw 结束:

pw.join()

# pr 进程里是死循环，无法等待其结束，只能强行终止:

pr.terminate()

Python 的标准库提供了两个模块：\_thread 和 threading，\_thread 是低级模块，threading 是高级模块，对\_thread 进行了封装。绝大多数情况下，我们只需要使用 threading 这个高级模块。t = threading.Thread(target=loop, name='LoopThread')

t.start()

t.join()

由于锁只有一个，无论多少线程，同一时刻最多只有一个线程持有该锁，所以，不会造成修改的冲突。创建一个锁就是通过threading.Lock()来实现。当多个线程同时执行 lock.acquire()时，只有一个线程能成功地获取锁，然后继续执行代码，其他线程就继续等待直到获得锁为止。ThreadLocal 最常用的地方就是为每个线程绑定一个数据库连接，HTTP请求，用户身份信息等，这样一个线程的所有调用到的处理函数都可以非常方便地访问这些资源。一个 ThreadLocal 变量虽然是全局变量，但每个线程都只能读写自己线程的独立副本，互不干扰。ThreadLocal 解决了参数在一个线程中各个函数之间互相传递的问题。

#### 1.1.34 正则表达式

在正则表达式中，如果直接给出字符，就是精确匹配。用\d 可以匹配一个数字，\w 可以匹配一个字母或数字。

要匹配变长的字符，在正则表达式中，用\*表示任意个字符（包括 0 个），用+表示至少一个字符，用?表示 0 个或 1 个字符，用{n}表示 n 个字符，用{n,m}表示 n-m 个字符。

如果要匹配'010-12345'的正则是\d{3}\-\d{3,8}。

要做更精确地匹配，可以用[]表示范围，比如： [0-9a-zA-Z\\_]可以匹配一个数字、字母或者下划线； [0-9a-zA-Z\\_]+可以匹配至少由一个数字、字母或者下划线组成的字符串，比如'a100'，'0\_Z'，'Py3000'等等；

^表示行的开头，^\d 表示必须以数字开头。

$表示行的结束，\d$表示必须以数字结束。

Python 提供 re 模块，包含所有正则表达式的功能。由于 Python 的字符串本身也用\转义。import re >>> re.match(r'^\d{3}\-\d{3,8}$', '010-12345')。

re.split(r'\s+', 'a b c') 切分字符串

除了简单地判断是否匹配之外，正则表达式还有提取子串的强大功能。用()表示的就是要提取的分组（Group）。注意到 group(0)永远是原始字符串，group(1)、group(2)……表示第 1、2、……个子串。

当我们在 Python 中使用正则表达式时，re 模块内部会干两件事情：

1. 编译正则表达式，如果正则表达式的字符串本身不合法，会报错；

2. 用编译后的正则表达式去匹配字符串。

>>> import re

# 编译:

>>> re\_telephone = re.compile(r'^(\d{3})-(\d{3,8})$')

# 使用：

>>> re\_telephone.match('010-12345').groups()

('010', '12345')

>>> re\_telephone.match('010-8086').groups()

('010', '8086')

#### 1.1.35 内建模块

datetime 是 Python 处理日期和时间的标准库

now = datetime.now() # 获取当前 datetime

dt = datetime(2015, 4, 19, 12, 20) # 用指定日期时间创建 datetime

dt.timestamp() # 把 timestamp 转换为 datetime

collections 是 Python 内建的一个集合模块，提供了许多有用的集合类。namedtuple 是一个函数，它用来创建一个自定义的 tuple 对象，并且规定了 tuple 元素的个数，并可以用属性而不是索引来引用 tuple 的某个元素。

deque 是为了高效实现插入和删除操作的双向列表，适合用于队列和栈。使用 list 存储数据时，按索引访问元素很快，但是插入和删除元素就很慢了，因为 list 是线性存储，数据量大的时候，插入和删除效率很低。

OrderedDict：使用 dict 时，Key 是无序的。在对 dict 做迭代时，我们无法确定 Key的顺序。如果要保持 Key 的顺序，可以用 OrderedDict。

Defaultdict：使用 dict 时，如果引用的 Key 不存在，就会抛出 KeyError。如果希望key 不存在时，返回一个默认值，就可以用 defaultdict。

Counter 是一个简单的计数器，例如，统计字符出现的个数。

Base64 是一种用 64 个字符来表示任意二进制数据的方法。所以，Base64 编码会把 3 字节的二进制数据编码为 4 字节的文本数据，长度增加 33%，好处是编码后的文本数据可以在邮件正文、网页等直接显示。如果要编码的二进制数据不是 3 的倍数，最后会剩下 1 个或 2 个字节怎么办？Base64 用\x00 字节在末尾补足后，再在编码的末尾加上 1 个或 2个=号，表示补了多少字节，解码的时候，会自动去掉。>>> import base64

>>> base64.b64encode(b'binary\x00string')

b'YmluYXJ5AHN0cmluZw=='

>>> base64.b64decode(b'YmluYXJ5AHN0cmluZw==')

b'binary\x00string'

hashlib 提供了常见的摘要算法，如 MD5，SHA1 等等。

itertools 提供了非常有用的用于操作迭代对象的函数。

Python 提供了 HTMLParser 来非常方便地解析 HTML，只需简单几行代码。

urllib 提供了一系列用于操作 URL 的功能。urllib 的 request 模块可以非常方便地抓取 URL 内容，也就是发送一个GET 请求到指定的页面，然后返回 HTTP 的响应。

PIL：操作图像。

virtualenv 就是用来为一个应用创建一套“隔离”的 Python 运行环境。

#### 1.1.36 if \_\_name\_\_ == '\_\_main\_\_'

一个python的文件有两种使用的方法，第一是直接作为脚本执行，第二是import到其他的python脚本中被调用（模块重用）执行。因此if \_\_name\_\_ == 'main': 的作用就是控制这两种情况执行代码的过程，在if \_\_name\_\_ == 'main': 下的代码只有在第一种情况下（即文件作为脚本直接执行）才会被执行，而import到其他脚本中是不会被执行的。

每个python模块（python文件，也就是此处的test.py和import\_test.py）都包含内置的变量\_\_name\_\_,当运行模块被执行的时候，\_\_name\_\_等于文件名（包含了后缀.py）；如果import到其他模块中，则\_\_name\_\_等于模块名称（不包含后缀.py）。而“\_\_main\_\_”等于当前执行文件的名称（包含了后缀.py）。进而当模块被直接执行时，\_\_name\_\_ == 'main'结果为真。同样举例说明，我们在test.py脚本的if \_\_name\_\_=="\_\_main\_\_":之前加入print \_\_name\_\_，即将\_\_name\_\_打印出来。文件内容和结果如下。

#### 1.1.37 gui模块

我们编写的 Python 代码会调用内置的 Tkinter，Tkinter 封装了访问 Tk的接口。from tkinter import \*。pack()方法把 Widget 加入到父容器中，并实现布局。pack()是最简单的布局，grid()可以实现更复杂的布局。

from tkinter import \*

import tkinter.messagebox as messagebox

class Application(Frame):

def \_\_init\_\_(self, master=None):

Frame.\_\_init\_\_(self, master)

self.pack()

self.createWidgets()

def hello(self):

name = self.nameInput.get() or 'world';

messagebox.showinfo('Message', 'Hello, %s' % name)

def createWidgets(self):

#self.helloLabel = Label(self, text='Hello, world!');

#self.helloLabel.pack();

#self.quitButton = Button(self, text='Quit', command=self.quit);

#self.quitButton.pack();

self.nameInput = Entry(self)

self.nameInput.pack()

self.alertButton = Button(self, text='Hello',command=self.hello)

self.alertButton.pack()

def function\_tkinter():

app = Application();

# 设置窗口标题:

app.master.title('Hello World');

# 主消息循环:

app.mainloop();

#### 1.1.38 网络编程

import socket

# 创建一个 socket:

s = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

# 建立连接:

s.connect(('www.sina.com.cn', 80))

s.send(b'GET / HTTP/1.1\r\nHost: www.sina.com.cn\r\nConnection:

close\r\n\r\n')

d = s.recv(1024)

接收数据时，调用 recv(max)方法，一次最多接收指定的字节数，因此，在一个 while 循环中反复接收，直到 recv()返回空数据，表示接收完毕，退出循环。

# 关闭连接:

s.close()

s.bind(('127.0.0.1', 9999))

紧接着，调用 listen()方法开始监听端口，传入的参数指定等待连接的最大数量：

s.listen(5)

SMTP 发送邮件import smtplib

Python 内置一个 poplib 模块，实现了 POP3 协议，可以直接用来收邮件。

#### 1.1.39 数据库

要操作关系数据库，首先需要连接到数据库，一个数据库连接称为Connection；连接到数据库后，需要打开游标，称之为 Cursor，通过 Cursor 执行 SQL语句，然后，获得执行结果。import sqlite3

def function\_sqllite():

# 连接到 SQLite 数据库,数据库文件是 test.db,如果文件不存在，会自动在当前目录创建:

conn = sqlite3.connect('test.db');

# 创建一个 Cursor:

cursor = conn.cursor();

#cursor.execute('create table user (id varchar(20) primary key, name varchar(20))');

#cursor.execute('insert into user (id, name) values (\'1\',\'Michael\')');

print(cursor.rowcount);

cursor.execute('select \* from user where id=?', '1');

values = cursor.fetchall();

print(values);

cursor.close();

conn.commit();# 提交事务:

conn.close();# 关闭 Connection:

使用 Cursor 对象执行 select 语句时，通过 featchall()可以拿到结果集。结果集是一个 list，每个元素都是一个 tuple，对应一行记录

#### 1.1.40 web框架

1.1.34 除了 Flask，常见的 Python Web 框架还有：

 Django：全能型 Web 框架；

 web.py：一个小巧的 Web 框架；

 Bottle：和 Flask 类似的 Web 框架；

 Tornado：Facebook 的开源异步 Web 框架。

除了 Jinja2，常见的模板还有：

 Mako：用<% ... %>和${xxx}的一个模板；

 Cheetah：也是用<% ... %>和${xxx}的一个模板；

 Django：Django 是一站式框架，内置一个用{% ... %}和{{ xxx }}

的模板。

#### 1.1.41 异步

asyncio 的编程模型就是一个消息循环。我们从 asyncio 模块中直接获取一个 EventLoop 的引用，然后把需要执行的协程扔到 EventLoop 中执行，就实现了异步 IO。

asyncio 提供了完善的异步 IO 支持；异步操作需要在 coroutine 中通过 yield from 完成；多个 coroutine 可以封装成一组 Task 然后并发执行。

asyncio 实现了 TCP、UDP、SSL 等协议，aiohttp 则是基于 asyncio 实现的 HTTP 框架。

协程，又称微线程，纤程。英文名 Coroutine。看起来 A、B 的执行有点像多线程，但协程的特点在于是一个线程执行，那和多线程比，协程有何优势？最大的优势就是协程极高的执行效率。因为子程序切换不是线程切换，而是由程序自身控制，因此，没有线程切换的开销，和多线程比，线程数量越多，协程的性能优势就越明显。第二大优势就是不需要多线程的锁机制，因为只有一个线程，也不存在同时写变量冲突，在协程中控制共享资源不加锁，只需要判断状态就好了，所以执行效率比多线程高很多。

Python 对协程的支持是通过 generator 实现的。在 generator 中，我们不但可以通过 for 循环来迭代，还可以不断调用next()函数获取由 yield 语句返回的下一个值。

import threading

import asyncio

@asyncio.coroutine

def hello():

print('Hello world! (%s)' % threading.currentThread())

yield from asyncio.sleep(1)

print('Hello again! (%s)' % threading.currentThread())

loop = asyncio.get\_event\_loop()

tasks = [hello(), hello()]

loop.run\_until\_complete(asyncio.wait(tasks))

loop.close()

Coroutine函数是多线程的。可见 3 个连接由一个线程通过 coroutine 并发完成。

只需要做两步简单的替换：

1. 把@asyncio.coroutine 替换为 async；

2. 把 yield from 替换为 await。

async def hello():

print("Hello world!")

r = await asyncio.sleep(1)

print("Hello again!")

#### 1.1.42

### 1.2 额外功能

#### 1.2.1打包

【Terminal】打开终端，输入命令pip install pyinstaller

输入命令 pyinstaller，回车显示安装成功

输入命令 pyinstaller --console --onefile jingyan\_frame.py