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**Executive Summary**

***State Estimation***

Steps in main.m function

1. Initializing 14 bus and importing data
2. Making Ybus by calling y\_bus\_calc.m (with taps or without taps should be mentioned)
3. Calculating the scheduled active power (P) and reactive power (Q)
4. Finding bus types and assigning to vectors
5. Initializing Voltage magnitude and angles
6. Calling Newton Raphson Function (NR.m)
7. Calculating P & Q after convergence by calling PQ\_calc.m
8. Calculating Pline and Qlines by calling PQline\_calc.m
9. Adding noise to the measurement
10. Initializing state estimation parameters with/without bad data
11. Starting iteration loop which will terminate when error greater than a tolerance
12. Calculating P & Q for SE
13. Calculating Pline and Qlines for SE
14. Generating Hx matrix by calling Hx\_calc.m
15. Calculating x hat vector
16. Updating voltage, angle and error
17. Calculating chi squared value
18. Calculating chi squared limit
19. Comparing them to show whether bad data is present or not

Steps in y\_bus\_calc.m function

1. Initializing Ybus with zeros
2. Calculating diagonal and off diagonal elements
3. Changing terms if tap is present

Steps in NR.m function

1. Initializing indexes and deltas
2. Starting iteration loop which will terminate either if converged or 100 iterations
3. Calling dpdq.m for calculating mismatch
4. Calling J\_calc.m for calculating Jacobian
5. Calling fwd\_bwd.m for calculating the ΔV and Δδ
6. Updating del\_V and del\_T (magnitude and angle) for next iteration
7. Updating the error. Here the error is taken as the maximum of absolute of deltas (ΔV and Δδ)

Steps in dpdq.m function

1. Initializing P & Q as zeros
2. Calculating P for PV bus and P & Q for PQ bus

Steps in J\_calc.m function

1. Calculating J1 with loops according to limits (n\_bus-1, n\_bus-1)
2. Calculating J2 with loops according to limits (n\_bus-1, n\_pq)
3. Calculating J3 with loops according to limits (n\_pq, n\_bus-1)
4. Calculating J4 with loops according to limits (n\_pq, n\_pq)
5. Combining all to make J

Steps in fwd\_bwd.m function

1. Calling LU.m for calculating Lower and Upper elements
2. Doing the backward substitution
3. Doing the forward substitution

Steps in LU.m function

1. Making the Q matrix
2. Dividing it into L & U matrices

Steps in PQ\_calc.m function

1. Calculates the P & Q of each bus

Steps in PQline\_calc.m function

1. Calculated Pij, Pji, Qij, Qji of each lines

Steps in Hx\_calc.m function

1. Calling J\_full\_calc.m to calculate all Jacobian values
2. Generating each and every Hx factor matrices
3. Combining all to form Hx matrix

Steps in J\_full\_calc.m function

1. Calculates every Jacobian terms corresponding no of bus
2. Combines 4 Jacobian components into one J

**Results**

1. Line power flows

|  |  |  |  |
| --- | --- | --- | --- |
| Pij | Pji | Qij | Qji |
| 1.568828865 | -1.525852864 | 0.759883338 | -0.685141284 |
| 0.755103798 | -0.727475074 | 0.384974317 | -0.31779948 |
| 0.732375781 | -0.709143088 | 0.358382674 | -0.309512589 |
| 0.561314946 | -0.544548368 | 0.317633637 | -0.310801239 |
| 0.415162135 | -0.406124603 | 0.251385597 | -0.268253643 |
| -0.232856906 | 0.236591356 | -0.137910268 | 0.107419203 |
| -0.611582311 | 0.616726507 | -0.240944492 | 0.221584108 |
| 0.280741765 | -0.280741765 | -0.210721247 | 0.215898419 |
| 0.160797583 | -0.160797583 | -0.065753225 | 0.062503234 |
| 0.440873188 | -0.440873188 | -0.204815889 | 0.231153771 |
| 0.073532769 | -0.072979036 | 0.079569127 | -0.08555867 |
| 0.077860669 | -0.077142576 | 0.076430528 | -0.082061884 |
| 0.177479767 | -0.175358913 | 0.185874842 | -0.18875935 |
| 3.32E-15 | -2.51E-15 | -0.171629675 | 0.176234481 |
| 0.280741786 | -0.280741786 | 0.057786902 | -0.049766213 |
| 0.052275506 | -0.052146757 | 0.066190336 | -0.065848329 |
| 0.094263803 | -0.093102262 | 0.095618849 | -0.093148096 |
| -0.037853243 | 0.037979056 | -0.038515516 | 0.03881003 |
| 0.016142577 | -0.016079595 | 0.015309987 | -0.015253003 |
| 0.056438518 | -0.055897738 | 0.055345662 | -0.054244615 |

2. Added error of 2% in voltage measurement and 10% in power measurements.

3. Done state estimation and results given below:-

*Case 1: Noisy measurements without any bad data*

**chi\_squared\_value =**

**99.982706322994**

**chi\_squared\_limit =**

**129.972678726799**

**No Bad Data**

*Case 2: Noisy measurements with one bad data*

**chi\_squared\_value =**

**16981.6928125453**

**chi\_squared\_limit =**

**129.972678726799**

**Measurement contains Bad Data**

*Case 3: Noisy measurements with three bad data*

**chi\_squared\_value =**

**566538.933408122**

**chi\_squared\_limit =**

**129.972678726799**

**Measurement contains Bad Data**

4. From the results, it is clear that state estimation is able to differentiate bad data from noisy measurement. In the first case with noisy measurement, chi squared value remained in the limit. In case 2 & 3, it shoot up to a very high value and state estimation could detect there is bad data in the measurement

![](data:image/jpeg;base64,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)Statement

I, Athul Jose P, states that all the code written and submitted here is completely done by me. I have not taken any help from others or any online resources.

Athul Jose P

*Appendix*

**% main.m**

**clc**

**clear all; close all;**

**% Initializing 14 bus and importing data**

**n\_bus = 14;**

**bus\_data = importdata('ieee14bus.txt').data;**

**branch\_data = importdata('ieee14branch.txt').data;**

**% Ybus formation**

**t = 1; % 0 for without tap, 1 for with tap**

**Y = y\_bus\_calc(n\_bus,bus\_data,branch\_data,t);**

**% Scheduled power calculation**

**base\_MVA = 100;**

**P\_inj = (bus\_data(:,8) - bus\_data(:,6)) / base\_MVA;**

**Q\_inj = (bus\_data(:,9) - bus\_data(:,7)) / base\_MVA;**

**% Creating indexes for functions**

**pv\_i = find(bus\_data(:,3) == 2);**

**pq\_i = find(bus\_data(:,3) == 0);**

**n\_pv = length(pv\_i);**

**n\_pq = length(pq\_i);**

**fr = branch\_data(:,1);**

**to = branch\_data(:,2);**

**n\_br = length(fr);**

**B = branch\_data(:,9);**

**% Initializing Voltage magnitude and angles**

**V = bus\_data(:,11);**

**V(find(V(:)==0)) = 1;**

**T = zeros(n\_bus,1);**

**% Executing NR for Power Flow results**

**[V\_data,T\_data,T1] = NR(bus\_data,V,T,P\_inj,Q\_inj,n\_bus,Y,n\_pq,pq\_i);**

**V = V\_data(:,size(V\_data,2));**

**T = T\_data(:,size(T\_data,2));**

**% P,Q calculation after convergence**

**[P,Q] = PQ\_calc(V,T,Y);**

**% calculating line power flows**

**[Pij Pji Qij Qji] = PQline\_calc(V,T,Y,n\_br,fr,to,B)**

**% for\_graph = [[Pij Pji Qij Qji]]**

**z = [V;P;Q;Pij;Pji;Qij;Qji];**

**% Voltage & Power measurement error**

**V\_tol = 2/100;**

**P\_tol = 10/100;**

**% Introducing noise into measurement**

**n = [V\_tol\*randn(length([V]), 1);P\_tol\*randn(length([P;Q;Pij;Pji;Qij;Qji]), 1)];**

**var = n.^2;**

**z\_m = z + n;**

**W = zeros(length(var),length(var));**

**for i=1:length(var)**

**for j=1:length(var)**

**if i == j**

**W(i,j) = 1/var(i);**

**end**

**end**

**end**

**% Initializing SE parameters**

**error = 1;**

**iter = 0;**

**SE\_tol = 0.001;**

**% Adding Bad Data**

**z\_m(2) = 3;**

**z\_m(26) = 10;**

**z\_m(54) = 10;**

**while error >= SE\_tol**

**% calculating bus powers**

**[P,Q] = PQ\_calc(V,T,Y);**

**% calculating line power flows**

**[Pij Pji Qij Qji] = PQline\_calc(V,T,Y,n\_br,fr,to,B);**

**% Generating Hx matric**

**Hx = Hx\_calc(V, T, Y,B,P, Q, n\_bus,n\_br,fr,to);**

**x = [T(2:end); V];**

**x\_prev = x;**

**h = [V;P;Q;Pij;Pji;Qij;Qji];**

**x = x + inv(Hx' \* W \* Hx) \* Hx' \* W \* (z\_m-h);**

**T(2:end) = x(1:n\_bus-1);**

**V = x(n\_bus:end);**

**iter = iter + 1;**

**error = max(abs(x - x\_prev));**

**end**

**% calculating chi squared value**

**chi\_squared\_value = 0;**

**for i=1:length(var)**

**chi\_squared\_value = chi\_squared\_value + (z\_m(i) - h(i))^2 / var(i);**

**end**

**chi\_squared\_value**

**% Finding chi squared limit**

**chi\_squared\_limit = chi2inv(0.99, length(z\_m) - length(x))**

**% Checking bad data present or not**

**if chi\_squared\_value >= chi\_squared\_limit**

**disp('Measurement contains Bad Data')**

**else**

**disp('No Bad Data')**

**end**

**% y\_bus\_calc.m**

**function Y = y\_bus\_calc(N\_bs,D\_bs,D\_br,t)**

**Y = zeros(N\_bs);**

**% Calculating elements of Ybus**

**for k = 1:size(D\_br,1)**

**Y(D\_br(k,1),D\_br(k,1)) = Y(D\_br(k,1),D\_br(k,1)) + 1/(D\_br(k,7) + i\*D\_br(k,8)) + i\*D\_br(k,9)/2;**

**Y(D\_br(k,2),D\_br(k,2)) = Y(D\_br(k,2),D\_br(k,2)) + 1/(D\_br(k,7) + i\*D\_br(k,8)) + i\*D\_br(k,9)/2;**

**Y(D\_br(k,1),D\_br(k,2)) = -1/(D\_br(k,7) + i\*D\_br(k,8));**

**Y(D\_br(k,2),D\_br(k,1)) = Y(D\_br(k,1),D\_br(k,2));**

**end**

**for k = 1:N\_bs**

**Y(k,k) = Y(k,k) + D\_bs(k,14) + i\*D\_bs(k,15);**

**end**

**% adjusting for taps**

**if(t == 1)**

**for k = 1:size(D\_br,1)**

**if(D\_br(k,15) ~= 0)**

**t = D\_br(k,15);**

**((t^2) / i\*D\_br(k,8));**

**Y(D\_br(k,1),D\_br(k,1)) = Y(D\_br(k,1),D\_br(k,1)) + Y(D\_br(k,1),D\_br(k,2)) - (Y(D\_br(k,1),D\_br(k,2)))/(t^2);**

**Y(D\_br(k,1),D\_br(k,1));**

**Y(D\_br(k,1),D\_br(k,2)) = Y(D\_br(k,1),D\_br(k,2))/t;**

**Y(D\_br(k,2),D\_br(k,1)) = Y(D\_br(k,1),D\_br(k,2));**

**end**

**end**

**end**

**end**

**% NR.m**

**function [V\_data,T\_data] = NR(bus\_data,V,T,P\_inj,Q\_inj,n\_bus,Y,n\_pq,pq\_i)**

**% Initializing index**

**i = 0;**

**Tol = 1;**

**del\_T = zeros(n\_bus,1);**

**del\_V = zeros(n\_bus,1);**

**% Iteration loop**

**while(Tol > 1e-5 & i < 100)**

**i = i+1**

**V = V+del\_V;**

**T = T+del\_T;**

**T\_data(:,i) = T;**

**V\_data(:,i) = V;**

**[del\_P, del\_Q] = dpdq\_calc(bus\_data,V,T,P\_inj,Q\_inj,n\_bus,Y);**

**dpdq = [del\_P, del\_Q]; % mismatch calculation**

**J = J\_calc(bus\_data,V,T,Y,n\_bus,n\_pq,pq\_i); % Jacobian calculation**

**delta = fwd\_bwd(J,dpdq); % finding errors**

**del\_T = [0 delta(1:n\_bus-1)]';**

**for j = 1:n\_pq**

**del\_V(pq\_i(j)) = delta(n\_bus+j-1);**

**end**

**Tol = max(abs(delta)) % updating error for convergence**

**end**

**end**

**% dpdq.m**

**function [del\_P, del\_Q] = dpdq\_calc(bus\_data,V,T,P\_inj,Q\_inj,n\_bus,Y)**

**P = zeros(n\_bus,1);**

**Q = zeros(n\_bus,1);**

**Pi = 1;**

**Qi = 1;**

**for i = 1:n\_bus**

**if(bus\_data(i,3) ~= 3)**

**for j = 1:n\_bus**

**P(i) = P(i) + V(i)\*V(j)\*abs(Y(i,j))\*cos(T(i)-T(j)-angle(Y(i,j)));**

**Q(i) = Q(i) + V(i)\*V(j)\*abs(Y(i,j))\*sin(T(i)-T(j)-angle(Y(i,j)));**

**end**

**del\_P(Pi) = P\_inj(i) - P(i);**

**Pi = Pi+1;**

**if(bus\_data(i,3) == 0)**

**del\_Q(Qi) = Q\_inj(i) - Q(i);**

**Qi = Qi+1;**

**end**

**end**

**end**

**end**

**% J\_calc.m**

**function J = J\_calc(bus\_data,V,T,Y,n\_bus,n\_pq,pq\_i)**

**% J1 calculation**

**J1 = zeros(n\_bus-1);**

**for i = 1:n\_bus**

**for j = 1:n\_bus**

**if(bus\_data(i,3) ~=3 & bus\_data(j,3) ~=3)**

**if(i==j)**

**for k = 1:n\_bus**

**J1(i-1,j-1) = J1(i-1,j-1)+(V(i)\*V(k)\*abs(Y(i,k))\*sin(angle(Y(i,k))-T(i)+T(k)));**

**end**

**J1(i-1,j-1) = J1(i-1,j-1) - ((V(i)^2) \* (imag(Y(i,i))));**

**else**

**J1(i-1,j-1) = -V(i)\*V(j)\*abs(Y(i,j))\*sin(angle(Y(i,j))-T(i)+T(j));**

**end**

**end**

**end**

**end**

**J1;**

**% J2 calculation**

**J2 = zeros(n\_bus-1,n\_pq);**

**for i = 2:n\_bus**

**for j = 1:n\_pq**

**n = pq\_i(j);**

**if(n == i)**

**for k = 1:n\_bus**

**J2(i-1,j) = J2(i-1,j)+(V(i)\*V(k)\*abs(Y(i,k))\*cos(angle(Y(i,k))-T(i)+T(k)));**

**end**

**J2(i-1,j) = J2(i-1,j) + ((V(i)^2) \* (real(Y(i,i))));**

**else**

**J2(i-1,j) = V(i)\*V(n)\*abs(Y(i,n))\*cos(angle(Y(i,n))-T(i)+T(n));**

**end**

**end**

**end**

**J2;**

**% J3 calculation**

**J3 = zeros(n\_pq,n\_bus-1);**

**for i = 1:n\_pq**

**n = pq\_i(i);**

**for j = 2:n\_bus**

**if(n==j)**

**for k = 1:n\_bus**

**J3(i,j-1) = J3(i,j-1)+(V(n)\*V(k)\*abs(Y(n,k))\*cos(angle(Y(n,k))-T(n)+T(k)));**

**end**

**J3(i,j-1) = J3(i,j-1) - ((V(n)^2) \* (real(Y(n,n))));**

**else**

**J3(i,j-1) = -V(n)\*V(j)\*abs(Y(n,j))\*cos(angle(Y(n,j))-T(n)+T(j));**

**end**

**end**

**end**

**J3;**

**% J4 calculation**

**J4 = zeros(n\_pq);**

**for i = 1:n\_pq**

**n1 = pq\_i(i);**

**for j = 1:n\_pq**

**n2 = pq\_i(j);**

**if(n1==n2)**

**for k = 1:n\_bus**

**J4(i,j) = J4(i,j)+(V(n1)\*V(k)\*abs(Y(n1,k))\*sin(angle(Y(n1,k))-T(n1)+T(k)));**

**end**

**J4(i,j) = - J4(i,j) - ((V(n1)^2) \* (imag(Y(n1,n1))));**

**else**

**J4(i,j) = -V(n1)\*V(n2)\*abs(Y(n1,n2))\*sin(angle(Y(n1,n2))-T(n1)+T(n2));**

**end**

**end**

**end**

**J4;**

**J = [J1, J2; J3, J4];**

**end**

**% fwd\_bwd.m**

**function x = fwd\_bwd(A,b)**

**[L, U] = LU(A);**

**% Forward Substitution**

**for k = 1:length(A)**

**s = 0;**

**for j = 1:k-1**

**s = s + (L(k,j)\*y(j));**

**end**

**y(k) = (b(k) - s) / L(k,k);**

**end**

**% Backward Substitution**

**for k = length(A):-1:1**

**s = 0;**

**for j = k+1:length(A)**

**s = s + (U(k,j)\*x(j));**

**end**

**x(k) = y(k) - s;**

**end**

**end**

**% LU.m**

**function [L, U] = LU(a)**

**Q = zeros(length(a));**

**for j = 1:length(a)**

**for k = j:length(a)**

**s = 0;**

**for m = 1:j-1**

**s = s + (Q(k,m)\*Q(m,j));**

**end**

**Q(k,j) = a(k,j) - s;**

**end**

**if j < length(a)**

**for k = j+1:length(a)**

**s = 0;**

**for m = 1:j-1**

**s = s + (Q(j,m)\*Q(m,k));**

**end**

**Q(j,k) = (a(j,k) - s) / Q(j,j);**

**end**

**end**

**end**

**L = tril(Q);**

**U = Q - L + eye(length(a));**

**end**

**% PQ\_calc.m**

**function [P,Q] = PQ\_calc(V,T,Y)**

**n\_bus = size(V,1);**

**P = zeros(n\_bus,1);**

**Q = zeros(n\_bus,1);**

**for i = 1:n\_bus**

**for j = 1:n\_bus**

**P(i) = P(i) + V(i)\*V(j)\*abs(Y(i,j))\*cos(T(i)-T(j)-angle(Y(i,j)));**

**Q(i) = Q(i) + V(i)\*V(j)\*abs(Y(i,j))\*sin(T(i)-T(j)-angle(Y(i,j)));**

**end**

**end**

**end**

**% PQline\_calc.m**

**function [Pij Pji Qij Qji] = PQline\_calc(V,T,Y,n\_br,fr,to,B)**

**for i = 1:n\_br**

**a = fr(i);**

**b = to(i);**

**Pij(i,1) = -(V(a)^2)\*real(Y(a,b)) + abs(V(a)\*V(b)\*Y(a,b))\*cos(angle(Y(a,b)) + T(b) - T(a));**

**Pji(i,1) = -(V(b)^2)\*real(Y(b,a)) + abs(V(b)\*V(a)\*Y(b,a))\*cos(angle(Y(b,a)) + T(a) - T(b));**

**Qij(i,1) = -((V(a)^2)\*(abs(B(b))/2 - imag(Y(a,b))) + abs(V(a)\*V(b)\*Y(a,b))\*sin(angle(Y(a,b)) + T(a) - T(b)));**

**Qji(i,1) = -((V(b)^2)\*(abs(B(a))/2 - imag(Y(b,a))) + abs(V(b)\*V(a)\*Y(b,a))\*sin(angle(Y(b,a)) + T(b) - T(a)));**

**end**

**end**

**% Hx\_calc.m**

**function H = Hx\_calc(V, T, Y,B,P, Q, n\_bus,n\_br,fr,to)**

**J = J\_full\_calc(V, T, P, Q, n\_bus, Y);**

**H1 = zeros(n\_bus, n\_bus-1);**

**H2 = eye(n\_bus, n\_bus);**

**H3 = J(1:n\_bus, 2:n\_bus);**

**H4 = J(1:n\_bus, n\_bus+1:end);**

**H5 = J(n\_bus+1:end, 2:n\_bus);**

**H6 = J(n\_bus+1:end, n\_bus+1:end);**

**for i = 1:n\_br**

**a = fr(i);**

**b = to(i);**

**if a~=1**

**H7(i, a-1) = abs(V(a) \* V(b) \* Y(a,b)) \* sin(angle(Y(a,b)) + T(b) - T(a));**

**H9(i, a-1) = -abs(V(b) \* V(a) \* Y(b,a)) \* sin(angle(Y(b,a)) + T(a) - T(b));**

**H11(i, a-1) = abs(V(a) \* V(b) \* Y(a,b)) \* cos(angle(Y(a,b)) + T(b) - T(a));**

**H13(i, a-1) = -abs(V(b) \* V(a) \* Y(b,a)) \* cos(angle(Y(b,a)) + T(a) - T(b));**

**end**

**if b~=1**

**H7(i, b-1) = -abs(V(a) \* V(b) \* Y(a,b)) \* sin(angle(Y(a,b)) + T(b) - T(a));**

**H9(i, b-1) = abs(V(b) \* V(a) \* Y(b,a)) \* sin(angle(Y(b,a)) + T(a) - T(b));**

**H11(i, b-1) = -abs(V(a) \* V(b) \* Y(a,b)) \* cos(angle(Y(a,b)) + T(b) - T(a));**

**H13(i, b-1) = abs(V(b) \* V(a) \* Y(b,a)) \* cos(angle(Y(b,a)) + T(a) - T(b));**

**end**

**H8(i, b) = abs(V(a) \* Y(a,b)) \* cos(angle(Y(a,b)) + T(b) - T(a));**

**H8(i, a) = -2\*V(a) \* real(Y(a,b)) + abs(V(b) \* Y(a,b)) \* cos(angle(Y(a,b)) + T(b) - T(a));**

**H10(i,a) = abs(V(b) \* Y(b,a)) \* cos(angle(Y(b,a)) + T(a) - T(b));**

**H10(i,b) = -2\*V(b) \* real(Y(b,a)) + abs(V(a) \* Y(b,a))\*cos(angle(Y(b,a)) + T(a) - T(b));**

**H12(i,b) = -abs(V(a) \* Y(a,b)) \* sin(angle(Y(a,b)) + T(b) - T(a));**

**H12(i,a) = -2 \* V(a) \* (0.5\*abs(B(i)) - imag(Y(a,b))) - abs(V(b) \* Y(a,b)) \* sin(angle(Y(a,b)) + T(b) - T(a));**

**H14(i,a) = -abs(V(b) \* Y(b,a)) \* sin(angle(Y(b,a)) + T(a) - T(b));**

**H14(i,b) = -2 \* V(b) \* (0.5 \* abs(B(i)) - imag(Y(b,a))) - abs(V(a) \* Y(b,a)) \* sin(angle(Y(b,a)) + T(a) - T(b));**

**end**

**H=[ H1, H2; H3, H4; H5, H6; H7, H8; H9, H10; H11, H12; H13, H14];**

**end**

**% J\_full\_calc.m**

**function J = J\_full\_calc(V, T, P, Q,n\_bus,Y)**

**for i = 1:n\_bus**

**for j = 1:n\_bus**

**if i ~= j**

**J1(i, j) = -abs(V(i) \* V(j) \* Y(i, j)) \* sin(angle(Y(i, j)) + T(j) - T(i));**

**J2(i, j) = abs(V(i) \* V(j) \* Y(i, j)) \* cos(angle(Y(i, j)) + T(j) - T(i));**

**J3(i, j) = -abs(V(i) \* V(j) \* Y(i, j)) \* cos(angle(Y(i, j)) + T(j) - T(i));**

**J4(i, j) = -abs(V(i) \* V(j) \* Y(i, j)) \* sin(angle(Y(i, j)) + T(j) - T(i));**

**else**

**J1(i, i) = -Q(i) - (abs(V(i))^2) \* imag(Y(i, i));**

**J2(i, i) = P(i) + (abs(V(i))^2) \* real(Y(i, i));**

**J3(i, i) = P(i) - (abs(V(i))^2) \* real(Y(i, i));**

**J4(i, i) = Q(i) - (abs(V(i))^2) \* imag(Y(i, i));**

**end**

**end**

**end**

**J=[J1 J2; J3 J4];**

**end**