**Organização dos Dados na Memória**

**EXERCÍCIOS**

Defina a saída de cada trecho de código. Utilize endereços fictícios da planilha que simula a memória para resolver os exercícios.

Sugestão: usar template 03 da planilha.

**Ex 01**

//[endereçamento de memória]

int i = 10; //sugestão de endereço: 0

char c = 'a'; //sugestão de endereço: 10

float f = 2.5; //sugestão de endereço: 20

printf("i: %d \n", i); = 10

printf("&i: %u \n", &i); = 0

printf("c: %c \n", c); = a

printf("&c: %u' \n", &c); = 10

printf("f: %f \n", f); = 2.5

printf("&f: %u \n", &f); = 20

**Ex 02**

//[endereçamento de arrays unidimensionais][aritmética de ponteiro]

int a = 100; //sugestão de endereço: 32

int v[4] = {10,20,30,40}; //sugestão de endereço: 40

printf("a: %d \n", a); = 100

printf("&a: %u \n", &a); = 32

printf("v: %d \n", v); = 40

printf("&v: %u \n", &v); = 40

printf("&v[0]: %u \n", &v[0]); = 40

printf("&v[1]: %u \n", &v[1]); = 44

printf("&v[2]: %u \n", &v[2]); = 48

printf("&v[3]: %u \n", &v[3]); = 52

printf("v+0: %u \n", v+0); = 40

printf("v+1: %u \n", v+1); = 44

printf("v+2: %u \n", v+2); = 48

printf("v+3: %u \n", v+3); = 52

**Ex 03**

//[endereçamento de strings][aritmética de ponteiro]

char nome[10] = "Joao"; //sugestão de endereço: 64

char fruta[] = "laranja"; //sugestão de endereço: 78

printf("sizeof(nome): %ld \n", sizeof(nome)); (retorna em bytes) = 10

printf("sizeof(fruta): %ld \n", sizeof(fruta)); = 8

printf("fruta: %u \n", fruta); = laranja

printf("&fruta: %u \n", &fruta); = 78

printf("&fruta[0]: %u \n", &fruta[0]); = 78

printf("&fruta[1]: %u \n", &fruta[1]); = 79

printf("&fruta[2]: %u \n", &fruta[2]); = 80

printf("fruta+0: %u \n", fruta+0); = 78 (pula o vetor de byte em byte)

printf("fruta+1: %u \n", fruta+1); = 79

printf("fruta+2: %u \n", fruta+2); = 80

printf("fruta+0: %u \n", &fruta+0); = 78 (percorre toda string até o final)

printf("fruta+1: %u \n", &fruta+1); = 86

printf("fruta+2: %u \n", &fruta+2); = 92

**Ex 04**

//[endereçamento de arrays multidimensionais][aritmética de ponteiro]

short int m[3][3] = {{10,11,12}, {20,21,22}, {31,32,33}}; //sugestão de endereço: 96

printf("m: %u \n", m); = 96

printf("&m: %u \n", &m); = 96

printf("&m[0][0]: %u \n", &m[0][0]); = 96

printf("&m[0][1]: %u \n", &m[0][1]); = 98

printf("&m[1][0]: %u \n", &m[1][0]); = 102

printf("&m[1][1]: %u \n", &m[1][1]); = 104

printf("&m[2][0]: %u \n", &m[2][0]); = 108

printf("&m[2][1]: %u \n", &m[2][1]); = 110

printf("m+0: %u \n", m+0); = 96

printf("m+1: %u \n", m+1); = 102

printf("m+2: %u \n", m+2); = 108

printf("m[0]: %u \n", m[0]); = 96

printf("m[1]: %u \n", m[1]); = 102

printf("m[2]: %u \n", m[2]); = 108

printf("m[1]+0: %u \n", m[1]+0); = 102

printf("m[1]+1: %u \n", m[1]+1); = 104

printf("m[1]+2: %u \n", m[1]+2); = 106

**Ex 05**

//[endereçamento de structs]

struct aluno

{

short int ra;

char nome[10];

float nota

};

struct aluno a; //sugestão de endereço: 128

printf("&a: %u \n", &a); = 128

printf("&a.ra: %u \n", &a.ra); = 128

printf("&a.nome: %u \n", &a.nome); = 130

printf("&a.nota: %u \n", &a.nota); = 140

**Ex 06**

//[indireção]

int x = 20; //sugestão de endereço: 160

int \*p1 = &x; //sugestão de endereço: 168

int \*\*p2 = &p1; //sugestão de endereço: 176 também são 8 bytes?

int \*\*\*p3 = &p2; //sugestão de endereço: 184

printf("x: %d \n", x); = 20

printf("&x: %d \n", &x); = 160

printf("p1: %d \n", p1); = 160

printf("&p1: %d \n", &p1); = 168

printf("\*p1: %d \n", \*p1); = 20

printf("p2: %d \n", p2); = 168

printf("&p2: %d \n", &p2); = 176

printf("\*p2: %d \n", \*p2); = 160

printf("\*\*p2: %d \n", \*\*p2); = 20

printf("p3: %d \n", p3); = 176 por que não 168?

printf("&p3: %d \n", &p3); = 184

printf("\*p3: %d \n", \*p3); = 168

printf("\*\*p3: %d \n", \*\*p3); = 160

printf("\*\*\*p3: %d \n", \*\*\*p3); = 20

**Ex 07**

//[ponteiro vs vetor][aritmética de ponteiro]

short int i = 1; //sugestão de endereço: 192

short int v[4]; //sugestão de endereço: 200

while (i <= 4){

\*(v + i) = i++;

}

**Ex 08**

//[endereçamento de struct]

struct produto{

int codigo;

char descricao[8];

float preco;

};

struct produto p1; //sugestão de endereço: 224

struct produto p2; //sugestão de endereço: 240

p1.codigo = 1;

strcpy(p1.descricao, "Mouse");

p1.preco = 25.50;

p2 = p1;

p2.codigo = 2;

**Ex 09**

//[ponteiro de struct]

struct aluno{

short int ra;

short int notas[2];

};

typedef struct aluno Aluno;

Aluno a1 = {1, {85,90}}; //sugestão de endereço: 256

Aluno \*p1 = &a1; //sugestão de endereço: 266

short int \*v = (\*p1).notas;

v[1] = 55;

printf("a1.ra: %d\n", a1.ra);

printf("a1.notas: %d, %d\n", a1.notas[0], a1.notas[1]);

**Ex 10**

//[atribuição de ponteiros] [aritmética de ponteiros]

short int v1[] = {1,2,3}; //sugestão de endereço: 288

short int v10[3] = {1,2,3}; //sugestão de endereço: 296

short int \*v2 = v1; //sugestão de endereço: 304

v2[0] = 10;

\*(v2+1) = 20; //\*(v2+1) avança para o proximo dado. V2+1 = acrescenta unidade ao dado.

short int i; //sugestão de endereço: 314

for(i=0; i<3; i++){

printf("%d ", v1[i]);

}

**Ex 11**

// [void\*] [casting]

struct produto{

int codigo;

char descricao[8];

float preco;

};

struct produto prod = {10,"memoria",100.55}; //sugestão de endereço: 320

void \*p; //sugestão de endereço: 336

p = &prod.codigo;

short int \*cod = (short int\*)p; //sugestão de endereço: 344

printf("Codigo: %d\n", \*cod);

p = &prod.preco;

printf("Preco: %.2f\n", \*(float\*)p);

**Ex 12**

Além de representar os dados na planilha de memória, escreva o trecho de código correspondente a estrutura ilustrada na imagem.

![](data:image/png;base64,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)

//sugestão de endereço:

// i1(short int): 352

// i2(short int): 354

// i3(short int): 382

// v2: 356

**Ex 13**

short int v[4] = {10,20,30,40}; //sugestão de endereço: 384

short int\* p = v + 1; //sugestão de endereço: 398

\*p \*=2;

p++;

\*(p+1) = 5;

**Ex 14**

struct aluno{

short int ra;

char nome[8];

short int notas[2];

};

typedef struct aluno Aluno;

Aluno a1 = {10,"Joao", {85, 90}}; //sugestão de endereço: 416

short int \*p1 = a1.notas + 1; //sugestão de endereço: 432

\*p1 = 100;

char\* p2 = a1.nome + 2; //sugestão de endereço: 440

\*p2 = '@';