## LeNet for MNIST classification

import tensorflow as tf  
import numpy as np  
import matplotlib.pyplot as plt

from tensorflow.examples.tutorials.mnist import input\_data  
mnist = input\_data.read\_data\_sets('MNIST\_data', one\_hot=True)

Extracting MNIST\_data/train-images-idx3-ubyte.gz  
Extracting MNIST\_data/train-labels-idx1-ubyte.gz  
Extracting MNIST\_data/t10k-images-idx3-ubyte.gz  
Extracting MNIST\_data/t10k-labels-idx1-ubyte.gz

plt.matshow(mnist.train.images[0].reshape((28,28)))  
plt.show()
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X = tf.placeholder(tf.float32, [None, 28, 28, 1], name='X')  
Y = tf.placeholder(tf.float32, [None, 10], name='Y')

W1 = tf.Variable(tf.truncated\_normal([5, 5, 1, 6], stddev=0.1))  
b1 = tf.Variable(tf.ones([6])/10)  
  
W2 = tf.Variable(tf.truncated\_normal([5, 5, 6, 16], stddev=0.1))  
b2 = tf.Variable(tf.ones([16])/10)

conv1 = tf.nn.relu(  
 tf.nn.conv2d(X, W1, strides=[1, 1, 1, 1], padding="SAME") + b1)  
  
pool1 = tf.nn.max\_pool(conv1,  
 ksize=[1, 2, 2, 1],  
 strides = [1, 2, 2, 1],  
 padding="SAME")  
  
conv2 = tf.nn.relu(  
 tf.nn.conv2d(pool1, W2, strides=[1, 1, 1, 1], padding="SAME") + b2)  
  
pool2 = tf.nn.max\_pool(conv2,  
 ksize=[1, 2, 2, 1],  
 strides = [1, 2, 2, 1],  
 padding="SAME")  
  
flatten = tf.reshape(pool2, [-1, 16\*7\*7])

W3 = tf.Variable(tf.truncated\_normal([16\*7\*7, 120], stddev=0.1))  
b3 = tf.Variable(tf.ones([120])/10)  
  
W4 = tf.Variable(tf.truncated\_normal([120, 84], stddev=0.1))  
b4 = tf.Variable(tf.ones([84])/10)  
  
W5 = tf.Variable(tf.truncated\_normal([84, 10], stddev=0.1))  
b5 = tf.Variable(tf.ones([10])/10)

# drop\_out1 = tf.nn.dropout(flatten, 0.4)  
  
fc1 = tf.nn.relu(tf.matmul(flatten, W3) + b3)  
  
# drop\_out2 = tf.nn.dropout(fc1, 0.4)  
  
fc2 = tf.nn.relu(tf.matmul(fc1, W4) + b4)  
  
  
Z = tf.matmul(fc2, W5) + b5  
  
Y\_ = tf.nn.softmax(Z)

cross\_entropy = tf.nn.softmax\_cross\_entropy\_with\_logits\_v2(logits=Z, labels=Y)  
  
loss\_objective = tf.reduce\_mean(cross\_entropy)\*100

learning\_rate = 0.001  
  
training = tf.train.GradientDescentOptimizer(  
 learning\_rate).minimize(loss\_objective)

is\_correct = tf.equal(tf.argmax(Y,1), tf.argmax(Y\_,1))  
  
accuracy = tf.reduce\_mean(tf.cast(is\_correct, tf.float32))

init = tf.global\_variables\_initializer()  
  
epochs = 5  
iterations = 500  
  
train\_err = []  
train\_acc = []  
  
test\_accuracy, test\_loss = 0, 99999  
  
with tf.Session() as sess:  
   
 sess.run(init)  
   
 for epoch in range(epochs):  
   
 print('\nEpoch : {0}\n'.format(epoch+1))  
   
 for i in range(iterations+1):  
   
 batch\_X, batch\_Y = mnist.train.next\_batch(100)  
 batch\_X = np.reshape(batch\_X, (-1, 28, 28, 1))  
 step = sess.run(training, feed\_dict={X: batch\_X, Y: batch\_Y})  
   
 if i % 100 == 0:  
  
 train\_accuracy, new\_err = sess.run([accuracy, loss\_objective],  
 feed\_dict={X: batch\_X, Y: batch\_Y})   
   
 train\_acc.append(train\_accuracy); train\_err.append(new\_err)  
   
 print('{2} Training Accuracy : {0} | Loss : {1}'.format(train\_accuracy,  
 new\_err, i))  
   
   
 batch\_X, batch\_Y = mnist.validation.images, mnist.validation.labels  
 batch\_X = np.reshape(batch\_X, (-1, 28, 28, 1))  
  
 val\_accuracy, val\_loss = sess.run([accuracy, loss\_objective],  
 feed\_dict={X: batch\_X, Y: batch\_Y})  
   
 print('\nValidation Accuracy : {0} | Loss : {1}'.format(val\_accuracy,  
 val\_loss))  
  
 batch\_X, batch\_Y = mnist.test.images, mnist.test.labels  
 batch\_X = np.reshape(batch\_X, (-1, 28, 28, 1))  
  
 test\_accuracy, test\_loss = sess.run([accuracy, loss\_objective],  
 feed\_dict={X: batch\_X, Y: batch\_Y})

Epoch : 1  
  
0 Training Accuracy : 0.09000000357627869 | Loss : 230.72386169433594  
100 Training Accuracy : 0.9100000262260437 | Loss : 23.432987213134766  
200 Training Accuracy : 0.9700000286102295 | Loss : 15.549623489379883  
300 Training Accuracy : 0.9800000190734863 | Loss : 4.88357400894165  
400 Training Accuracy : 1.0 | Loss : 4.831546783447266  
500 Training Accuracy : 0.9900000095367432 | Loss : 3.250980854034424  
  
Epoch : 2  
  
0 Training Accuracy : 0.9900000095367432 | Loss : 3.1790456771850586  
100 Training Accuracy : 1.0 | Loss : 2.2342658042907715  
200 Training Accuracy : 0.9900000095367432 | Loss : 2.94486927986145  
300 Training Accuracy : 1.0 | Loss : 2.9101932048797607  
400 Training Accuracy : 0.9900000095367432 | Loss : 3.389744520187378  
500 Training Accuracy : 1.0 | Loss : 1.1675102710723877  
  
Epoch : 3  
  
0 Training Accuracy : 0.9800000190734863 | Loss : 6.132957935333252  
100 Training Accuracy : 1.0 | Loss : 1.1962836980819702  
200 Training Accuracy : 1.0 | Loss : 1.7145755290985107  
300 Training Accuracy : 0.9900000095367432 | Loss : 2.203922748565674  
400 Training Accuracy : 1.0 | Loss : 1.6431407928466797  
500 Training Accuracy : 1.0 | Loss : 1.2255125045776367  
  
Epoch : 4  
  
0 Training Accuracy : 0.9900000095367432 | Loss : 2.8778159618377686  
100 Training Accuracy : 1.0 | Loss : 0.9480134844779968  
200 Training Accuracy : 1.0 | Loss : 0.4046200215816498  
300 Training Accuracy : 0.9800000190734863 | Loss : 2.413910388946533  
400 Training Accuracy : 1.0 | Loss : 1.024740219116211  
500 Training Accuracy : 0.9900000095367432 | Loss : 2.3180315494537354  
  
Epoch : 5  
  
0 Training Accuracy : 1.0 | Loss : 0.917784571647644  
100 Training Accuracy : 1.0 | Loss : 1.3640785217285156  
200 Training Accuracy : 0.9900000095367432 | Loss : 1.9262890815734863  
300 Training Accuracy : 1.0 | Loss : 0.758085310459137  
400 Training Accuracy : 1.0 | Loss : 1.5455034971237183  
500 Training Accuracy : 0.9900000095367432 | Loss : 2.533975601196289  
  
Validation Accuracy : 0.9846000075340271 | Loss : 5.334902763366699

plt.plot(range(len(train\_err)), train\_err, color='red')  
plt.title('Training error vs iterations')  
plt.show()
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plt.plot(range(len(train\_acc)), train\_acc, color='blue')  
plt.title('Training Accuracy vs iterations')  
plt.show()

![png](data:image/png;base64,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)

png

print('\nTest Accuracy : {0} \nTest Loss : {1}'.format(test\_accuracy,  
 test\_loss))

Test Accuracy : 0.9833999872207642   
Test Loss : 4.8419623374938965