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library(rtracklayer)

## Loading required package: GenomicRanges

## Loading required package: stats4

## Loading required package: BiocGenerics

## Loading required package: parallel

##   
## Attaching package: 'BiocGenerics'

## The following objects are masked from 'package:parallel':  
##   
## clusterApply, clusterApplyLB, clusterCall, clusterEvalQ,  
## clusterExport, clusterMap, parApply, parCapply, parLapply,  
## parLapplyLB, parRapply, parSapply, parSapplyLB

## The following objects are masked from 'package:stats':  
##   
## IQR, mad, xtabs

## The following objects are masked from 'package:base':  
##   
## anyDuplicated, append, as.data.frame, cbind, colnames,  
## do.call, duplicated, eval, evalq, Filter, Find, get, grep,  
## grepl, intersect, is.unsorted, lapply, lengths, Map, mapply,  
## match, mget, order, paste, pmax, pmax.int, pmin, pmin.int,  
## Position, rank, rbind, Reduce, rownames, sapply, setdiff,  
## sort, table, tapply, union, unique, unsplit, which, which.max,  
## which.min

## Loading required package: S4Vectors

##   
## Attaching package: 'S4Vectors'

## The following objects are masked from 'package:base':  
##   
## colMeans, colSums, expand.grid, rowMeans, rowSums

## Loading required package: IRanges

## Loading required package: GenomeInfoDb

library(Biostrings)

## Loading required package: XVector

library(parallel)  
library(BSgenome.Hsapiens.UCSC.hg19)

## Loading required package: BSgenome

library(BSgenome.Mmusculus.UCSC.mm9)  
library(ggplot2)  
library(magrittr)  
library(pander)  
library(tibble)  
library(reshape2)  
library(AnnotationHub)  
library(tidyr)

##   
## Attaching package: 'tidyr'

## The following object is masked from 'package:reshape2':  
##   
## smiths

## The following object is masked from 'package:magrittr':  
##   
## extract

## The following object is masked from 'package:S4Vectors':  
##   
## expand

library(scales)  
library(MotifDb)

## See system.file("LICENSE", package="MotifDb") for use restrictions.

##   
## Attaching package: 'MotifDb'

## The following object is masked from 'package:AnnotationHub':  
##   
## query

library(GenomicInteractions)

## Loading required package: InteractionSet

## Loading required package: SummarizedExperiment

## Loading required package: Biobase

## Welcome to Bioconductor  
##   
## Vignettes contain introductory material; view with  
## 'browseVignettes()'. To cite Bioconductor, see  
## 'citation("Biobase")', and for packages 'citation("pkgname")'.

##   
## Attaching package: 'Biobase'

## The following object is masked from 'package:AnnotationHub':  
##   
## cache

## Warning: replacing previous import 'BiocGenerics::Position' by  
## 'ggplot2::Position' when loading 'GenomicInteractions'

##   
## Attaching package: 'GenomicInteractions'

## The following object is masked from 'package:scales':  
##   
## is.trans

library(knitr)  
library(ggbio)

## No methods found in "RSQLite" for requests: dbGetQuery

## Need specific help about ggbio? try mailing   
## the maintainer or visit http://tengfei.github.com/ggbio/

##   
## Attaching package: 'ggbio'

## The following object is masked from 'package:scales':  
##   
## rescale

## The following objects are masked from 'package:ggplot2':  
##   
## geom\_bar, geom\_rect, geom\_segment, ggsave, stat\_bin,  
## stat\_identity, xlim

library(readr)

##   
## Attaching package: 'readr'

## The following object is masked from 'package:scales':  
##   
## col\_factor

#### Generating a heatmap of the distribution of motifs across the genome for human and mouse!!

Mouse inputs: This script imports enhancer, genes and promoter datasets as well as Arx TFBS in the mouse genome. Whereby it then intersects this with the 60way phyloP60 selecting for motifs with 0.5 conservation score or more. Additionally it intersects it with the phastCon score which is 0.85 (because phyloP ranges from -14 to 3 we know that the score ranges from 0 to 17 essentially therefore 15.5 is 0.85 hence we used a 0.85 cut off).

enhancers<-import("~/DataFiles/Enhancer Tracks/Mouse/mouse\_permissive\_enhancers\_phase\_1\_and\_2.bed")  
genes<-import("~/DataFiles/Gene Tracks/Mouse/mm9.bed")  
promotersGenes<-promoters(genes)  
  
arx6merTFBS<-readRDS("~/DataFiles/ChIPseq/Mouse/ARX6mermm9Sites")  
ARXTandem2SpacedTFBS<-readRDS("~/DataFiles/ChIPseq/Mouse/ARXTande2SpacedSites")  
Plaindromic4SpacedTFBS<-readRDS("~/DataFiles/ChIPseq/Mouse/Plaindromic4SpacedTFBS")  
JolmaTFBS<-readRDS("~/DataFiles/ChIPseq/Mouse/JolmaTFBS")  
  
  
ARXMotifModelList<-c("6 Mer"= arx6merTFBS,  
 "Tandem 2 Spaced" = ARXTandem2SpacedTFBS,  
 "Palindromic 4 Spaced" = Plaindromic4SpacedTFBS,  
 "Jolma Model" = JolmaTFBS)  
  
  
ah<-AnnotationHub()

## snapshotDate(): 2016-10-11

mm9tomm10Query<-AnnotationHub::query(ah, c("mm9", "mm10"))  
  
mm9tomm10Chain<-mm9tomm10Query[["AH14596"]]

## loading from cache '/home/a1649239//.AnnotationHub/18691'

mm10tomm9Chain<-mm9tomm10Query[["AH14535"]]

## loading from cache '/home/a1649239//.AnnotationHub/18630'

##Phast Con Scores Same as above  
  
  
phyloPScores<-lapply(ARXMotifModelList, function(x){liftOver(import("~/DataFiles/Conservation/Mouse/mm10.60way.phyloP60way.bw",   
 which= liftOver(x, mm9tomm10Chain)%>%unlist()),   
 mm10tomm9Chain)%>%unlist})

## Discarding unchained sequences: chr1\_random, chr3\_random, chr4\_random, chr5\_random, chr7\_random, chr8\_random, chr9\_random, chr13\_random, chr16\_random, chr17\_random, chrX\_random, chrY\_random, chrUn\_random

## Discarding unchained sequences: chr1\_random, chr8\_random, chr9\_random, chrX\_random, chrY\_random, chrUn\_random

## Discarding unchained sequences: chr1\_random, chr4\_random, chr7\_random, chr8\_random, chr9\_random, chrX\_random, chrY\_random, chrUn\_random

## Discarding unchained sequences: chr1\_random, chr4\_random, chr7\_random, chr8\_random, chr9\_random, chr17\_random, chrX\_random, chrY\_random, chrUn\_random

phyloPAbove0.5<-lapply( phyloPScores,function(x){subset(x, score>=0.5)})  
  
# for(i in 1:4){  
# seqlevels(arxPromotersAndEnhancers[[i]])->seqlevels(phyloPAbove0.5[[i]], force=TRUE)  
# seqlengths(arxPromotersAndEnhancers[[i]])<-seqlengths(phyloPAbove0.5[[i]])  
# }  
  
conservedARXPromotersAndEnhancers<-list()  
for(i in 1:4){  
 conservedARXPromotersAndEnhancers[i]<-subset(ARXMotifModelList[[i]], countOverlaps(ARXMotifModelList[[i]], phyloPAbove0.5[[i]])>=6)  
 }

## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated  
  
## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated  
  
## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated  
  
## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated

PhastConsScores<-lapply(ARXMotifModelList,function(x){liftOver(import("~/DataFiles/Conservation/Mouse/mm10.60way.phastCons.bw", which= liftOver(x, mm9tomm10Chain)%>%unlist()),   
 mm10tomm9Chain)%>%unlist})

## Discarding unchained sequences: chr1\_random, chr3\_random, chr4\_random, chr5\_random, chr7\_random, chr8\_random, chr9\_random, chr13\_random, chr16\_random, chr17\_random, chrX\_random, chrY\_random, chrUn\_random

## Discarding unchained sequences: chr1\_random, chr8\_random, chr9\_random, chrX\_random, chrY\_random, chrUn\_random

## Discarding unchained sequences: chr1\_random, chr4\_random, chr7\_random, chr8\_random, chr9\_random, chrX\_random, chrY\_random, chrUn\_random

## Discarding unchained sequences: chr1\_random, chr4\_random, chr7\_random, chr8\_random, chr9\_random, chr17\_random, chrX\_random, chrY\_random, chrUn\_random

PhastCon0.85<-lapply( PhastConsScores,function(x){subset(x, score>=0.85)})  
  
# for(i in 1:4){  
# seqlevels(arxPromotersAndEnhancers[[i]])->seqlevels(PhastCon0.5[[i]], force=TRUE)  
# seqlengths(arxPromotersAndEnhancers[[i]])<-seqlengths(PhastCon0.5[[i]])  
# }  
  
conservedARXPromotersAndEnhancersPhastCon<-list()  
for(i in 1:4){  
 conservedARXPromotersAndEnhancersPhastCon[i]<-subset(ARXMotifModelList[[i]], countOverlaps(ARXMotifModelList[[i]], PhastCon0.85[[i]])>=6)  
}

## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated  
  
## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated  
  
## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated  
  
## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated

# Human inputs

enhancers<-import("~/DataFiles/Enhancer Tracks/Human/human\_permissive\_enhancers\_phase\_1\_and\_2.bed")  
genes<-import("~/DataFiles/Gene Tracks/Human/hg.bed")  
promotersGenes<-promoters(genes)  
  
arx6merTFBS<-readRDS("~/DataFiles/ChIPseq/Human/ARX6merHg19Sites")  
ARXTandem2SpacedTFBS<-readRDS("~/DataFiles/ChIPseq/Human/ARXTande2SpacedSites")  
Plaindromic4SpacedTFBS<-readRDS("~/DataFiles/ChIPseq/Human/Plaindromic4SpacedTFBS")  
JolmaTFBS<-readRDS("~/DataFiles/ChIPseq/Human/JolmaTFBS")  
  
ARXMotifModelList<-c("6 Mer"= arx6merTFBS,  
 "Tandem 2 Spaced" = ARXTandem2SpacedTFBS,  
 "Palindromic 4 Spaced" = Plaindromic4SpacedTFBS,  
 "Jolma Model" = JolmaTFBS)  
  
  
phyloPScores<-lapply(ARXMotifModelList, function(x){import("~/DataFiles/Conservation/Human/hg19.100way.phyloP100way.bw",  
 which= x)})  
phyloPAbove0.5<-lapply(phyloPScores, function(x){subset(x, score>=0.5)})  
  
conservedARXPromotersAndEnhancers<-list()  
for(i in 1:4){  
 conservedARXPromotersAndEnhancers[i]<-subset(ARXMotifModelList[[i]], countOverlaps(ARXMotifModelList[[i]], phyloPAbove0.5[[i]])>=6)  
}  
  
  
  
  
## PhastCon Motifs  
PhastConScores<-lapply(ARXMotifModelList, function(x){import("~/DataFiles/Conservation/Human/hg19.100way.phastCons.bw",  
 which= x)})  
PhastConAbove0.85<-lapply(phyloPScores, function(x){subset(x, score>=0.85)})  
conservedARXPromotersPhastCon<-list()  
for(i in 1:4){  
 conservedARXPromotersAndEnhancersPhastCon[i]<-subset(ARXMotifModelList[[i]],  
 countOverlaps(ARXMotifModelList[[i]], PhastConAbove0.85[[i]])>=6)  
}

We only overlapped by 6 bp despite the motifs being of variable size as conducting a full overlap of 12 etc resulted in only 0-2 homodimer motifs being present hence we wanted to be more inclusive.

## The script to generate proportions of motifs for genomic location based on motif model and conservation method!

MotifModelGenomicLocation<-lapply(ARXMotifModelList, function(x){  
 dataFrameGenomicLocation<-rbind.data.frame("Enhancers"=subsetByOverlaps(x, enhancers)%>%length()/length(x),  
 "Genes"=subsetByOverlaps(x, genes)%>%length() /length(x) ,  
 "Promoters"=subsetByOverlaps(x, promotersGenes)%>%length()/length(x),  
 "Other"=(length(x)-sum(subsetByOverlaps(x, enhancers)%>%length()/length(x),  
 subsetByOverlaps(x, genes)%>%length(),  
 subsetByOverlaps(x, promotersGenes)%>%length()))/length(x))  
 set\_colnames(dataFrameGenomicLocation,value = "Number Of Motifs")  
})  
  
  
  
PhyloPConservedGenomicLocation<-lapply(conservedARXPromotersAndEnhancers, function(x){  
 dataFrameGenomicLocation<-rbind.data.frame("Enhancers"=subsetByOverlaps(x, enhancers)%>%length()/length(x),  
 "Genes"=subsetByOverlaps(x, genes)%>%length() /length(x) ,  
 "Promoters"=subsetByOverlaps(x, promotersGenes)%>%length()/length(x),  
 "Other"=(length(x)-sum(subsetByOverlaps(x, enhancers)%>%length()/length(x),  
 subsetByOverlaps(x, genes)%>%length(),  
 subsetByOverlaps(x, promotersGenes)%>%length()))/length(x))  
 set\_colnames(dataFrameGenomicLocation,value = "Number Of Motifs")  
})  
  
  
  
  
  
PhastConservedGenomicLocation<-lapply(conservedARXPromotersAndEnhancersPhastCon, function(x){  
 dataFrameGenomicLocation<-rbind.data.frame("Enhancers"=subsetByOverlaps(x, enhancers)%>%length()/length(x),  
 "Genes"=subsetByOverlaps(x, genes)%>%length() /length(x) ,  
 "Promoters"=subsetByOverlaps(x, promotersGenes)%>%length()/length(x),  
 "Other"=(length(x)-sum(subsetByOverlaps(x, enhancers)%>%length()/length(x),  
 subsetByOverlaps(x, genes)%>%length(),  
 subsetByOverlaps(x, promotersGenes)%>%length()))/length(x))  
 set\_colnames(dataFrameGenomicLocation,value = "Number Of Motifs")  
})  
  
  
  
names(PhyloPConservedGenomicLocation)<-names(ARXMotifModelList)  
names(PhastConservedGenomicLocation)<-names(ARXMotifModelList)  
names(MotifModelGenomicLocation)<-names(ARXMotifModelList)  
  
AllMotifModels<-do.call(rbind.data.frame,c("PhyloP"=PhyloPConservedGenomicLocation,  
 "PhastCon"=PhastConservedGenomicLocation,  
 "All"=MotifModelGenomicLocation))%>%rownames\_to\_column(var= "Names")  
  
AllMotifModels<-separate(data = AllMotifModels,col = "Names",into = c("Conservation Method","Motif Model", "Genomic Location"), sep = '\\.' )  
AllMotifModels<-separate(data = AllMotifModels,col = "Genomic Location",into = c("Genomic Location", "Numbers" ),sep = "1")  
AllMotifModels<-separate(data = AllMotifModels,col = "Genomic Location",into = c("Genomic Location", "Numbers" ),sep = "2")  
  
AllMotifModels$`Genomic Location`<-factor(AllMotifModels$`Genomic Location`, levels = c("Other", "Genes", "Promoters", "Enhancers"))  
AllMotifModels$`Number Of Motifs`<-AllMotifModels$`Number Of Motifs`%>%as.numeric()  
AllMotifModels$`Motif Model`<-AllMotifModels$`Motif Model`%>%as.character()  
AllMotifModels$`Conservation Method`<-AllMotifModels$`Conservation Method`%>%as.character()  
  
  
ggplot(AllMotifModels)+  
 geom\_tile(aes(x=`Motif Model`, y= `Genomic Location`, fill= `Number Of Motifs` ))+  
 facet\_wrap(~`Conservation Method`)+  
 xlab(label = "Motif Model")+  
 ylab(label = "Genomic Location")+  
 theme\_bw()+  
 theme(axis.text.x = element\_text(size= 20,angle = 90),  
 axis.text.y= element\_text(size= 20),  
 axis.title = element\_text(size=25,face = "bold"),  
 legend.text = element\_text(size=20),   
 legend.title = element\_text(size=20),   
 strip.text = element\_text(size = 20))#+
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# scale\_fill\_gradientn(colours=c("#69D2E7", "#A7DBD8",   
 # "#F38630", "#FA6900"),  
 # values=rescale(c( -2, -1,  
 # 1, 2)),  
 # guide="colorbar")

arx6mer<-(query(MotifDb, "Arx")[[6]])[,7:12]  
  
  
## Checking to see if the numbers are robust  
  
library(magrittr)  
library(GenomicRanges)  
library(ggplot2)  
library(magrittr)  
library(tibble)  
library(pander)  
library(reshape2)  
library(plyr)

##   
## Attaching package: 'plyr'

## The following object is masked from 'package:XVector':  
##   
## compact

## The following object is masked from 'package:IRanges':  
##   
## desc

## The following object is masked from 'package:S4Vectors':  
##   
## rename

library(MotifDb)  
  
library(magrittr)  
library(reshape2)  
library(BSgenome.Hsapiens.UCSC.hg19)  
  
# enhancerGrange <-  
# import(con = "~/DataFiles/Enhancer Tracks/Mouse/mouse\_permissive\_enhancers\_phase\_1\_and\_2.bed")  
# UCSCgenes <- import("~/DataFiles/Gene Tracks/Mouse/mm9.bed")  
# startSites<-subset(import("~/DataFiles/Gene Tracks/Mouse/FullMm9genome.GTF"), type== "start\_codon")  
# promoters <- promoters(UCSCgenes)  
# genome<-BSgenome.Mmusculus.UCSC.mm9  
  
enhancerGrange <-  
 import(con = "~/DataFiles/Enhancer Tracks/Human/human\_permissive\_enhancers\_phase\_1\_and\_2.bed")  
UCSCgenes <- import("~/DataFiles/Gene Tracks/Human/hg.bed")  
startSites<-subset(import("~/DataFiles/Gene Tracks/Human/hg19.gtf"), type== "start\_codon")  
promoters <- promoters(UCSCgenes)  
genome<-BSgenome.Hsapiens.UCSC.hg19  
ArxPlaindrmicMinus1<-cbind(arx6mer[,1:5], arx6mer[,5:1])  
  
arx6MerPWMNospace<-cbind(arx6mer, arx6mer[,6:1])  
  
arx6MerPWM1space<-cbind(arx6mer, 0.25, arx6mer[,6:1])  
  
arx6MerPWM2space<-cbind(arx6mer, 0.25, 0.25, arx6mer[,6:1])  
  
arx6MerPWM3space<- cbind(arx6mer, 0.25, 0.25, 0.25, arx6mer[,6:1])  
  
  
arx6MerPWM4space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25, arx6mer[,6:1])  
  
arx6MerPWM5space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25,0.25, arx6mer[,6:1])  
   
arx6MerPWM6space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25,0.25, 0.25, arx6mer[,6:1])  
  
arx6MerPWM7space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25,0.25, 0.25, 0.25, arx6mer[,6:1])  
  
### Tandeom Sites  
arxtandemMinus1<-cbind(arx6mer[,1:5], arx6mer[,1:5])  
   
arxJolma<-query(MotifDb, "Hsapiens-jolma2013-ARX")[[1]][,2:12]  
  
arxTandemNoSpace<-cbind(arx6mer, arx6mer)  
  
  
arxTandem1Space<-cbind(arx6mer, 0.25, arx6mer)  
  
arxTandem2Space<-cbind(arx6mer, 0.25, 0.25, arx6mer)  
  
arxTandem3Space<-cbind(arx6mer, 0.25, 0.25, 0.25, arx6mer)  
  
arxTandem4Space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25, arx6mer)  
  
arxTandem5Space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25, 0.25,arx6mer)  
  
arxTandem6Space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25, 0.25, 0.25,arx6mer)  
  
arxTandem7Space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25, 0.25, 0.25, 0.25,arx6mer)  
  
arxTandem8Space<-cbind(arx6mer, 0.25, 0.25, 0.25, 0.25, 0.25, 0.25, 0.25, 0.25, arx6mer)  
  
  
##requires code from the 16-4-2017 to run  
# grangeJolmaMinus<-  
# matchPWM(arxJolma, genome, "100%")  
# grangeplaindromicMinus1 <-  
# matchPWM(ArxPlaindrmicMinus1, genome, "100%")  
# grangeplaindromicNospace <-  
# matchPWM(arx6MerPWMNospace, genome, "100%")  
# grangeplaindromic1space <-  
# matchPWM(arx6MerPWM1space, genome, "100%")  
# grangeplaindromic2space <-  
# matchPWM(arx6MerPWM2space, genome, "100%")  
# grangeplaindromic3space <-  
# matchPWM(arx6MerPWM3space, genome, "100%")  
# grangeplaindromic4space <-  
# matchPWM(arx6MerPWM4space, genome, "100%")  
# grangeplaindromic5space <-  
# matchPWM(arx6MerPWM5space, genome, "100%")  
# grangeplaindromic6space <-  
# matchPWM(arx6MerPWM6space, genome, "100%")  
# grangeplaindromic7space <-  
# matchPWM(arx6MerPWM7space, genome, "100%")  
  
# grangeTandemMinusOne <-  
# matchPWM(arxtandemMinus1, genome, "100%")  
# grangeTandemNoSpace<-  
# matchPWM(arxTandemNoSpace, genome, "100%")  
# grangeTandem1space <-  
# matchPWM(arxTandem1Space, genome, "100%")  
# grangeTandem2space <-  
# matchPWM(arxTandem2Space, genome, "100%")  
# grangeTandem3space <-  
# matchPWM(arxTandem3Space, genome, "100%")  
# grangeTandem4space <-  
# matchPWM(arxTandem4Space, genome, "100%")  
# grangeTandem5space <-  
# matchPWM(arxTandem5Space, genome, "100%")  
# grangeTandem6space <-  
# matchPWM(arxTandem6Space, genome, "100%")  
# grangeTandem7space <-  
# matchPWM(arxTandem7Space, genome, "100%")  
  
  
grangeJolmaMinus<-matchPWM(arxJolma, genome, "90%")
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tandemDataTable <- rbind(  
 cbind(  
 length(grangeJolmaMinus),  
 sum(countOverlaps(grangeJolmaMinus, UCSCgenes)),  
 sum(countOverlaps(grangeJolmaMinus, promoters)),  
 sum(countOverlaps(grangeJolmaMinus, enhancerGrange)),  
 (length(grangeJolmaMinus)-sum(countOverlaps(grangeJolmaMinus, enhancerGrange))-  
 sum(countOverlaps(grangeJolmaMinus, promoters))- sum(countOverlaps(grangeJolmaMinus, UCSCgenes)))  
),  
 cbind(  
 numberofTandem <- length(grangeTandemMinusOne),  
 dataTableNoGenesminus1 <-  
 sum(countOverlaps(grangeTandemMinusOne, UCSCgenes)),  
 dataTableMinus1 <-  
 sum(countOverlaps(grangeTandemMinusOne, promoters)),  
 dataTableMinus1r <-  
 sum(countOverlaps(grangeTandemMinusOne, enhancerGrange)),  
 (length(grangeTandemMinusOne)-sum(countOverlaps(grangeTandemMinusOne, enhancerGrange))-  
 sum(countOverlaps(grangeTandemMinusOne, promoters))- sum(countOverlaps(grangeTandemMinusOne, UCSCgenes)))  
 ),  
 cbind(  
 numberofTandemNoSpaceSites <- length(grangeTandemNoSpace),  
 dataTableNoGenes <-  
 sum(countOverlaps(grangeTandemNoSpace, UCSCgenes)),  
 dataTableNoSpacePromoters <-  
 sum(countOverlaps(grangeTandemNoSpace, promoters)),  
 dataTableNoSpaceEnhancer <-  
 sum(countOverlaps(grangeTandemNoSpace, enhancerGrange)),  
 (length(grangeTandemNoSpace)-sum(countOverlaps(grangeTandemNoSpace, enhancerGrange))-  
 sum(countOverlaps(grangeTandemNoSpace, promoters))- sum(countOverlaps(grangeTandemNoSpace, UCSCgenes)))  
 ),  
 cbind(  
 numberofTandem1spaceSites <- length(grangeTandem1space),  
 dataTable1SpaceGenes <-  
 sum(countOverlaps(grangeTandem1space, UCSCgenes)),  
 dataTable1SpacePromoters <-  
 sum(countOverlaps(grangeTandem1space, promoters)),  
 dataTable1SpaceEnhancer <-  
 sum(countOverlaps(grangeTandem1space, enhancerGrange)),  
 (length(grangeTandem1space)-sum(countOverlaps(grangeTandem1space, enhancerGrange))-  
 sum(countOverlaps(grangeTandem1space, promoters))- sum(countOverlaps(grangeTandem1space, UCSCgenes)))  
 ),  
 cbind(  
 numberofTandem2spaceSites <- length(grangeTandem2space),  
 dataTable2SpaceGenes <-  
 sum(countOverlaps(grangeTandem2space, UCSCgenes)),  
 dataTable2SpacePromoters <-  
 sum(countOverlaps(grangeTandem2space, promoters)),  
 dataTable2SpaceEnhancer <-  
 sum(countOverlaps(grangeTandem2space, enhancerGrange)),  
 (length(grangeTandem2space)-sum(countOverlaps(grangeTandem2space, enhancerGrange))-  
 sum(countOverlaps(grangeTandem2space, promoters))- sum(countOverlaps(grangeTandem2space, UCSCgenes)))  
 ),  
 cbind(  
 numberofTandem3spaceSites <- length(grangeTandem3space),  
 dataTable3SpaceGenes <-  
 sum(countOverlaps(grangeTandem3space, UCSCgenes)),  
 dataTable3SpacePromoters <-  
 sum(countOverlaps(grangeTandem3space, promoters)),  
 dataTable3SpaceEnhancer <-  
 sum(countOverlaps(grangeTandem3space, enhancerGrange)),  
 (length(grangeTandem3space)-sum(countOverlaps(grangeTandem3space, enhancerGrange))-  
 sum(countOverlaps(grangeTandem3space, promoters))- sum(countOverlaps(grangeTandem3space, UCSCgenes)))  
 ),  
 cbind(  
 numberofTandem4spaceSites <- length(grangeTandem4space),  
 dataTable4SpaceGenes <-  
 sum(countOverlaps(grangeTandem4space, UCSCgenes)),  
 dataTable4SpacePromoters <-  
 sum(countOverlaps(grangeTandem4space, promoters)),  
 dataTable4SpaceEnhancer <-  
 sum(countOverlaps(grangeTandem4space, enhancerGrange)),  
 (length(grangeTandem4space)-sum(countOverlaps(grangeTandem4space, enhancerGrange))-  
 sum(countOverlaps(grangeTandem4space, promoters))- sum(countOverlaps(grangeTandem4space, UCSCgenes)))  
 ),   
cbind(  
 numberofTandem5spaceSites <- length(grangeTandem5space),  
 dataTable5SpaceGenes <-  
 sum(countOverlaps(grangeTandem5space, UCSCgenes)),  
 dataTable5SpacePromoters <-  
 sum(countOverlaps(grangeTandem5space, promoters)),  
 dataTable5SpaceEnhancer <-  
 sum(countOverlaps(grangeTandem5space, enhancerGrange)),  
 (length(grangeTandem5space)-sum(countOverlaps(grangeTandem5space, enhancerGrange))-  
 sum(countOverlaps(grangeTandem5space, promoters))- sum(countOverlaps(grangeTandem5space, UCSCgenes)))  
 ),  
 cbind(  
 numberofTandem6spaceSites <- length(grangeTandem6space),  
 dataTable6SpaceGenes <-  
 sum(countOverlaps(grangeTandem6space, UCSCgenes)),  
 dataTable6SpacePromoters <-  
 sum(countOverlaps(grangeTandem6space, promoters)),  
 dataTable6SpaceEnhancer <-  
 sum(countOverlaps(grangeTandem6space, enhancerGrange)),  
 (length(grangeTandem6space)-sum(countOverlaps(grangeTandem6space, enhancerGrange))-  
 sum(countOverlaps(grangeTandem6space, promoters))- sum(countOverlaps(grangeTandem6space, UCSCgenes)))  
 ),  
 cbind(  
 numberofTandem7spaceSites <- length(grangeTandem7space),  
 dataTable7SpaceGenes <-  
 sum(countOverlaps(grangeTandem7space, UCSCgenes)),  
 dataTable7SpacePromoters <-  
 sum(countOverlaps(grangeTandem7space, promoters)),  
 dataTable7SpaceEnhancer <-  
 sum(countOverlaps(grangeTandem7space, enhancerGrange)),  
 (length(grangeTandem7space)-sum(countOverlaps(grangeTandem7space, enhancerGrange))-  
 sum(countOverlaps(grangeTandem7space, promoters))- sum(countOverlaps(grangeTandem7space, UCSCgenes)))  
 )  
) %>% as.data.frame  
  
colnames(tandemDataTable) <- c("Total",  
 "Motifs in genes",  
 "Motifs in promoters",  
 "Motifs in enhancers",  
 "Non Coding")  
  
  
rownames(tandemDataTable) <- c("Arx Jolma",  
 "Minus one",  
 "No Space",  
 "1 Space",  
 "2 Space",  
 "3 Space",  
 "4 Space",  
 "5 Space",  
 "6 Space",  
 "7 Space")  
tandemDataTable %>% pander()

Table continues below

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Total | | Motifs in genes | Motifs in promoters | |
| **Arx Jolma** | 428117 | | 287907 | 6919 | |
| **Minus one** | 204757 | | 148594 | 3462 | |
| **No Space** | 104926 | | 74441 | 1892 | |
| **1 Space** | 84588 | | 61231 | 1402 | |
| **2 Space** | 121418 | | 84710 | 2214 | |
| **3 Space** | 107950 | | 74946 | 1892 | |
| **4 Space** | 96302 | | 68464 | 1704 | |
| **5 Space** | 96574 | | 67820 | 1688 | |
| **6 Space** | 112956 | | 79105 | 1966 | |
| **7 Space** | 93932 | | 67293 | 1638 | |
|  | | Motifs in enhancers | | | Non Coding |
| **Arx Jolma** | | 1110 | | | 132181 |
| **Minus one** | | 575 | | | 52126 |
| **No Space** | | 266 | | | 28327 |
| **1 Space** | | 208 | | | 21747 |
| **2 Space** | | 244 | | | 34250 |
| **3 Space** | | 246 | | | 30866 |
| **4 Space** | | 220 | | | 25914 |
| **5 Space** | | 356 | | | 26710 |
| **6 Space** | | 252 | | | 31633 |
| **7 Space** | | 232 | | | 24769 |

tandemDataTable <- rownames\_to\_column(tandemDataTable)  
reshapedTandemDataTable<-reshape(tandemDataTable,  
 varying = c( "Motifs in promoters", "Motifs in enhancers", "Non Coding", "Motifs in genes"),  
 v.names = "Numbers of Motif",  
 timevar = "Location",  
 times = c( "Promoters", "Enhancers", "Non coding","Genes" ),  
 direction = "long")  
ggplot(reshapedTandemDataTable, aes(x = rowname, y = `Numbers of Motif`, fill = `Location`)) +  
 geom\_bar(stat = "identity") +  
 xlab(label= "Number of Nucleotides Between Motifs")+  
 ylab(label= "Number of ARX Motifs")+  
 guides(fill=guide\_legend(title="Genomic Location"))+  
 theme\_bw()+  
 theme(axis.title = element\_text(size=30, face = "bold"),  
 axis.text =element\_text(size=20))
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planindromicDataTable <- rbind(  
 cbind(  
 length(grangeJolmaMinus),  
 sum(countOverlaps(grangeJolmaMinus, UCSCgenes)),  
 sum(countOverlaps(grangeJolmaMinus, promoters)),  
 sum(countOverlaps(grangeJolmaMinus, enhancerGrange)),  
 (length(grangeJolmaMinus)-sum(countOverlaps(grangeJolmaMinus, enhancerGrange))-  
 sum(countOverlaps(grangeJolmaMinus, promoters))- sum(countOverlaps(grangeJolmaMinus, UCSCgenes)))  
 ),  
 cbind(  
 length(grangeplaindromicMinus1),  
 sum(countOverlaps(grangeplaindromicMinus1, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromicMinus1, promoters)),  
 sum(countOverlaps(grangeplaindromicMinus1, enhancerGrange)),  
 (length(grangeplaindromicMinus1)-sum(countOverlaps(grangeplaindromicMinus1, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromicMinus1, promoters))- sum(countOverlaps(grangeplaindromicMinus1, UCSCgenes)))  
 ),  
 cbind(  
 length(grangeplaindromicNospace),  
 sum(countOverlaps(grangeplaindromicNospace, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromicNospace, promoters)),  
 sum(countOverlaps(grangeplaindromicNospace, enhancerGrange)),  
 (length(grangeplaindromicNospace)-sum(countOverlaps(grangeplaindromicNospace, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromicNospace, promoters))- sum(countOverlaps(grangeplaindromicNospace, UCSCgenes)))  
 ),  
 cbind(  
 length(grangeplaindromic1space),  
 Arx6mer <- sum(countOverlaps(grangeplaindromic1space, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromic1space, promoters)),  
 sum(countOverlaps(grangeplaindromic1space, enhancerGrange)),  
 (length(grangeplaindromic1space)-sum(countOverlaps(grangeplaindromic1space, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromic1space, promoters))- sum(countOverlaps(grangeplaindromic1space, UCSCgenes)))  
 ),  
 cbind(  
 length(grangeplaindromic2space),  
 sum(countOverlaps(grangeplaindromic2space, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromic2space, promoters)),  
 sum(countOverlaps(grangeplaindromic2space, enhancerGrange)),  
 (length(grangeplaindromic2space)-sum(countOverlaps(grangeplaindromic2space, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromic2space, promoters))- sum(countOverlaps(grangeplaindromic2space, UCSCgenes)))  
 )  
 ,  
 cbind(  
 numberOfArxSitesPlaindromic3Space <- length(grangeplaindromic3space),  
 sum(countOverlaps(grangeplaindromic3space, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromic3space, promoters)),  
 sum(countOverlaps(grangeplaindromic4space, enhancerGrange)),  
 (length(grangeplaindromic3space)-sum(countOverlaps(grangeplaindromic3space, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromic3space, promoters))- sum(countOverlaps(grangeplaindromic3space, UCSCgenes)))  
 ),  
 cbind(  
 numberOfArxSitesPlaindromic4Space <- length(grangeplaindromic4space),  
 sum(countOverlaps(grangeplaindromic4space, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromic4space, promoters)),  
 sum(countOverlaps(grangeplaindromic4space, enhancerGrange)),  
 (length(grangeplaindromic4space)-sum(countOverlaps(grangeplaindromic4space, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromic4space, promoters))- sum(countOverlaps(grangeplaindromic4space, UCSCgenes)))  
 ),  
 cbind(  
 numberOfArxSitesPlaindromic5Space <- length(grangeplaindromic5space),  
 sum(countOverlaps(grangeplaindromic5space, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromic5space, promoters)),  
 sum(countOverlaps(grangeplaindromic5space, enhancerGrange)),  
 (length(grangeplaindromic5space)-sum(countOverlaps(grangeplaindromic5space, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromic5space, promoters))- sum(countOverlaps(grangeplaindromic5space, UCSCgenes)))  
 ),  
 cbind(  
 numberOfArxSitesPlaindromic6Space <- length(grangeplaindromic6space),  
 sum(countOverlaps(grangeplaindromic6space, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromic6space, promoters)),  
 sum(countOverlaps(grangeplaindromic6space, enhancerGrange)),  
 (length(grangeplaindromic6space)-sum(countOverlaps(grangeplaindromic6space, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromic6space, promoters))- sum(countOverlaps(grangeplaindromic6space, UCSCgenes)))  
 ),  
 cbind(  
 numberOfArxSitesPlaindromic7Space <- length(grangeplaindromic7space),  
 sum(countOverlaps(grangeplaindromic7space, UCSCgenes)),  
 sum(countOverlaps(grangeplaindromic7space, promoters)),  
 sum(countOverlaps(grangeplaindromic7space, enhancerGrange)),  
 (length(grangeplaindromic7space)-sum(countOverlaps(grangeplaindromic7space, enhancerGrange))-  
 sum(countOverlaps(grangeplaindromic7space, promoters))- sum(countOverlaps(grangeplaindromic7space, UCSCgenes)))  
 )  
) %>% as.data.frame()  
colnames(planindromicDataTable) <- c("Total",  
 "Motifs in genes",  
 "Motifs in Promoters",  
 "Motifs in Enhancers",  
 "Non Coding")  
rownames(planindromicDataTable) <-c("Arx Jolma",  
 "Minus one",  
 "No Space",  
 "1 Space",  
 "2 Space",  
 "3 Space",  
 "4 Space",  
 "5 Space",  
 "6 Space",  
 "7 Space")  
  
  
planindromicDataTable %>% pander()

Table continues below

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Total | | Motifs in genes | Motifs in Promoters | |
| **Arx Jolma** | 428117 | | 287907 | 6919 | |
| **Minus one** | 286440 | | 217740 | 5503 | |
| **No Space** | 114612 | | 79677 | 2031 | |
| **1 Space** | 102177 | | 69972 | 1702 | |
| **2 Space** | 102033 | | 72384 | 2075 | |
| **3 Space** | 92852 | | 65199 | 1629 | |
| **4 Space** | 116418 | | 83044 | 2042 | |
| **5 Space** | 106736 | | 75575 | 1996 | |
| **6 Space** | 92466 | | 64711 | 1589 | |
| **7 Space** | 97637 | | 68266 | 1635 | |
|  | | Motifs in Enhancers | | | Non Coding |
| **Arx Jolma** | | 1110 | | | 132181 |
| **Minus one** | | 862 | | | 62335 |
| **No Space** | | 267 | | | 32637 |
| **1 Space** | | 211 | | | 30292 |
| **2 Space** | | 268 | | | 27306 |
| **3 Space** | | 246 | | | 25807 |
| **4 Space** | | 246 | | | 31086 |
| **5 Space** | | 245 | | | 28920 |
| **6 Space** | | 242 | | | 25924 |
| **7 Space** | | 281 | | | 27455 |

planindromicDataTable<- rownames\_to\_column(planindromicDataTable)  
  
reshapedPlaindromicDataTable<-reshape(planindromicDataTable,  
 varying = c( "Motifs in Promoters", "Motifs in Enhancers", "Non Coding", "Motifs in genes"),  
 v.names = "Numbers of Motif",  
 timevar = "Location",  
 times = c( "Promoters", "Enhancers", "Non coding","Genes" ),  
 direction = "long")  
ggplot(reshapedPlaindromicDataTable, aes(x = rowname, y = `Numbers of Motif`, fill = `Location`)) +  
 geom\_bar(stat = "identity") +  
 xlab(label= "Number of Nucleotides Between Motifs")+  
 ylab(label= "Number of ARX Motifs")+  
 guides(fill=guide\_legend(title="Genomic Location"))+  
 theme\_bw()+  
 theme(axis.title = element\_text(size=30, face = "bold"),  
 axis.text =element\_text(size=20) )+  
 scale\_color\_manual(values=c(`Enhancer`="#999999", `Genes`="#E69F00", `Non-coding`="#56B4E9", `Promoters`= "#56B4E9"))
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### making histograms of distance of Tandem the Arx Start sites  
  
dataFrameDistance1SpacePromoter <-  
 distanceToNearest(grangeTandem1space, startSites) %>%   
 as.data.frame()  
dataFrameDistance2SpacePromoter <-  
 distanceToNearest(grangeTandem2space, startSites) %>%  
 as.data.frame()  
dataFrameDistance3SpacePromoter <-  
 distanceToNearest(grangeTandem3space, startSites) %>%  
 as.data.frame()  
dataFrameDistance6SpacePromoter <-  
 distanceToNearest(grangeTandem6space, startSites) %>%  
 as.data.frame()  
  
  
dataFrameMerger<-function(z,x,c,v){  
   
 test<-merge(z[3],x[3],by=0, all=TRUE, row.names=NULL)  
 test2<-merge(test, c[3], by=0, all=TRUE, row.names=NULL)  
 test3<- merge(test2, v[3], by=0,all=TRUE, row.names=NULL)  
   
   
 return(test3)  
}  
  
dataFrameDistanceofTandemMotifsFromPromoter<-dataFrameMerger(dataFrameDistance1SpacePromoter,  
 dataFrameDistance2SpacePromoter,   
 dataFrameDistance3SpacePromoter,   
 dataFrameDistance6SpacePromoter)

## Warning in merge.data.frame(test, c[3], by = 0, all = TRUE, row.names =  
## NULL): column name 'Row.names' is duplicated in the result

## Warning in merge.data.frame(test2, v[3], by = 0, all = TRUE, row.names =  
## NULL): column names 'Row.names', 'Row.names', 'distance.x', 'distance.y'  
## are duplicated in the result

dataFrameDistanceofTandemMotifsFromPromoter<- dataFrameDistanceofTandemMotifsFromPromoter[4:7]  
colnames(dataFrameDistanceofTandemMotifsFromPromoter)<- c("1 Space",  
 "2 Space",  
 "3 Space",  
 "6 Space")  
ggplotdataFrameDistanceofTandemicMotifsFromPromoter<-reshape(dataFrameDistanceofTandemMotifsFromPromoter,  
 varying = c("1 Space", "2 Space", "3 Space", "6 Space"),  
 v.names = "Distance",  
 timevar = "Space",  
 times = c("1 Nucleotide", "2 Nucleotide", "3 Nucleotide", "6 Nucleotide"),  
 direction = "long")  
  
ggplot(ggplotdataFrameDistanceofTandemicMotifsFromPromoter, aes(x=Distance, group=Space, color=Space))+  
 geom\_freqpoly(bins = 100)+  
 xlab(label = "Distance To The Closest TSS(Base Pairs)")+  
 ylab(label= "Number of Motifs")+  
 theme\_bw()+  
 theme(axis.title = element\_text(size=30, face = "bold"),  
 axis.text =element\_text(size=20) )+  
 scale\_x\_continuous(limits = c(0, 100000))

## Warning: Removed 327302 rows containing non-finite values (stat\_bin).

## Warning: Removed 8 rows containing missing values (geom\_path).

![](data:image/png;base64,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)

##histogram of distances of Plaindromic Motifs  
  
  
dataFrameDistancePlandromic1SpacePromoter <-  
 distanceToNearest(grangeplaindromic1space, startSites) %>% as.data.frame  
dataFrameDistancePlandromic2SpacePromoter <-  
 distanceToNearest(grangeplaindromic2space, startSites) %>% as.data.frame  
dataFrameDistancePlandromic3SpacePromoter <-  
 distanceToNearest(grangeplaindromic3space, startSites) %>% as.data.frame  
dataFrameDistancePlandromic4SpacePromoter <-  
 distanceToNearest(grangeplaindromic4space, startSites) %>% as.data.frame  
  
  
dataFrameDistanceofPlandromicMotifsFromPromoter <- dataFrameMerger(dataFrameDistancePlandromic1SpacePromoter,  
 dataFrameDistancePlandromic2SpacePromoter,  
 dataFrameDistancePlandromic3SpacePromoter,  
 dataFrameDistancePlandromic4SpacePromoter)

## Warning in merge.data.frame(test, c[3], by = 0, all = TRUE, row.names =  
## NULL): column name 'Row.names' is duplicated in the result

## Warning in merge.data.frame(test2, v[3], by = 0, all = TRUE, row.names =  
## NULL): column names 'Row.names', 'Row.names', 'distance.x', 'distance.y'  
## are duplicated in the result

dataFrameDistanceofPlandromicMotifsFromPromoter<-dataFrameDistanceofPlandromicMotifsFromPromoter[4:7]  
colnames(dataFrameDistanceofPlandromicMotifsFromPromoter)<- c("1 Space",  
 "2 Space",  
 "3 Space",  
 "4 Space")  
  
  
ggplotdataFrameDistanceofPlaindromicMotifsFromPromoter<-reshape(dataFrameDistanceofPlandromicMotifsFromPromoter,  
 varying = c("1 Space", "2 Space", "3 Space", "4 Space"),  
 v.names = "Distance",  
 timevar = "Space",  
 times = c("1 Nucleotide", "2 Nucleotide", "3 Nucleotide", "4 Nucleotide"),  
 direction = "long")  
ggplotdataFrameDistanceofPlaindromicMotifsFromPromoter$Distance<-ggplotdataFrameDistanceofPlaindromicMotifsFromPromoter$Distance%>%as.character%>%as.numeric()  
ggplot(ggplotdataFrameDistanceofPlaindromicMotifsFromPromoter, aes(x=Distance, group=Space, color=Space))+  
 geom\_freqpoly(bins = 100)+  
 xlab(label = "Distance To Closest TSS(Base Pairs)")+  
 ylab(label= "Number Of Motifs")+  
 scale\_x\_continuous(limits = c(0, 1000000))+  
 theme\_bw()+  
 theme(axis.title = element\_text(size=30, face = "bold"),  
 axis.text =element\_text(size=20))

## Warning: Removed 103986 rows containing non-finite values (stat\_bin).

## Warning: Removed 8 rows containing missing values (geom\_path).

![](data:image/png;base64,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)

## Average distances  
Numeric<-apply(dataFrameDistanceofTandemMotifsFromPromoter, 2, as.numeric)  
Numeric<-apply(dataFrameDistanceofPlandromicMotifsFromPromoter, 2, as.numeric)  
Space1Av<-sum(na.omit(Numeric[,1]))/length(na.omit(Numeric[,1]))  
Space2Av<-sum(na.omit(Numeric[,2]))/length(na.omit(Numeric[,2]))  
Space3Av<-sum(na.omit(Numeric[,3]))/length(na.omit(Numeric[,3]))  
Space4Av<-sum(na.omit(Numeric[,4]))/length(na.omit(Numeric[,4]))

## Thesis table subsetting for unique genes

library(readr)  
MouseEnhancerPromoterInteractions <- read\_delim("~/Thesis/MouseEnhancerPromoterInteractions",   
 "\t", escape\_double = FALSE, trim\_ws = TRUE)  
  
UNiquePromoterEnhancers<-subset(MouseEnhancerPromoterInteractions, isUnique(MouseEnhancerPromoterInteractions$`Gene Symbol`))  
  
  
write.table(UNiquePromoterEnhancers,file = "~/Thesis/MouseEnhancerPromoterInteractionsUnique",  
 sep= "\t",  
 row.names=FALSE,  
 append=FALSE,  
 quote=FALSE)  
EnhancerPromoterInteractionsHuman <- read\_delim("~/Thesis/EnhancerPromoterInteractionsHuman",   
 "\t", escape\_double = FALSE, trim\_ws = TRUE)  
uniquePromoterEnhancers<-subset(EnhancerPromoterInteractionsHuman, isUnique(EnhancerPromoterInteractionsHuman$`Gene Symbol`))  
write.table(uniquePromoterEnhancers,file = "~/Thesis/uniquePromoterEnhancersHuman",  
 sep= "\t",  
 row.names=FALSE,  
 append=FALSE,  
 quote=FALSE)

So this code chunk I have just de duplicated the enhancer promoter intearctions I made ealier based on the Gene symbol. So that was cool.

### Dr. Jimmy Breens method of identifying ARX Targets

Simply put: 1. Identify active motifs in enhancer and promoter regions in the Cell type 2. Map reads\_1 over Arx motifs 3. Map reads\_2 Over promoters Set cutoff for minimum number of reads? Overlapping the promoter & Motif? Edit: not setting minimum.

enhancers<-import("~/DataFiles/Enhancer Tracks/Human/human\_permissive\_enhancers\_phase\_1\_and\_2.bed")  
genes<-import("~/DataFiles/Gene Tracks/Human/hg.bed")  
promotersGenes<-promoters(genes)  
  
arx6merTFBS<-readRDS("~/DataFiles/ChIPseq/Human/ARX6merHg19Sites")  
ARXTandem2SpacedTFBS<-readRDS("~/DataFiles/ChIPseq/Human/ARXTande2SpacedSites")  
Plaindromic4SpacedTFBS<-readRDS("~/DataFiles/ChIPseq/Human/Plaindromic4SpacedTFBS")  
JolmaTFBS<-readRDS("~/DataFiles/ChIPseq/Human/JolmaTFBS")  
  
ARXMotifModelList<-c("6 Mer"= arx6merTFBS,  
 "Tandem 2 Spaced" = ARXTandem2SpacedTFBS,  
 "Palindromic 4 Spaced" = Plaindromic4SpacedTFBS,  
 "Jolma Model" = JolmaTFBS)  
  
arxPromoters<-lapply(ARXMotifModelList, function(x)c(subsetByOverlaps(x, promotersGenes))%>%unlist)  
arxEnhancers<-lapply(ARXMotifModelList, function(x)c(subsetByOverlaps(x, enhancers))%>%unlist)  
phyloPScores<-lapply(arxPromoters, function(x){import("~/DataFiles/Conservation/Human/hg19.100way.phyloP100way.bw", which= x)})

## Warning in .local(con, format, text, ...): 'which' contains seqlevels not  
## known to BigWig file: chrUn\_gl000226  
  
## Warning in .local(con, format, text, ...): 'which' contains seqlevels not  
## known to BigWig file: chrUn\_gl000226  
  
## Warning in .local(con, format, text, ...): 'which' contains seqlevels not  
## known to BigWig file: chrUn\_gl000226  
  
## Warning in .local(con, format, text, ...): 'which' contains seqlevels not  
## known to BigWig file: chrUn\_gl000226

phyloPAbove0.5<-lapply(phyloPScores, function(x){subset(x, score>=0.5)})  
conservedARXPromoters<-list()  
for(i in 1:4){  
 conservedARXPromoters[i]<-subset(arxPromoters[[i]], countOverlaps(arxPromoters[[i]], phyloPAbove0.5[[i]])>=6)  
}

## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated

## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated  
  
## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated  
  
## Warning in `[<-`(`\*tmp\*`, i, value = <S4 object of class  
## structure("GRanges", package = "GenomicRanges")>): implicit list embedding  
## of S4 objects is deprecated

names(conservedARXPromoters)<-names(ARXMotifModelList)  
conservedARXPromotersAndEnhancers<-list(c(conservedARXPromoters$`6 Mer`, arxEnhancers$`6 Mer`)%>%unlist(),  
 c(conservedARXPromoters$`Tandem 2 Spaced`, arxEnhancers$`Tandem 2 Spaced`)%>%unlist(),  
 c(conservedARXPromoters$`Palindromic 4 Spaced`, arxEnhancers$`Palindromic 4 Spaced`)%>%unlist(),  
 c(conservedARXPromoters$`Jolma Model`, arxEnhancers$`Jolma Model`)%>%unlist()  
 )  
  
names(conservedARXPromotersAndEnhancers)<-names(ARXMotifModelList)  
  
  
PotenitalARXMotifs<-c(arxEnhancers[[1]],  
 arxEnhancers[[2]],  
 arxEnhancers[[3]],  
 arxEnhancers[[4]])%>%unlist  
  
# Epigenomic Track  
fetalBrainMaleHMM<-import("~/DataFiles/ChromHMM/human/E081\_15\_coreMarks\_dense.bed.gz")  
  
  
activeMotifs<-subset(fetalBrainMaleHMM, name %in% c( "5\_TxWk",   
 "4\_Tx",  
 "1\_TssA",   
 "3\_TxFlnk",  
 "2\_TssAFlnk",   
 "7\_Enh",  
 "6\_EnhG",  
 "12\_EnhBiv",   
 "11\_BivFlnk",   
 "10\_TssBiv" ))%>%subsetByOverlaps(PotenitalARXMotifs, .)  
  
  
  
  
# RawReads<-readRDS("~/DataFiles/HiC/Human/HumanRawReads")  
  
### THis wont work memory issues Use GRANGES list  
#   
#RawReads<-RawReads%>%as.data.frame()  
#  
# cbind.data.frame(RawReads$seqnames,   
# RawReads$start,  
# RawReads$end,  
# RawReads$X.seqnames,  
# RawReads$X.start,  
# RawReads$X.end,  
# "Interaction",  
# 1,  
# 1)%>%write.table(file = "~/DataFiles/HiC/Human/rawReads.bedpe",append = FALSE,   
# quote=FALSE,   
# col.names=FALSE,  
# row.names= FALSE,   
# sep= "\t")  
#   
#   
# #Import BedBPe file  
# RawReads<-makeGenomicInteractionsFromFile(fn = "~/DataFiles/HiC/Human/rawReads.bedpe",  
# type= "bedpe", experiment\_name = "NL CL Repilicate 2")  
# mcols(SignificantInteractions)<-cbind.data.frame("counts"=SignificantInteractions$counts,  
# "strand1",RawReads$strand,  
# "strand2",RawReads$X.strand)  
  
  
  
  
# ##Overlap GRANGE 1 with Motifs  
# Grange1OverlapsWithMotif<-subsetByOverlaps(RawReads,activeMotifs)  
#   
# ## Grange 2 With Active promoters! Usng a vector to subset OuterGRANGE  
# Grange2OverlapsWithPromoter<-subset(Grange1OverlapsWithMotif ,countOverlaps(mcols(Grange1OverlapsWithMotif)$X,  
# promotersGenes)>0)  
#   
#   
#   
# ## The same as above but in the other order therefore Grange 2 overlaps with motifs and Grange 1 overlaps with motifs  
# Grange2OverlapsWithMotif<-subset(RawReads ,countOverlaps(mcols(RawReads)$X,  
# activeMotifs)>0)  
# Grange1OverlapsWithPromoter<-subsetByOverlaps(Grange2OverlapsWithMotif, promotersGenes)  
  
  
  
  
  
#InteractionsBetweenActiveARXMotifsAndPromoters<-c(Grange1OverlapsWithPromoter, Grange2OverlapsWithPromoter)%>%unlist()  
  
#saveRDS(InteractionsBetweenActiveARXMotifsAndPromoters, "~/DataFiles/HiC/Human/RawInteractionsPromoterArxMotif")  
InteractionsBetweenActiveARXMotifsAndPromoters<-readRDS( "~/DataFiles/HiC/Human/RawInteractionsPromoterArxMotif")  
  
### Equalize Seq Levels between levels  
library(TxDb.Hsapiens.UCSC.hg19.knownGene)

## Loading required package: GenomicFeatures

## Loading required package: AnnotationDbi

txdb<-TxDb.Hsapiens.UCSC.hg19.knownGene  
seqlevels(txdb, force=TRUE)<-seqlevels(InteractionsBetweenActiveARXMotifsAndPromoters)  
seqinfo(InteractionsBetweenActiveARXMotifsAndPromoters)<-seqinfo(txdb)  
  
seqinfo(InteractionsBetweenActiveARXMotifsAndPromoters$X)<-seqinfo(txdb)  
  
seqlevels(activeMotifs)<-seqlevels(txdb)  
seqinfo(activeMotifs)<-seqinfo(txdb)  
  
  
PromotersCircosPlot<-subsetByOverlaps(promotersGenes, InteractionsBetweenActiveARXMotifsAndPromoters)  
PromotersCircosPlot<-c(PromotersCircosPlot,subsetByOverlaps(promotersGenes, InteractionsBetweenActiveARXMotifsAndPromoters$X))%>%unlist()  
  
  
seqlevels(PromotersCircosPlot)<-seqlevels(txdb)  
seqinfo(PromotersCircosPlot)<-seqinfo(txdb)  
  
## Make sick af plot  
library(ggbio)  
ggbio()+  
 circle(InteractionsBetweenActiveARXMotifsAndPromoters, geom= "link", linked.to="X")+  
 circle(reduce(activeMotifs), geom= "rect", color= "steelblue")+  
 circle(reduce(PromotersCircosPlot), geom= "rect")+  
 circle(reduce(PromotersCircosPlot), geom="ideogram", aes(fill=seqnames))+  
 circle(reduce(PromotersCircosPlot), geom="scale",aes(color=seqnames))
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Here is a circos plot of the raw interactions using just the read Data!!

So its pretty lit tbh, the plot goes as follows: Circos plot along the exteriror to interiro:

1. Scale bar

2. Ideogram

3. Promoters Interacting With Arx motifs

4. Every active Predicted Arx TFBS/Motif

5. The itneraction occuring

The same of the Raw Reads Mapping between the motifs

InteractionsBetweenActiveARXMotifsAndPromoters%>%as.data.frame()%>%set\_colnames(c("chr1", "start1", "end1", "width1", "strand1","chr2", "start2", "end2", "width2", "strand2"))

## chr1 start1 end1 width1 strand1 chr2 start2 end2  
## 1 chr1 52869886 52869986 101 + chr1 85038907 85039007  
## 2 chr1 149815800 149815900 101 - chr1 149816854 149816954  
## 3 chr1 149815822 149815922 101 - chr1 149816553 149816653  
## 4 chr1 150457827 150457927 101 + chr1 212576390 212576490  
## 5 chr1 211431201 211431301 101 + chr1 212576304 212576404  
## 6 chr1 228869969 228870069 101 + chr1 229341170 229341270  
## 7 chr1 229052751 229052851 101 - chr1 229341249 229341349  
## 8 chr2 152590392 152590492 101 - chr2 200946113 200946213  
## 9 chr2 191783291 191783391 101 + chr2 208004437 208004537  
## 10 chr2 206952021 206952121 101 - chr2 225307496 225307596  
## 11 chr2 220315457 220315557 101 + chr2 231965854 231965954  
## 12 chr4 7382396 7382496 101 + chr4 7833161 7833261  
## 13 chr4 46738618 46738718 101 - chr4 170026571 170026671  
## 14 chr5 37177797 37177897 101 - chr5 38514646 38514746  
## 15 chr5 50676931 50677031 101 + chr5 52155133 52155233  
## 16 chr5 131992600 131992700 101 - chr5 159837762 159837862  
## 17 chr5 150156659 150156759 101 + chr5 150163143 150163243  
## 18 chr6 7388463 7388563 101 + chr6 7392758 7392858  
## 19 chr6 75954932 75955032 101 - chr6 79779416 79779516  
## 20 chr6 75954940 75955040 101 - chr6 79779416 79779516  
## 21 chr7 28725623 28725723 101 + chr7 28733103 28733203  
## 22 chr7 45037585 45037685 101 + chr7 55131810 55131910  
## 23 chr7 77046913 77047013 101 - chr7 77820363 77820463  
## 24 chr8 38645524 38645624 101 + chr8 38857116 38857216  
## 25 chr8 67091784 67091884 101 - chr8 67132182 67132282  
## 26 chr9 95187871 95187971 101 - chr9 134603082 134603182  
## 27 chr9 114522244 114522344 101 - chr9 114812325 114812425  
## 28 chr9 130342841 130342941 101 - chr9 130835009 130835109  
## 29 chr9 133970238 133970338 101 + chr9 134603081 134603181  
## 30 chr10 35363674 35363774 101 - chr10 43714228 43714328  
## 31 chr10 97824166 97824266 101 - chr10 102087085 102087185  
## 32 chr11 18287344 18287444 101 + chr11 18546369 18546469  
## 33 chr12 567896 567996 101 + chr12 1769811 1769911  
## 34 chr12 3589332 3589432 101 + chr12 76414338 76414438  
## 35 chr12 10325625 10325725 101 - chr12 64855548 64855648  
## 36 chr12 29376095 29376195 101 + chr12 76271831 76271931  
## 37 chr12 85308519 85308619 101 - chr12 89978381 89978481  
## 38 chr13 28922112 28922212 101 - chr13 29393400 29393500  
## 39 chr13 49821920 49822020 101 + chr13 52219120 52219220  
## 40 chr14 58908761 58908861 101 + chr14 58912013 58912113  
## 41 chr15 83654352 83654452 101 + chr15 83869296 83869396  
## 42 chr15 101835992 101836092 101 - chr15 101995907 101996007  
## 43 chr15 101836012 101836112 101 - chr15 101995924 101996024  
## 44 chr16 30771042 30771142 101 + chr16 31083274 31083374  
## 45 chr16 84695998 84696098 101 + chr16 85586436 85586536  
## 46 chr17 43883318 43883418 101 + chr17 44234370 44234470  
## 47 chr17 45926336 45926436 101 - chr17 46083796 46083896  
## 48 chr17 46047804 46047904 101 + chr17 46083796 46083896  
## 49 chr17 47325387 47325487 101 + chr17 59018558 59018658  
## 50 chr17 73662044 73662144 101 + chr17 80796152 80796252  
## 51 chr17 74100710 74100810 101 - chr17 74237450 74237550  
## 52 chr20 49411097 49411197 101 + chr20 52481895 52481995  
## 53 chrX 9934954 9935054 101 + chrX 9978832 9978932  
## 54 chr1 17387330 17387430 101 + chr1 17907236 17907336  
## 55 chr1 66854729 66854829 101 - chr1 67144367 67144467  
## 56 chr1 85038898 85038998 101 - chr1 98512854 98512954  
## 57 chr2 27304263 27304363 101 - chr2 28207708 28207808  
## 58 chr2 27304290 27304390 101 - chr2 27333881 27333981  
## 59 chr2 27304315 27304415 101 - chr2 27496639 27496739  
## 60 chr2 27304352 27304452 101 - chr2 27496593 27496693  
## 61 chr2 120040635 120040735 101 + chr2 167345426 167345526  
## 62 chr3 63946457 63946557 101 - chr3 66458467 66458567  
## 63 chr3 170187118 170187218 101 - chr3 196015894 196015994  
## 64 chr4 1874956 1875056 101 - chr4 1939310 1939410  
## 65 chr5 52155153 52155253 101 + chr5 54396778 54396878  
## 66 chr5 81074729 81074829 101 - chr5 81281290 81281390  
## 67 chr5 137001392 137001492 101 - chr5 137041818 137041918  
## 68 chr5 137001447 137001547 101 - chr5 137056848 137056948  
## 69 chr5 137001470 137001570 101 - chr5 137009744 137009844  
## 70 chr6 57052322 57052422 101 - chr6 170864412 170864512  
## 71 chr7 28733149 28733249 101 + chr7 38404618 38404718  
## 72 chr7 30220564 30220664 101 - chr7 54608048 54608148  
## 73 chr7 77754089 77754189 101 - chr7 78402001 78402101  
## 74 chr7 77754094 77754194 101 - chr7 78401991 78402091  
## 75 chr9 130320478 130320578 101 + chr9 130714083 130714183  
## 76 chr9 130835035 130835135 101 - chr9 131304116 131304216  
## 77 chr9 134603101 134603201 101 + chr9 137995655 137995755  
## 78 chr9 134603122 134603222 101 + chr9 134612916 134613016  
## 79 chr10 102087069 102087169 101 + chr10 105879718 105879818  
## 80 chr10 122963409 122963509 101 - chr10 123359724 123359824  
## 81 chr11 18546294 18546394 101 + chr11 18624729 18624829  
## 82 chr11 18546315 18546415 101 + chr11 18550472 18550572  
## 83 chr11 22362147 22362247 101 + chr11 22851618 22851718  
## 84 chr11 71704832 71704932 101 + chr11 72464110 72464210  
## 85 chr11 128392905 128393005 101 + chr11 128393157 128393257  
## 86 chr11 131942270 131942370 101 + chr11 133808828 133808928  
## 87 chr11 131942327 131942427 101 + chr11 132394970 132395070  
## 88 chr12 1769819 1769919 101 + chr12 2983611 2983711  
## 89 chr13 99128295 99128395 101 + chr13 101241495 101241595  
## 90 chr14 100241225 100241325 101 + chr14 105648580 105648680  
## 91 chr15 83869323 83869423 101 - chr15 97315567 97315667  
## 92 chr15 96886347 96886447 101 + chr15 97320466 97320566  
## 93 chr16 17458096 17458196 101 + chr16 17566038 17566138  
## 94 chr16 31083240 31083340 101 + chr16 87424397 87424497  
## 95 chr16 31083310 31083410 101 + chr16 86380071 86380171  
## 96 chr16 85368626 85368726 101 - chr16 85643081 85643181  
## 97 chr16 85586397 85586497 101 - chr16 85643112 85643212  
## 98 chr16 85586509 85586609 101 - chr16 85643105 85643205  
## 99 chr17 46083783 46083883 101 - chr17 61270033 61270133  
## 100 chr17 59018489 59018589 101 + chr17 59066788 59066888  
## 101 chr17 73333295 73333395 101 - chr17 73661940 73662040  
## 102 chr18 3251012 3251112 101 + chr18 3601996 3602096  
## 103 chr20 34463629 34463729 101 + chr20 57619192 57619292  
## width2 strand2  
## 1 101 -  
## 2 101 +  
## 3 101 -  
## 4 101 +  
## 5 101 +  
## 6 101 +  
## 7 101 +  
## 8 101 -  
## 9 101 -  
## 10 101 -  
## 11 101 +  
## 12 101 +  
## 13 101 +  
## 14 101 -  
## 15 101 -  
## 16 101 -  
## 17 101 -  
## 18 101 -  
## 19 101 +  
## 20 101 +  
## 21 101 -  
## 22 101 +  
## 23 101 +  
## 24 101 -  
## 25 101 -  
## 26 101 -  
## 27 101 -  
## 28 101 -  
## 29 101 -  
## 30 101 -  
## 31 101 +  
## 32 101 -  
## 33 101 -  
## 34 101 +  
## 35 101 +  
## 36 101 -  
## 37 101 -  
## 38 101 +  
## 39 101 +  
## 40 101 -  
## 41 101 -  
## 42 101 -  
## 43 101 -  
## 44 101 +  
## 45 101 -  
## 46 101 +  
## 47 101 -  
## 48 101 -  
## 49 101 +  
## 50 101 -  
## 51 101 -  
## 52 101 -  
## 53 101 +  
## 54 101 +  
## 55 101 -  
## 56 101 -  
## 57 101 -  
## 58 101 -  
## 59 101 +  
## 60 101 +  
## 61 101 -  
## 62 101 -  
## 63 101 -  
## 64 101 +  
## 65 101 +  
## 66 101 +  
## 67 101 -  
## 68 101 -  
## 69 101 -  
## 70 101 +  
## 71 101 -  
## 72 101 +  
## 73 101 -  
## 74 101 -  
## 75 101 -  
## 76 101 +  
## 77 101 +  
## 78 101 -  
## 79 101 +  
## 80 101 -  
## 81 101 +  
## 82 101 -  
## 83 101 -  
## 84 101 -  
## 85 101 -  
## 86 101 -  
## 87 101 +  
## 88 101 +  
## 89 101 -  
## 90 101 -  
## 91 101 -  
## 92 101 -  
## 93 101 -  
## 94 101 +  
## 95 101 -  
## 96 101 +  
## 97 101 +  
## 98 101 +  
## 99 101 +  
## 100 101 +  
## 101 101 +  
## 102 101 +  
## 103 101 -

promotersGenes <- read\_delim("~/DataFiles/Gene Tracks/Human/hg19WithNames.bed",   
 "\t", escape\_double = FALSE, trim\_ws = TRUE)%>%makeGRangesFromDataFrame(  
 keep.extra.columns=TRUE,  
 ignore.strand=FALSE,  
 seqinfo=NULL,  
 seqnames.field=c("hg19.knownGene.chrom"),  
 start.field="hg19.knownGene.txStart",  
 end.field=c("hg19.knownGene.txEnd"),  
 strand.field="hg19.knownGene.strand",  
 starts.in.df.are.0based=FALSE)%>%promoters()

## Parsed with column specification:  
## cols(  
## .default = col\_character(),  
## hg19.knownGene.txStart = col\_integer(),  
## hg19.knownGene.txEnd = col\_integer(),  
## hg19.knownGene.cdsStart = col\_integer(),  
## hg19.knownGene.cdsEnd = col\_integer(),  
## hg19.knownGene.exonCount = col\_integer(),  
## hg19.knownGene.exonStarts = col\_number(),  
## hg19.knownGene.exonEnds = col\_number()  
## )

## See spec(...) for full column specifications.

RawReads<-readRDS("~/DataFiles/HiC/Human/HumanRawReads")  
  
##Overlap GRANGE 1 with Motifs  
Grange1OverlapsWithMotif<-subsetByOverlaps(RawReads,activeMotifs)  
  
## Grange 2 With Active promoters! Usng a vector to subset OuterGRANGE  
Grange2OverlapsWithPromoter<-subset(Grange1OverlapsWithMotif ,countOverlaps(mcols(Grange1OverlapsWithMotif)$X,  
 promotersGenes)>0)  
  
  
  
## The same as above but in the other order therefore Grange 2 overlaps with motifs and Grange 1 overlaps with motifs  
Grange2OverlapsWithMotif<-subset(RawReads ,countOverlaps(mcols(RawReads)$X,  
 activeMotifs)>0)  
Grange1OverlapsWithPromoter<-subsetByOverlaps(Grange2OverlapsWithMotif, promotersGenes)  
  
  
  
  
  
# Get the promoters Who are interacting with our active Motifs?  
PromotersInteractingWithArxMotifs<-c(subsetByOverlaps(promotersGenes,Grange2OverlapsWithPromoter$X)[isUnique(subsetByOverlaps(promotersGenes,Grange2OverlapsWithPromoter$X)$hg19.kgXref.geneSymbol)],  
subsetByOverlaps(promotersGenes,Grange1OverlapsWithPromoter)[isUnique(subsetByOverlaps(promotersGenes,Grange1OverlapsWithPromoter)$hg19.kgXref.geneSymbol)])%>%unlist()%>%as.data.frame()  
  
cbind.data.frame(  
PromotersInteractingWithArxMotifs$hg19.kgXref.geneSymbol,  
PromotersInteractingWithArxMotifs$start,  
PromotersInteractingWithArxMotifs$end,  
PromotersInteractingWithArxMotifs$hg19.kgXref.description)%>%kable()

|  |  |  |  |
| --- | --- | --- | --- |
| PromotersInteractingWithArxMotifs$hg19.kgXref.geneSymbol | PromotersInteractingWithArxMotifs$start | PromotersInteractingWithArxMotifs$end | PromotersInteractingWithArxMotifs$hg19.kgXref.description |
| AK298300 | 67142511 | 67144710 | Homo sapiens cDNA FLJ59040 complete cds, highly similar to LINE-1 reverse transcriptase homolog. |
| MIR2682 | 98510708 | 98512907 | Homo sapiens microRNA 2682 (MIR2682), microRNA. |
| MIR137 | 98511528 | 98513727 | Homo sapiens microRNA 137 (MIR137), microRNA. |
| MIR137HG | 98511753 | 98513952 | Homo sapiens MIR137 host gene (non-protein coding) (MIR137HG), non-coding RNA. |
| CGREF1 | 27333771 | 27335970 | Homo sapiens cell growth regulator with EF-hand domain 1 (CGREF1), transcript variant 4, mRNA. |
| BC048132 | 28207694 | 28209893 | Homo sapiens cDNA clone IMAGE:5303859. |
| LRIG1 | 66456438 | 66458637 | Homo sapiens leucine-rich repeats and immunoglobulin-like domains 1 (LRIG1), mRNA. |
| WHSC1 | 1939007 | 1941206 | Homo sapiens Wolf-Hirschhorn syndrome candidate 1 (WHSC1), transcript variant 3, mRNA. |
| GZMA | 54396473 | 54398672 | Homo sapiens granzyme A (granzyme 1, cytotoxic T-lymphocyte-associated serine esterase 3) (GZMA), mRNA. |
| ATG10 | 81281377 | 81283576 | SubName: Full=Ubiquitin-like-conjugating enzyme ATG10; Flags: Fragment; |
| TBP | 170863969 | 170866168 | Homo sapiens TATA box binding protein (TBP), transcript variant 1, mRNA. |
| TCRGV | 38402920 | 38405119 | Homo sapiens cDNA clone IMAGE:5227869, \*\*\*\* WARNING: chimeric clone \*\*\*\*. |
| FAM102A | 130712794 | 130714993 | Homo sapiens family with sequence similarity 102, member A (FAM102A), transcript variant 2, mRNA. |
| U7 | 131304194 | 131306393 | Rfam model RF00066 hit found at contig region AL356481.16/24552-24613 |
| RAPGEF1 | 134612726 | 134614925 | Homo sapiens Rap guanine nucleotide exchange factor (GEF) 1 (RAPGEF1), transcript variant 1, mRNA. |
| OLFM1 | 137995485 | 137997684 | Homo sapiens olfactomedin 1 (OLFM1), transcript variant 1, mRNA. |
| SPTY2D1-AS1 | 18622533 | 18624732 | Homo sapiens SPTY2D1 antisense RNA 1 (SPTY2D1-AS1), non-coding RNA. |
| SVIP | 22851183 | 22853382 | Homo sapiens small VCP/p97-interacting protein (SVIP), mRNA. |
| ARAP1 | 72463235 | 72465434 | Homo sapiens ArfGAP with RhoGAP domain, ankyrin repeat and PH domain 1 (ARAP1), transcript variant 3, mRNA. |
| U6 | 132393702 | 132395901 | Rfam model RF00026 hit found at contig region AP000843.5/185541-185619 |
| IGSF9B | 133807796 | 133809995 | Homo sapiens immunoglobulin superfamily, member 9B (IGSF9B), mRNA. |
| RHNO1 | 2983423 | 2985622 | Homo sapiens RAD9-HUS1-RAD1 interacting nuclear orphan 1 (RHNO1), transcript variant 7, non-coding RNA. |
| GGACT | 101240847 | 101243046 | Homo sapiens gamma-glutamylamine cyclotransferase (GGACT), transcript variant 2, mRNA. |
| DQ571799 | 97314170 | 97316369 | Homo sapiens piRNA piR-31911, complete sequence. |
| DQ595265 | 97314233 | 97316432 | Homo sapiens piRNA piR-61377, complete sequence. |
| DQ590811 | 97314798 | 97316997 | Homo sapiens piRNA piR-57923, complete sequence. |
| DQ582375 | 97315017 | 97317216 | Homo sapiens piRNA piR-32487, complete sequence. |
| DQ595383 | 97315364 | 97317563 | Homo sapiens piRNA piR-44114, complete sequence. |
| DQ590792 | 97318600 | 97320799 | Homo sapiens piRNA piR-57904, complete sequence. |
| DQ576810 | 97319712 | 97321911 | Homo sapiens piRNA piR-44922, complete sequence. |
| XYLT1 | 17564539 | 17566738 | Homo sapiens xylosyltransferase I (XYLT1), mRNA. |
| GSE1 | 85643028 | 85645227 | Homo sapiens Gse1 coiled-coil protein (GSE1), transcript variant 2, mRNA. |
| TANC2 | 61269351 | 61271550 | Homo sapiens tetratricopeptide repeat, ankyrin repeat and coiled-coil containing 2 (TANC2), mRNA. |
| BC094703 | 3601735 | 3603934 | Homo sapiens cDNA clone IMAGE:30412101. |
| HIST2H2AA4 | 149814119 | 149816318 | Homo sapiens histone cluster 2, H2aa4 (HIST2H2AA4), mRNA. |
| RHOU | 228868823 | 228871022 | Homo sapiens ras homolog family member U (RHOU), transcript variant 1, mRNA. |
| AX748369 | 229052755 | 229054954 | Homo sapiens cDNA FLJ36611 fis, clone TRACH2016080. |
| NEB | 152589500 | 152591699 | Homo sapiens nebulin (NEB), transcript variant 1, mRNA. |
| INO80D | 206950707 | 206952906 | Homo sapiens INO80 complex subunit D (INO80D), mRNA. |
| SPEG | 220313391 | 220315590 | Homo sapiens SPEG complex locus (SPEG), transcript variant 4, mRNA. |
| SORCS2 | 7381624 | 7383823 | Homo sapiens sortilin-related VPS10 domain containing receptor 2 (SORCS2), mRNA. |
| COX7B2 | 46737010 | 46739209 | Homo sapiens cytochrome c oxidase subunit VIIb2 (COX7B2), nuclear gene encoding mitochondrial protein, mRNA. |
| C5orf42 | 37176002 | 37178201 | Homo sapiens chromosome 5 open reading frame 42 (C5orf42), mRNA. |
| ISL1 | 50676957 | 50679156 | Homo sapiens ISL LIM homeobox 1 (ISL1), mRNA. |
| BC042122 | 131991647 | 131993846 | Homo sapiens cDNA clone IMAGE:4836780. |
| SMIM3 | 150155507 | 150157706 | Homo sapiens small integral membrane protein 3 (SMIM3), mRNA. |
| CCM2 | 45037344 | 45039543 | Homo sapiens cerebral cavernous malformation 2 (CCM2), transcript variant 5, non-coding RNA. |
| GSAP | 77045518 | 77047717 | Homo sapiens gamma-secretase activating protein (GSAP), mRNA. |
| TACC1 | 38643623 | 38645822 | Homo sapiens transforming, acidic coiled-coil containing protein 1 (TACC1), transcript variant 3, mRNA. |
| CRH | 67090647 | 67092846 | Homo sapiens corticotropin releasing hormone (CRH), mRNA. |
| OMD | 95186637 | 95188836 | Homo sapiens osteomodulin (OMD), mRNA. |
| FAM129B | 130341069 | 130343268 | Homo sapiens family with sequence similarity 129, member B (FAM129B), transcript variant 2, mRNA. |
| LOC100288814 | 9933397 | 9935596 | Homo sapiens uncharacterized LOC100288814 (LOC100288814), mRNA. |
| MIR3157 | 97823957 | 97826156 | Homo sapiens microRNA 3157 (MIR3157), microRNA. |
| B4GALNT3 | 567542 | 569741 | Homo sapiens beta-1,4-N-acetyl-galactosaminyl transferase 3 (B4GALNT3), mRNA. |
| DQ588300 | 3588068 | 3590267 | Homo sapiens piRNA piR-55411, complete sequence. |
| DQ596092 | 3588833 | 3591032 | Homo sapiens piRNA piR-47048, complete sequence. |
| BC055085 | 10324532 | 10326731 | Homo sapiens cDNA clone IMAGE:4619390, partial cds. |
| FLT1 | 28920227 | 28922426 | Homo sapiens fms-related tyrosine kinase 1 (FLT1), transcript variant 1, mRNA. |
| KIAA0586 | 58907423 | 58909622 | Homo sapiens KIAA0586 (KIAA0586), transcript variant 6, mRNA. |
| FAM103A1 | 83652954 | 83655153 | Homo sapiens family with sequence similarity 103, member A1 (FAM103A1), mRNA. |
| AK057887 | 84694933 | 84697132 | Homo sapiens cDNA FLJ31635 fis, clone NT2RI2003420. |
| CRHR1 | 43882375 | 43884574 | Homo sapiens corticotropin releasing hormone receptor 1 (CRHR1), transcript variant 4, mRNA. |
| SP6 | 45925596 | 45927795 | Homo sapiens Sp6 transcription factor (SP6), mRNA. |

The gene list of Interacting genes with promoter Motifs using just the raw reads.

So the promoters of genes where a raw read overlaps the enhancer Arx motif and a promoter Arx

You do get more reads but MEHHH – I don’t know how valid this is.

sessionInfo(  
)

## R version 3.3.2 (2016-10-31)  
## Platform: x86\_64-pc-linux-gnu (64-bit)  
## Running under: Ubuntu 16.04.2 LTS  
##   
## locale:  
## [1] LC\_CTYPE=en\_US.UTF-8 LC\_NUMERIC=C   
## [3] LC\_TIME=en\_US.UTF-8 LC\_COLLATE=en\_US.UTF-8   
## [5] LC\_MONETARY=en\_US.UTF-8 LC\_MESSAGES=en\_US.UTF-8   
## [7] LC\_PAPER=en\_US.UTF-8 LC\_NAME=C   
## [9] LC\_ADDRESS=C LC\_TELEPHONE=C   
## [11] LC\_MEASUREMENT=en\_US.UTF-8 LC\_IDENTIFICATION=C   
##   
## attached base packages:  
## [1] parallel stats4 stats graphics grDevices utils datasets   
## [8] methods base   
##   
## other attached packages:  
## [1] readr\_1.1.1 ggbio\_1.22.4   
## [3] knitr\_1.17 GenomicInteractions\_1.8.1   
## [5] InteractionSet\_1.2.1 SummarizedExperiment\_1.4.0   
## [7] Biobase\_2.34.0 MotifDb\_1.16.1   
## [9] scales\_0.5.0 tidyr\_0.7.1   
## [11] AnnotationHub\_2.6.5 reshape2\_1.4.2   
## [13] tibble\_1.3.4 pander\_0.6.1   
## [15] magrittr\_1.5 ggplot2\_2.2.1   
## [17] BSgenome.Mmusculus.UCSC.mm9\_1.4.0 BSgenome.Hsapiens.UCSC.hg19\_1.4.0  
## [19] BSgenome\_1.42.0 Biostrings\_2.42.1   
## [21] XVector\_0.14.1 rtracklayer\_1.34.2   
## [23] GenomicRanges\_1.26.4 GenomeInfoDb\_1.10.3   
## [25] IRanges\_2.8.2 S4Vectors\_0.12.2   
## [27] BiocGenerics\_0.20.0   
##   
## loaded via a namespace (and not attached):  
## [1] bitops\_1.0-6 matrixStats\_0.52.2   
## [3] bit64\_0.9-7 RColorBrewer\_1.1-2   
## [5] httr\_1.3.1 rprojroot\_1.2   
## [7] tools\_3.3.2 backports\_1.1.0   
## [9] R6\_2.2.2 rpart\_4.1-11   
## [11] Hmisc\_4.0-3 DBI\_0.7   
## [13] lazyeval\_0.2.0 Gviz\_1.18.2   
## [15] colorspace\_1.3-2 nnet\_7.3-12   
## [17] GGally\_1.3.2 gridExtra\_2.3   
## [19] bit\_1.1-12 graph\_1.52.0   
## [21] htmlTable\_1.9 checkmate\_1.8.3   
## [23] RBGL\_1.50.0 stringr\_1.2.0   
## [25] digest\_0.6.12 Rsamtools\_1.26.2   
## [27] foreign\_0.8-69 rmarkdown\_1.6   
## [29] pkgconfig\_2.0.1 base64enc\_0.1-3   
## [31] dichromat\_2.0-0 htmltools\_0.3.6   
## [33] highr\_0.6 ensembldb\_1.6.2   
## [35] htmlwidgets\_0.9 rlang\_0.1.2   
## [37] RSQLite\_2.0 BiocInstaller\_1.24.0   
## [39] shiny\_1.0.5 bindr\_0.1   
## [41] BiocParallel\_1.8.2 dplyr\_0.7.3   
## [43] acepack\_1.4.1 VariantAnnotation\_1.20.3   
## [45] RCurl\_1.95-4.8 Formula\_1.2-2   
## [47] Matrix\_1.2-11 Rcpp\_0.12.12   
## [49] munsell\_0.4.3 stringi\_1.1.5   
## [51] yaml\_2.1.14 zlibbioc\_1.20.0   
## [53] plyr\_1.8.4 grid\_3.3.2   
## [55] blob\_1.1.0 lattice\_0.20-35   
## [57] splines\_3.3.2 GenomicFeatures\_1.26.4   
## [59] hms\_0.3 igraph\_1.1.2   
## [61] biomaRt\_2.30.0 XML\_3.98-1.9   
## [63] glue\_1.1.1 evaluate\_0.10.1   
## [65] biovizBase\_1.22.0 latticeExtra\_0.6-28   
## [67] data.table\_1.10.4 httpuv\_1.3.5   
## [69] gtable\_0.2.0 purrr\_0.2.3   
## [71] reshape\_0.8.7 assertthat\_0.2.0   
## [73] mime\_0.5 xtable\_1.8-2   
## [75] survival\_2.41-3 OrganismDbi\_1.16.0   
## [77] GenomicAlignments\_1.10.1 AnnotationDbi\_1.36.2   
## [79] memoise\_1.1.0 bindrcpp\_0.2   
## [81] cluster\_2.0.6 interactiveDisplayBase\_1.12.0