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**1** Intorduction and preparing dataset

Our goal, in third phase, was to create the best model that can predict number of cancer cases in future - we tried different approaches. The dataset, which we used, contains information about number of cancer cases for different regions, genders and age groups. To our analysis we chose only **breast cancer**. We also decided to work with additional factors such that:

1. Gaseous pollution.
2. Dust pollution.
3. Salaries.

We used data from BANK DANYCH LOKALNYCH. Gaseous and dust pollution data contains information about the number of different pollution in each counties. Salaries is a data which contain average salary for each county.

First, we prepared our three additionaly data sets to make them useful during prediction. Data about air pollution was normalized - divided by area of each county.

What is more, using information about number of population in each age group and each counties we normalized new cases of breast cancer.

Finally we got data: *pred*, which we used to perform prediction:

head(pred)

## X year TERYT wynagrodzenia dwutlenek.siarki tlenki.azotu tlenek.węgla  
## 1 1 2010 1001 3958.4 75.94525 43.26446 9.994835  
## 2 2 2010 1001 3958.4 75.94525 43.26446 9.994835  
## 3 3 2010 1001 3958.4 75.94525 43.26446 9.994835  
## 4 4 2010 1001 3958.4 75.94525 43.26446 9.994835  
## 5 5 2010 1001 3958.4 75.94525 43.26446 9.994835  
## 6 6 2010 1001 3958.4 75.94525 43.26446 9.994835  
## pył age sex newcases  
## 1 1.97 <75-84> M 0.000000000  
## 2 1.97 <0-44> M 0.000000000  
## 3 1.97 85+ K 0.000000000  
## 4 1.97 <45-54> K 0.001803905  
## 5 1.97 <65-74> K 0.002056404  
## 6 1.97 <75-84> K 0.001091703

**2** In searching for the best model

In this section we were going to find the best model which can predict the number of new diseases cases.

Firstly we divided our data set into two: training and testing set. For training set we chose \(75 \%\) of all observations - the rest for testing set.

samp <- createDataPartition(pred$newcases, 1, 0.75)  
  
train <- pred[samp[[1]],]  
test <- pred[-samp[[1]],]

**2.1** Linear model

Let us try some *linear model*!

To fit an ordinary *linear model* with new-cases as the response and salaries, gaseous pollution, dust pollution, age-group and sex as predictors, we tried lm function:

lm\_Mod <- lm(newcases~., data = train[, c(4:11)])

Next, we performed prediction and calculate **MSE** (mean square error) - average of the squares of the errors, that is, the difference between the estimator and what is estimated:

lm\_Pred <- predict(lm\_Mod, test[, c(4:10)])  
mean((lm\_Pred - test$newcases)^2)

## [1] 6.818084e-07

**2.2** Lasso

Next model is the *lasso*. We used cross-validation to set the parameter - lambda. Let’s see the plot which includes the cross-validation curve (red dotted line), and upper and lower standard deviation curves along the \(\lambda\) sequence (error bars). Two selected \(\lambda\)’s are indicated by the vertical dotted lines:

grid.lasso <- 10^seq(1,-10,length = 1000)  
x.lasso <- model.matrix(newcases~., train[, c(4:11)])  
y.lasso <- train$newcases  
newx.lasso <- model.matrix(newcases~., test[, c(4:11)])  
  
lasso\_Mod <- cv.glmnet(x.lasso,y.lasso, alpha = 1, type.measure = "mse", lambda = grid.lasso)  
#lasso\_Mod$lambda.min  
#coef(lasso\_Mod, s = "lambda.min")  
plot(lasso\_Mod)

![](data:image/png;base64,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)

We can view the selected \(\lambda\)’s, named lambda.min: 1.0256779\times 10^{-10}. *Lambda.min* is the value of \(\lambda\) that gives minimum mean cross-validated error.

lasso\_Pred <- predict(lasso\_Mod, newx.lasso, s = "lambda.min")  
lasso\_err <- mean((lasso\_Pred-test$newcases)^2)

For that \(\lambda\) we performed prediction and calculate the **MSE**, which is: 6.8180839\times 10^{-7}.

**2.3** Generalized Boosted Regression Model

Another model is GBM - Generalized Boosted Model.

First we fit the model using gbm function. Next used gbm.perf(...,method="test") to obtain an estimate of the optimal number of iterations using the held out test set and optionally plotted various performance measures. We got:

gbm.perf(gbm\_Mod)

## Using test method...

## [1] 3663

gbm.perf(gbm\_Mod, method = "test")
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## [1] 3663

m\_gbm <- mean(gbm\_Mod$valid.error)

What is important we also calculated **MSE** of this model: 6.134245\times 10^{-7}. At the end of this model, we can see the plot which shows relative influence of each predictors:

#pretty.gbm.tree(gbm\_Mod, i.tree = 1)  
#print(gbm\_Mod)  
summary(gbm\_Mod)

![](data:image/png;base64,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)

## var rel.inf  
## sex sex 68.6138600  
## age age 20.2179482  
## wynagrodzenia wynagrodzenia 3.6098641  
## dwutlenek.siarki dwutlenek.siarki 2.7961314  
## tlenki.azotu tlenki.azotu 2.3332246  
## tlenek.węgla tlenek.węgla 1.7541635  
## pył pył 0.6748082

We can observe that the biggest infuence has sex and the lowest dust pollution.

**2.4** Random forest

Next method which we used for prediction is Random forest. randomForest implements Breiman’s random forest algorithm for classification and regression. As before, salaries, gaseous pollution, dust pollution, age-group and sex were used as predictors and new-cases as the response.

random.forests\_Test <- random.forests\_Mod$test  
  
pred\_rf <- random.forests\_Mod$predicted  
pred\_rf <- as.data.frame(pred\_rf)  
  
mrf <- mean(random.forests\_Test$mse)  
  
rsq <- mean(random.forests\_Test$rsq)

The **MSE** is: 6.0395191\times 10^{-8}.

**2.5** Support vector machine - SVM

Alternate method to perform prediction is also SVM. Let’s see it:

svm <- svm(newcases~., train[,c(4:11)], kernel = "linear", cross = 5)  
  
svm\_Pred <- predict(svm, test[, c(4:11)])  
m\_svm <- mean((svm\_Pred - test$newcases)^2)

And the **MSE** for this model is: 7.5047967\times 10^{-7}

**2.6** k-Nearest Neighbors - kNN

We used also for prediction - kNN.

knnData$newcases <- 1000\*knnData$newcases  
knnTrain <- knnData[knnData$year %in% c(2010,2011), ]  
knnTest <- knnData[knnData$year == 2012, ]  
knnData <- split(knnData, knnData$TERYT4)  
knnData <- lapply(knnData, function(x) c(x$year[1], x$TERYT4[1], x$X[1], x$Y[1], mean(x$newcases)))  
knnData <- as.matrix(as.data.frame(knnData))  
knnData <- as.data.frame(t(knnData))  
knnData <- knnData[-1]  
colnames(knnData) <- c("TERYT4", "X", "Y", "newcases")  
knnTest <- knnTest[, c(3,4,5,8)]  
  
knnMSE <- numeric(20)  
for (i in 1:20){   
knnModel <- knnreg(x = knnData[!is.na(knnData[, 4]), 2:3], y=knnData[!is.na(knnData[, 4]), 4], k=i)  
preds2 <- predict(knnModel, knnTest[, 2:3])  
names(preds2) <- knnData$TERYT4  
knnMSE[i] <- mean((knnTest$newcases-preds2)^2)  
}  
  
preds2 <- preds2[order(names(preds2))]  
preds2 <- round(preds2, digits = 3)  
#counties@data$preds2 <- preds2

**2.7** The Besag York and Molli ́e model - BYM

The final model which will be demonstrated is the Besag, York, and Molli ́e (1991) model (BYM), useful for modelling disease case counts in polygons.

library(raster)  
library(diseasemapping)  
library(INLA)  
counties <- shapefile("powiaty.shp")  
colnames(counties@data)[5] <- "TERYT"  
counties@data$TERYT <- as.integer(as.character(counties@data$TERYT))  
predTrain <- pred[pred$year %in% c(2010,2011), ]  
predListTrain <- split(predTrain, predTrain$TERYT)  
predListTrain <- lapply(predListTrain, function(x) c(x$TERYT[1], mean(x$wynagrodzenia), mean(x$dwutlenek.siarki), mean(x$tlenki.azotu), mean(x$tlenek.węgla), mean(x$pył), mean(x$newcases)))  
predListTrain <- as.data.frame(t(as.matrix(as.data.frame(predListTrain))))  
colnames(predListTrain) <- c("TERYT", "wynagrodzenia", "dwutlenek.siarki", "tlenki.azotu", "tlenek.węgla", "pył", "newcases")  
counties@data <- merge(counties@data, predListTrain, by = "TERYT", all = T)  
predTest <- pred[pred$year == 2012, ]  
predListTest <- split(predTest, predTest$TERYT)  
predListTest <- lapply(predListTest, function(x) c(x$TERYT[1], mean(x$wynagrodzenia), mean(x$dwutlenek.siarki), mean(x$tlenki.azotu), mean(x$tlenek.węgla), mean(x$pył), mean(x$newcases)))  
predListTest <- as.data.frame(t(as.matrix(as.data.frame(predListTest))))  
colnames(predListTest) <- c("TERYT", "wynagrodzenia", "dwutlenek.siarki", "tlenki.azotu", "tlenek.węgla", "pył", "newcases")  
  
  
bymModel <- bym(newcases~wynagrodzenia+dwutlenek.siarki+tlenki.azotu+tlenek.węgla+pył, data = counties, priorCI = list(sdSpatial = c(0.1, 5), sdIndep = c(0.1, 5)))  
  
predListTest <- predListTest[, c("TERYT", "newcases")]  
colnames(predListTest)[2] <- "newcases2012"  
counties@data <- merge(counties@data, predListTest, by = "TERYT", all = T)  
mean((bymModel$inla$summary.random$region.indexS$mode-counties@data$newcases2012)^2, na.rm=T)

## [1] 2.270663e-06