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## Actors

actor是State（状态），Behavior（行为），一个MailBox，Children 和一个Supervisor Strategy（主管策略）的容器，所有这些都封装在ActorRef中。

## PID-进行ID

如下所述，为了从Actor模型中受益，就需要将Actor对象封装起来。因此Actor使用PID表示外部，关且它可以无限制的传递对象。它分为内部和外部对象，可以透明的操作：重启acto也不需要重新引用，把actor放在远程主机上，向其他应用的actor发送信息。Actor内部状态是封闭的，除非actor不明智的对外发布这些信息。

## State

Actor里所含许多状态变理。可能是显式状态机（如FSM模块），也可能是计数器，监听器集合，待处理请求等。这些状态对于actor是最重要的，不通用受其他actor操作干扰。好消息是，Proto.Actor中所有actor都有自己的轻理级线程，是完全隔离的，这意味着，不需要使有锁同步访问，只需要编写自己的actor，不用担心并发性。

在后台，Proto.Actor将在真实线程上运行多组actor，有时会多个actor其享一个线程，并且一个actor的后续调用最终可能会在不同的线程上进行处理。Proto.Actor确保此实现细节不会影响处理actor状态的单线程。

因为actor的内部状态非常关键，所以肯有不一致的状态是致命的。因此，当actor失败并由其主管重启它时，将从头创建状态，就像首次创建actor一样。这是为了实现自我修改的能力。

可选项：通过持久保存收到的消息并在重新启动是重置它们，可以自动将actor的状态恢复到重启前的状态。

## Behavior

每次处理消息时，都会根据actor的当前行为进行匹配。Behavior是指定义在该 时间点对消息作出反应在的函数，如，客户端授权则转发，无授权则拒绝。此行为可能会随着时间的推移而发生变化，如，因为不同的客户端会随着时间的推移获得授权，或者因为参与者可能会进入“out-of-service”模式并稍后返回。这些更改是通过在State变量中对它们进行编码来实现的，而这些State是从Behavior的逻辑中读取的，或函数本身可以在运行时被换出，请参阅become和unbecome操作。但是，在构造actor对象期间定义的初始Behavior是特殊的，因为重新启动actor会将其Behavior重置为初始Behavior。

## Mailbox

Actor的目标是处理Message，这些Message是从其他Actor(或外部Actor系统)发送过来的，将发送者和接收者的关联起来的是Mailbox，每个Actor只有一个邮箱，所有发件人都将其Message排入队列。入队以发送操作的时间顺序发生，这意味着由于跨线程分配Actor的明显随机性，从不同的actor发送的消息可能在运行时没有定义的顺序。另一方面，从同一个actor向同一目标发送多个消息将以相同的顺序排列它们。

有不同的Emailbox实现可供选择，默认为FIFO：由actor处理的Message顺序与它们排队的顺序相匹配。这通常是一个很好的默认设置，但应用程序可能需要优先处理某些Message。在这种情况下，优先级Emailbox会按优先级来处理Message，在使用这种队列时，处理的Message的顺序会有算法定义，而不是FIFO。

Proto.Actor与其他一些Actor模型实现不同之处理在于，当前行为必须始终处理下一个出队列的Message，没有扫描Emailbox以查找下一个匹配的Message，无法处理通常视为失败，除非覆盖些Behavor。

## Children

每个Actor都是一个主管：如果它创建子任务，它将自动监督它们。子项列表保存在actor的上下文中，并且actor可以访问它。通过创建Context.Spawn()或停止child.Stop()子项来完成对列表的修改，产立即反映这些操作。实际的创建和终止操作以异步方式在幕后发生，因此它们不会“阻止”他们的主管。

## Supervisor Strategy

Actor最后处理子任务的故障。然后Proto.Actor透明的完成故障处理，对每个传入的故障应用监督和监控中描述的策略之一。由于此策略是Actor系统结构的基础，因此一旦创建了Actor，就无法更改。

考虑到每个Actor只有一个这样的策略，这就意味着如果不同的策略适用于一个参与者的各个子任务，那么这些子任务应该被分组在具有匹配策略的中间监督者之下，再次优先考虑Actor系统的结构，。将任务拆分为子任务。

## When an Actor Terminates

一旦一个actor终止，即以一种未被重启处理的方式失败，自行停止或被其主管停止，它将释放其资源，将所有剩余的消息从其邮箱中排放到系统的“死信邮箱”中。将他们转发给EventStream 作为DeadLetters，然后，使用系统Emailbox在Actor引用中替换Emailbox，将所有新邮件重定向到EventStream作为DeadLetters。这是在尽力而为的基础上完成的，但不要依赖它来构建“保证交付”
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## Messages

消息是发送到特定目标的数据项。事件是组件在达到给定状态时发出的信号。在消息驱动的系统中，可寻址的接收者等待消息的到达并对它们作出反应，否则处于休眠状态。

## How are messages defined?

Proto.Actor允许您自动将这些消息传递给任何actor，无论它是在应用程序本地进程内运行的actor还是在不同机器上运行的远程actor。Proto.Actor可以自动序列化并将您的邮件路由到其预期的收件人（s。）

## Persistence

您可以选择让actor通过使用Proto.Persistence模块来保持其状态。这允许actor在启动时恢复它的状态并支持三种操作模式：

* 事件溯源
* 快照
* 带快照的事件采购

事件溯源

在使用事件溯源时，状态的每次变更都会被建模成恢复和运行时的actor事件，Persistence插件将Action<Event> applyEvent方法作为参数在每次保存事件时调用，或者在恢复期间从底层存储加载。重要的是，在此ApplyEvent方法中定义所有状态更改，包括转换为不同的行为。