**Dataset (.csv file):**

![](data:image/png;base64,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)

**Explanation:**

* The first step is to **convert the .csv file** which contains the dataset into a data structure which in my case is a **List.** The **load\_file( )** function performs this task
* The next step is to **covert the string values in the dataset** to integer values and float values to make it easy for calculation. Two columns were string: Department and Status. For this purpose the functions: **column\_str\_to\_int( )** and **str\_to\_int( )** functions are used. 4 numeric columns were converted to float values using function **column\_str\_to\_float( )**
* Next, the data is split according to classes. Status was the column which was used as a class. A dictionary is made which stores the rows in the form of a list according to class. First I access the status column of each row in dataset. Then check if the class is already in the dictionary. The row is appended with its class in the dictionary in the form of a list. The function **split\_data\_by\_class( )** is used for this purpose.
* Since the data was in numerical form, Gaussian distribution was used. For this purpose, mean and standard deviation was calculated for each column in each class and stored in a dictionary for later use. **Mean( )** function and **standard\_deviation( )** function is used to calculate mean and standard deviation. The function **data\_calculation( )** assembles mean, standard deviation and length for all columns and stores in dictionary and function **class\_calculation( )** calls data\_calculation( ) for each class. This step provides a complete statistical summary
* The next function is the **class\_probability( )** which calls **gaussian\_probability( )** for each class and calculate probability for finding the status of the new testing data. The formula used to calculate probability is:

**P(senior| [marketing, startingAge, endingAge, startingSalary, endingSalary**]) = **P(Department|senior) \* P(startingAge|senior) \* P(endingAge| senior) \* P(startingSalary| senior) \* P(endingSalary| senior) \*P(senior)**

**And**

**P(Department|senior) =**

**Code:**

|  |
| --- |
| from math import sqrt  from math import exp  from math import pi  from csv import reader  #loading file containing dataset  def load\_file(filename):  dataset=list() #for storing rows in dataset  with open(filename,'r') as file:  data=reader(file)  for row in data:  if not row:  continue  dataset.append(row) #converting dataset in file to list of ordered collectiom  return dataset  #converting string-to-float  def column\_str\_to\_float(dataset,column):  for row in dataset:  row[column]=float(row[column].strip())    #converting class column to int Value  def column\_str\_to\_int(dataset,column):  class\_values=[row[column] for row in dataset]  unique=set(class\_values)  lookup = dict()  #making a mapping function for classes  print('CLASSES:')  for i, value in enumerate(unique):  lookup[value] = i  print('%s => %d' % (value, i))  print('----------------------------')  #changing string class value to integer value  for row in dataset:  row[column] = lookup[row[column]]  return lookup  def str\_to\_int(dataset,column):  class\_values=[row[column] for row in dataset]  unique=set(class\_values)  lookup = dict()  #making a mapping function for classes  print('DEPARTMENTS:')  for i, value in enumerate(unique):  lookup[value] = i  print('%s => %d' % (value, i))  print('----------------------------')  #changing string class value to integer value  for row in dataset:  row[column] = lookup[row[column]]  return lookup    #splitting data set by class  def split\_data\_by\_class(dataset):  separated = dict()  for i in range(len(dataset)):  vector = dataset[i]  class\_value = vector[-1]  #making each record of seperated dictionary a list  if (class\_value not in separated):  separated[class\_value] = list()  separated[class\_value].append(vector)#appending row with its class list  return separated  #calculating mean for dataset\  def mean(values):  avg=sum(values)/float(len(values))  return avg  #calculating standard deviation  def standard\_deviation(values):  avg=mean(values)  variance=sum([(x-avg)\*\*2 for x in values])/float(len(values)-1)  stdev=sqrt(variance)  return stdev  def data\_calculation(dataset):  summaries = [(mean(column), standard\_deviation(column), len(column)) for column in zip(\*dataset)]  del(summaries[-1])  return summaries  #splitting data set by classes and performing calculations  def class\_calculation(dataset):  #1. Splitting the data by the classes which were converted to integer values  #2. Calculating mean and standard deviation for each column of each class\_calculation  #3. storing values of each row in a dictionary summary according to each class  split=split\_data\_by\_class(dataset)  summary=dict()  for value,rows in split.items():  summary[value]=data\_calculation(rows)  return summary  def gaussian\_probability(x,mean,std):  e=exp(-((x-mean)\*\*2/(2\*std\*\*2)))  d=(1/(sqrt(2\*pi)\*std))  ans=d\*e  return ans  def class\_probability(summaries,newrow):  #getting total rows of the records for calculating probability of class  #classvalues=names of classes in integer  #classsummaries= summary of statistics for each class  totalrows=sum([summaries[label][0][2] for label in summaries])  total\_probability=dict()  for class\_value,class\_summaries in summaries.items():  total\_probability[class\_value]=summaries[class\_value][0][2]/float(totalrows)  for i in range(len(class\_summaries)):  mean,stdev,\_=class\_summaries[i]  total\_probability[class\_value]\*=gaussian\_probability(newrow[i],mean,stdev)  return total\_probability    def findclass(summaries, row):  probabilities = class\_probability(summaries, row)    best\_label=None  best\_prob=-1  for class\_value, probability in probabilities.items():  #finding class with highest probability  if best\_label is None or probability > best\_prob:  best\_prob = probability  best\_label = class\_value    return best\_label  filename='mydataset.csv'  #reading file  dataset=load\_file(filename)  #converting string column values to floating values  for i in range (1,len(dataset[0])-1):#till columns length  column\_str\_to\_float(dataset,i)  #converting class column to int Value  department=dict()  classes=column\_str\_to\_int(dataset, len(dataset[0])-1)  department=str\_to\_int(dataset,0)  #fitting Model  summary=class\_calculation(dataset)  row=['sales',31,35,66,70]  s=row[0]  for x in department:  if x==s:  row[0]=department[x]  # predict the label  predicted\_status = findclass(summary, row)  print("RESULTS:")  for y in classes:  if classes[y]==predicted\_status:  myclass=y  print('Data=%s, Predicted: %s' % (row, myclass)) |

**Output:**

|  |
| --- |
| **Testing data:**  [marketing, 31, 35, 46, 50] |

|  |
| --- |
| **Testing data:**  [sales, 31, 35, 66, 70] |