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# Введение

 Филологи и, в целом, ученые рассматривают лингвистические различия народностей в трех часто пересекающихся плоскостях: социальной, исторической и лингвистической. Социальная плоскость определяет эти различия как признак социальной идентичности. Историческая плоскость предполагает, что на протяжении некоторого времени сохранение лингвистических атрибутов происходило по-разному. Изучая лингвистические различия, особенно шаблоны необычных лингвистических особенностей, можно лучше понять старые формы языка, возможно, даже реконструировать шаблоны общего развития языка.

Эти плоскости могут не соглашаться между собой в том плане, что они могут по-разному объяснять лингвистические различия. Однако, чтобы характеристика отражалась в лингвистической истории языка, она должна передаться от одного поколения к другому. Этот переход не лингвистический, а культурный, поэтому лингвистическая теория, даже имея огромное количество описательных механизмов, должна дополнительно искать описание, которое наиболее подходит данным.

В общем, индивидуальные лингвистические характеристики – слова, конструкции, произношение – слабо связаны с географическим расположением. Для каждой многообещающей характеристики, которая могла бы определять диалект, всегда найдется исключительный контр пример внутри географической области. Деалектология - раздел лингвистики, предметом изучения которого является диалект как некоторое целое – была полна вопросов относительно связи далекта с расположением населенного пункта. Но в 1973 Джин Сегай (Jean S´eguy) отметил, что даже если индивидуальные атрибуты ведут к неточным характеризациям диалектов, их обобщение безоговорочно говорит о географической зависимости. Это открытие является рождением диалектометрии.

Диалектометрия занимается синтетически-количественным изучением и интерпретацией лингвистических данных. Методы, используемые в диалектометрии, используются также в естественных, социальных и гуманитарных науках. В наши дни все эти подходы и методы объеденены в такой науке как глубинный анализ данных (data mining). Диалектометрия пытается найти лингвистические шаблоны, которые были скрыты от глаз исследователя.

Очень часто перед исследователями встают задачи, имеющие большую размерность и их структуру, определяющуюся целым рядом признаков, необходимо определить. В частности задача распознавания языков. Очень много языков и подразбиений этих языков. Каждый язык многообразен и периодически претерпевает изменения из-за различных факторов, в результате появляются новые вариации в произношении, в грамматике и в других секторах языка.

В настоящей работе исследовалась вышеописанная задача для татарского языка. Татарский язык широко распространен по всему миру. Территория наибольшего распространения этого языка – Республики Татарстан и Башкортостан. Татарский язык распространен и используется в некоторых районах следующих субъектов России: Марий Эл, Удмуртия, Чувашия, Мордовия, Челябинская, Оренбургская, Свердловская, Тюменская, Ульяновская, Самарская, Астраханская, Саратовская, Нижегородская, Пензенская, Рязанская, Тамбовская, Курганская, Томская область, Пермский край. А также широко распространен в отдельных районах Узбекистана, Казахстана и Киргизии..

Исследование концентрируется в основном на региональном распределении диалектных черт, таких как ядро диалекта и перекрывающиеся зоны, которые могут быть помечены в соответствии с небольшим различием диалектов между граничащими местами. Тем не менее, анализ диалектных отношений не всегда может быть четко изображен, поскольку часто бывают диалект континуум случаи, а также примеры с элементами конвергенции[10].

Языковые атласы служат эмпирической базой данных, которая детально документирует большое количество диалектных контуров. Различные широко-известные численные методологии классификации используются для извлечения и визуализации основной модели из огромного количества данных, найденных в языковых атласах.

Очень часто используются различные методы, включающие алгоритмы классификации такие, как кластеризация, чтобы определить группы внутри диалектов.

Кластеризация представляет собой задачу разбиения заданного множества объектов на различные подмножества, называемые кластерами, таким образом, чтобы кластеры состояли из схожих по свойствам объектов, при этом объекты разных классов отличались. Эта задача является одной из фундаментальных в области интеллектуального анализа данных.

Цель кластеризации – получить разбиение на содержательные классы, при этом полученные кластеры должны отображать естественную структуру исходных данных. Предполагается получить классификацию объектов по группам таким образом, чтобы степень сходства двух представителей одной группы была максимальной и минимальной в противном случае.

Решение задачи кластеризации принципиально допускает различные интерпретации, поскольку не существует однозначно наилучшего критерия качества кластеризации. Число кластеров, как правило, неизвестно заранее и устанавливается в соответствии с некоторым субъективным критерием. Результат кластеризации во многих алгоритмах существенно зависит от метрики, выбор которой обычно определяется экспертом и также чаще всего субъективен. В метрических пространствах “схожесть” векторов, как правило, определяется через норму расстояния. Может рассматриваться как непосредственно взаимное расстояние между векторами, так и расстояние между векторами и некоторым формирующим кластером. То есть при использовании любого существующего алгоритма важно понимать его достоинства и недостатки, учитывать природу данных, с которыми он лучше работает.

Задача нахождения количества групп в множестве данных является одной из основополагающих и трудоёмких в кластерном анализе данных. Кластеризация применяется в очень широком спектре научных областей: статистика, финансовая математика, экономика, биология, оптимизация, в информатике для "интеллектуального" анализа данных, сегментации изображений, распознавания образов, сжатия данных и др.

В зависимости от особенностей конкретной задачи, кластеризация может иметь различные цели:

– определение структуры множества данных, путем разбиения его на группы схожих объектов;

– выделение объектов, не подходящих ни к одному из кластеров;

– упрощение работы с данными, когда рассматриваются не целые классы данных, а лишь типичные представители классов.

Цель данной работы состоит в автоматической классификации говоров татарского языка на базе электронного атласа татарских народных говоров и разработка системы для анализа алгоритмов кластеризации для выбранной системы признаков, а также анализ полученных результатов и их сравнение с экспертным вариантом, предложенным лингвистами ИЯЛИ АН РТ.

Составление атласа говоров того или иного языка, используя компьютерные технологии – очень актуальная и не глубоко изученная в нашей стране проблема. Этому есть ряд причин:

1. Недостаточно данных по отдельным диалектам для исследования этого вопроса;
2. Не изучен вопрос, какой сфере языка надо отдать предпочтение при составлении данных, чтобы получить хорошие результаты: фонетике, морфологии, лексике или синтаксису языка;
3. Сбор и анализ данных – достаточно трудоемкая и требующая тщательного отбора процедура, на которую может уйти много времени, так как информацию нужно получить из всех населенных пунктов, где данный язык распространен.

В некоторых странах подобный анализ уже проводился. В ходе исследований изучался опыт зарубежных ученых по автоматической классификации говоров болгарского языка[2; 3]. Ее авторы – Питер Аутзагерс, Джон Нербонне и Елена Прокик – анализировали болгарские диалекты и попытались найти оптимальное разбиение на кластеры. Также известны работы по кластеризации финских, немецких языков.

В разделе 1 рассматриваются теоретические аспекты задачи кластеризации, дается постановка задачи. В главе 2 описаны используемые методы анализа алгоритмов кластеризации. В главе 3 описаны особенности программной реализации и архитектуры алгоритмов кластеризации, а также приведен сравнительный анализ полученных результатов. В разделе 4 резюмированы результаты дипломной работы. Приведен список использованной литературы, интернет-ресурсов и приложение, содержащее таблицы с данными о разбиении нашего множества объектов на кластеры в отдельных случаях, карты говоров и различные информационные таблицы, полученные и использованные в процессе исследования.

# Глава 1. Постановка задачи

В 2012 году коллективом ученых АН РТ и КФУ был создан электронный атлас татарских народных говоров. Атлас базировался на материалах печатной версии, изданной в 1989 году ИЯЛИ АН РТ и неопубликованных материалах по сибирскому диалекту.

В атласе была предложена экспертная классификация татарских говоров, созданная лингвистами ИЯЛИ АН РТ. Цель настоящей дипломной работы - автоматическая классификация говоров с использованием алгоритмов кластеризации с дальнейшим сравнением результатов с экспертным вариантом.

# Глава 2. Теоретическая часть

# *2.1 Обзор алгоритмов кластеризации*

Термин кластеризации следует понимать, как разбиение исходного множества объектов на некоторые непересекающиеся подмножества (кластеры), с изначально неизвестными параметрами. В зависимости от решаемой задачи, количество кластеров или выбирают на основе каких-либо статистических исследований, или фиксируют. Для всех кластеров характерны внутренняя однородность (все объекты одного класса схожи между собой по определенным признакам) и внешняя изолированность (объекты разных классов существенно отличаются).

Пусть имеется набор данных *(n>0),* где – вектор из m-мерного пространства признаков. А еще имеем функцию, определяющую степень сходства объектов **ρ(,).** Требуется разбить последовательность на непересекающиеся подмножества (кластеры) таким образом, что для каждого кластера, объекты, принадлежащие этому кластеру, были близки друг к другу по метрике ρ, а объекты не из одного кластера имели отличия.

Алгоритм кластеризации можно представить как функцию *A: X → Y,* каждому объекту *x![](data:image/x-wmf;base64,183GmgAAAAAAAEABQAEFCQAAAAAUXgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAFAARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAAAAAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAALwhCp9A8RIAqKrzd7Gq83cgMPV3cAhmkwQAAAAtAQAACAAAADIKAAEQAAEAAADOeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAABwCGaTAAAKACEAigEAAAAA/////1zzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)X* ставящую в соответствие метку кластера*![](data:image/x-wmf;base64,183GmgAAAAAAAEABQAEFCQAAAAAUXgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAFAARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAAAAAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAALwhCp9A8RIAqKrzd7Gq83cgMPV3cAhmkwQAAAAtAQAACAAAADIKAAEQAAEAAADOeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAABwCGaTAAAKACEAigEAAAAA/////1zzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)Y*. Чаще всего множество Y заранее не известно и дополнительной задачей является определение оптимального числа кластеров с точки зрения тех или иных показателей качества кластеризации.

Основной целью процесса кластеризации является получение интересующей информации о структуре исследуемых данных, что, как правило, является первым этапом на пути их более детального анализа.

Применяя различные методы кластеризации, в результате могут получиться неодинаковые результаты, это связано с характерными особенностями работы тех или иных алгоритмов, последние необходимо учитывать, выбирая метод кластеризации для конкретной задачи.

Следует знать и помнить, что кластерный анализ сопряжен с рядом сложностей:

– выбор метода кластеризации, эффективного для решения конкретной задачи, требует тщательного отбора алгоритмов и условий их применения;

– выбор характеристик, на основании которых проводится кластеризация: метрики, изначальных значений центров кластеров, условий остановки алгоритма. Изначально некорректный выбор приводит к неадекватному разбиению множества на классы;

– выбор изначального числа кластеров. Если нет никаких сведений относительно возможного числа кластеров, необходимо осуществить ряд экспериментов и проанализировать полученные результаты.

– интерпретация результатов кластеризации. Конкретные методы ориентированы на создание кластеров определенных форм и свойств, при этом в исследуемом наборе подобных данных их может и не быть.

Алгоритмы кластеризации могут быть Исключительными, Перекрывающимися, Иерархическими или Вероятностными. В первом случае, данные группируются исключительным способом так, чтобы определенный элемент мог быть помещен только в одну группу (исключительно). С другой стороны, перекрывающийся метод кластеризации использует нечеткие множества для кластеризации данных так, что каждая точка может принадлежать двум или нескольким группам с различными степенями принадлежности. Иерархический алгоритм кластеризации организовывает данные в иерархии и основан на объединении между двумя ближайшими кластерами.

**Алгоритмы иерархической кластеризации**

Алгоритмы иерархической кластеризации, или, по-другому говоря, алгоритмы таксономии, не нацелены на построение одного разбиения выборки на непересекающиеся подмножества, а на системы вложенных разбиений. Результат подобных алгоритмов обычно представляется в виде таксономического дерева — дендрограммы. Классическим примером такого дерева является иерархическая классификация животных и растений.

Алгоритмы иерархической кластеризации разделяют на два основных типа: восходящие и нисходящие алгоритмы.

На первом этапе работы алгоритма все множество объектов представляется отдельными одноэлементными кластерами (в восходящем случае). На последующих этапах наиболее схожие объекты объединяются в кластеры до тех пор, пока все объекты не объединятся в один, либо изначально все объекты принадлежат одному кластеру (в нисходящем случае), который на последующих шагах разделяется на меньшие кластеры, в результате чего образуется последовательность разделяющихся подмножеств.

Рассмотрим сначала восходящую иерархическую кластеризацию. Вначале каждый элемент множества представляется как кластер. Для каждого одноэлементного кластера естественным образом определяется функция схожести[1]

Затем запускается процесс слияний. На каждой итерации вместо пары самых близких кластеров U и V образуется новый кластер . Расстояние от нового кластера W до любого другого кластера S вычисляется по расстояниям и которые к этому моменту уже должны быть известны[1]:

R

где , , β, γ — числовые параметры. Эта универсальная формула обобщает практически все разумные способы определить расстояние между кластерами. Она была предложена Лансом и Уильямсом в 1967 году[1].

На практике используются следующие способы вычисления расстояний R(W,S) между кластерами W и S. Для каждого из них доказано соответствие формуле Ланса-Вильямса при определённых сочетаниях параметров[9]:

*Расстояние ближнего соседа:*

β=0, γ=.

*Расстояние дальнего соседа:*

β=0, γ=.

*Среднее расстояние:*

β= γ =0.

*Расстояние между центрами*:

β= , γ =0.

*Расстояние Уорда:*

β= , γ =0.

Главное достоинство методов этой группы состоит в том, что они наиболее наглядны для исследователя и дают возможность получить более детальную информацию о структуре данных. Недостатки: негибкая классификация, получаемая на выходе, ограничение в объеме данных, подлежащих анализу. Большая трудоемкость описанных методов делает их неприменимыми при большом объеме множества объектов, структуру которых следует изучить.

**Алгоритмы неиерархической кластеризации**

Неиерархические алгоритмы основываются на построении разбиения множества объектов на определенное, фиксированное количество кластеров и, во многих случаях, оптимизации целевой функции, которая определяет, насколько оптимально (оптимальность обусловливается особенностями алгоритма) составленное разбиение множества на кластеры. Итеративный процесс ограничивается условием остановки, зависящим от параметра алгоритма.

Достоинства этого типа методов определяются более высокой устойчивостью по отношению к шумам, выбранной метрике, добавлению дополнительных незначимых объектов в исходные данные, участвующих в кластеризации. Необходимо заранее установить параметры для кластеризации, а также и количество кластеров, и количество итераций или правило остановки и некоторые другие параметры.

Одним из наиболее популярных и широко распространенных аналогичных методов является алгоритм k–means (k–средних). Данный алгоритм направлен на сокращение среднеквадратичного отклонения внутри кластеров:

где – набор векторов принадлежащих–му кластеру, а – среднее значение соответствующих векторов

В основе данного алгоритма лежит следующая идея: на каждой итерации для каждого кластера вычисляется новый центр масс, после этого исходные векторы снова разбиваются на новые кластеры, в зависимости от того, который из вновь вычисленных центров ближе по метрике.

Данный алгоритм является одним из самых простых и самых быстрых алгоритмов кластеризации. Не смотря на это, данный алгоритм имеет свой существенный недостаток. Стартовые кластеры выбираются случайно и из-за этого результаты  алгоритма поиска *k*-средних очень часто меняются в последующих циклах.

Сегодня насчитывается много различных модификаций данного алгоритма, которые нацелены на устранение вышеописанных недостатков данного метода.

# *2.2 Анализ системы признаков, заложенной в атласе*

Атлас татарских народных говоров[8] включает в себя все основные районы расселения татар и отражает сведения по фонетике, морфологии, лексике и синтаксису татарского языка, собранные на основе специально разработанной программы по сбору материалов для диалектологического атласа (1959 г.). Материалы для атласа собирались в течение 1958 – 1980 гг. (первые два тома) и 1997 - 2008 гг. для 3-го тома во время многочисленных экспедиций, организованных ИЯЛИ АН РТ. Первые два тома охватывают татарские народные говоры, распространенные на территории областей и республик Среднего Поволжья и Приуралья; третий том - говоры татарского населения Западной Сибири. При сборе информации происходила тщательная выверка собираемого материала, его интерпретация, паспортизация. Расстояния между охватываемыми для исследования населенными пунктами не превышало 10-15км.

В структурном отношении атлас состоит из 215 карт языковых явлений, исторических карт и сводных карт изоглосс, каждая из которых визуализируется в отдельной экранной форме.
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Рисунок 1.

Структура электронного атласа с указанием количества карт в каждом разделе

База данных атласа содержит информацию о распределении языковых явлений по 1031 населенным пунктам. На картах отражены основные признаки диалектного различия, закономерности и характер распространения диалектных явлений.

Электронный атлас[8] состоит из картографической и атрибутивной баз данных. Картографическая база содержит пространственную информацию, разбитую на слои: административное деление РФ по состоянию на 1995 год, основные водные объекты на территории РФ, населенные пункты (НП), в которых проводился сбор информации. Разнесение информации по слоям позволяет проводить ее фильтрацию и показывать карты в виде удобном конечному пользователю. Атрибутивная база включает в себя данные по распределению языковых явлений по населенным пунктам, а также содержит дополнительную информацию по фонетическим, морфологическим и лексическим особенностям диалектов татарского языка.

Наша база данных содержит ранговую информацию по признакам. У каждого признака несколько рангов(>=2), то есть вариантов употребления этого признака. Для наглядности приведем примеры из каждой группы признаков.

Фонетические:

1. Лабиализованный и нелабиализованный варианты гласного *а* (в односложных корневых словах). Всего имеется три вариации употребления: , a,// a.
2. Распространение различных вариантов гласного ә. Варианты: ә гласный переднего ряда, нижнего подъема (литературный тип), ә более переднего образования, ә узкий вариант ә, ә главным образом после узких гласных.
3. Соответствие губным гласным *о-ө* негубных гласных *ы-е* или слабоогубленных *ыо-еө* в первом слоге. Множество вариантов: о-ө: он, сөт; ы-е: ын, сет; *ыо-еө* : *ыо*н, с*еө*т; о-ө//ы-е: он//ын, сөт//сет; ыо-еө//ы-е: ыон//ын, сеөт//сет.
4. и~иэ~е~иә~ә~ˆә в частице бик ‘очень’. Имеется 6 вариантов: бик/би', биэк/биәк, бәк, бик//бәк, бик//биэк/бˆәк, отсутствие слова.
5. Наличие губной гармонии. Отобранные варианты: озон, төлкө; частичное употребление: озыон, төлкәө; озон, но: телке; ызын, телке; озон//ызын, төлкө//телке.
6. Изменение звукосочетаний уй, уйы в группе слов. Варианты: уйна-, уйла-, куйын, муйын; ун'а-, ул'-, кун', мун'/бун'; уйна-/ун'а-, уйла-/ул'а-, куйын//кун', муйын//мун'/бун'; редкие случаи монофтонгизации.
7. д~з в словах: Идел ‘Волга’, ‘река’, кадак  ‘гвоздь’, идән  ‘пол’, бодай  ‘пшеница’, надан  ‘невежда’. Варианты: д, з, з не во всех приведенных словах, д//з, различные единичные случаи д~з.

Морфологические:

1. Указательное местоимение шул ‘этот’, ‘тот’ и его соответствия. Варианты: шушы/шышы, тушы, тушы/шушы, ошто, ошо/ушы, шул/шу л/шол/шол/шыл/шал, шушал, шу, ул и бу в значении «шул».
2. Распространение указательного местоимения шал (~литер. шул ‘этот’). Варианты: отмечено, не отмечено.
3. Распространение слов анау ‘вон тот’, монау ‘вот этот’. Варианты: анау, монау; редкое употребление; не отмечены.
4. Форма сравнительной степени на -дырак/-дерәк (после гласных и согласных з, й, л, р, н, напр., салкындырак ‘холодноватый’). Варианты использования: довольно активное употребление, отдельные случаи употребления, не отмечено.
5. Деепричастие ди-ди ‘говоря’. Варианты: ди-ди активно, редкие случаи употребления ди-ди, отмечена только форма дип/дийп.

Лексические:

1. Распространение слова ызба ‘дом’. Варианты: ызба/ызма, не отмечено.
2. Названия теплого помещения для скота. Варианты: абзар/азбар/абdар/бурабзар/ылабзар..., аран, сарай, абзар...//сарай, аран//абзар..., токон, токон//абзар..., кура, кура//аран, другие названия.
3. Значения слова морҗа /мөрҗә /морз'а /мөрзә /морйа /мира /мирйа /миралык. Варианты: ‘дымоходная труба’; ‘печь’; 1) ‘дымоходная труба’, 2) ‘печь’; это слово не отмечено.

Синтаксические:

1. Распространение формы на -мастан (алмастан ‘не взяв’, ‘чтобы не взял’, ‘так как не взял’, ‘прежде чем взять’). Варианты: наличие формы на –мастан, указанная форма не отмечена.
2. Распространение деепричастия на -сынга/-сыңға (син күрсеңгә ‘чтобы ты видел’). Варианты: активное употребление, редкое употребление, не отмечено.
3. Употребление формы на -ныкы/-ныңкы/нынкысы в определительной функции. Варианты: отмечено, не отмечено.

Мы тут привели лишь малую часть признакового пространства – всего 18 особенностей из 215. Каждый вариант употребления признака имеет свой код, который и идентифицирует этот вариант использования. Видим, что у некоторых признаков варианты употребления трудноразличимы, где-то всего две вариации употребления, а где-то десять и даже больше. Встает вопрос, как же с ними обращаться. Первое, что приходит на ум – это разделить данный признак так, чтобы пересечений уже не было. Но этот вариант решения данной проблемы требует достаточно трудоемкого лингвистического анализа признаков. Было принято решение из всего множества признаков для исследований изучить лишь раздел морфологии, ведь морфологи является наиболее значимой частью языка и наиболее четко отражает языковые особенности, разнообразие использования языка.

Электронный атлас[8] можно рассматривать как объект, заданный в трехмерном пространстве, где каждая карта, являясь плоскостью, несет в себе информацию по одному языковому явлению. Набор карт создает объемный образ, и запросы по выбранному набору позволяют сопоставить распределения соответствующих языковых явлений, что может оказаться полезным при решении задач кластеризации говоров.

# *2.3 Выбор алгоритмов кластеризации и метрики в пространстве признаков*

Следующий возникающий вопрос, на основе чего следует определить «схожесть» объектов и определить понятие расстояния между объектами? Сначала составляется вектор признаков для каждого объекта, обычно это числовые значения, такие как вес-рост человека. Но, тем не менее, есть еще и алгоритмы, которые оперируют с ранговыми характеристиками.

Существует множество метрик, вот лишь основные из них:

1. Евклидово расстояние

Является одной из наиболее часто используемых функций вычисления расстояния между объектами. Представляется как геометрическое расстояние , вычисляемое в многомерном пространстве:

2. Квадрат евклидова расстояния

Эта метрика придает больший вес объектам, расположенным как можно дальше друг от друга. Для вычисления расстояния по этой метрике используется нижеприведенная формула:

3. Расстояние городских кварталов (манхэттенское расстояние)

Под этим расстоянием подразумевается покоординатная сумма разностей. В большинстве случаев эта мера расстояния приводит к результатам аналогичным результатам, при использовании расстояния Евклида. Но следует отметить, что влияние отдельных больших разностей или, по-другому говоря, выбросов снижается и менее ощутимо, так как отсутствует возведение в квадрат. Соответствующая формула для расчета расстояний:

4. Расстояние Хэмминга

Расстояние Хемминга – это число позиций, в которых соответствующие символы сравниваемых слов одинаковой длины различны. В широком смысле, расстояние Хэмминга предназначено для сравнения строк одинаковой длины из какого-либо q-ичного алфавита. Оно является метрикой отражающей различия между объектами с одинаковой размерностью. Данная метрика применима только в случаях, когда данные являются ранговыми. Для расчета расстояния Хэмминга применяется формула:

Нидерландские ученые, исследовавшие вопрос выбора подходящей метрики[2], использовали метрику, называемую «расстоянием Ливенштейна», для вычисления расстояний между произношениями того или иного слова в разных населенных пунктах. Над применимостью этого метода к болгарских диалектам, Нербонне и Прокик[2] работали с 2006 года по 2009. В ходе их исследований ими было отобрало 156 самых общеупотребительных слов и собран материал по произношению этих слов в различных населенных пунктах.

«Расстояние Ливенштейна»[11] между двумя строками – это наименьшее количество операций вставки, удаления и замены одного символа, которые необходимо совершить для получения из одной строки другую.

Самым первым человеком, упомянувшим эту задачу, был советский математик [Владимир Иосифович Левенштейн](https://ru.wikipedia.org/wiki/%D0%9B%D0%B5%D0%B2%D0%B5%D0%BD%D1%88%D1%82%D0%B5%D0%B9%D0%BD,_%D0%92%D0%BB%D0%B0%D0%B4%D0%B8%D0%BC%D0%B8%D1%80_%D0%98%D0%BE%D1%81%D0%B8%D1%84%D0%BE%D0%B2%D0%B8%D1%87) в [1965 году](https://ru.wikipedia.org/wiki/1965_%D0%B3%D0%BE%D0%B4), при изучении последовательностей [11]. В дальнейшем, задачу более общего характера для произвольного алфавита стали связывать с его именем.

У этого метода, наряду с достоинствами, есть и свои недостатки:

1. При перестановке местами слов или частей слов могут получиться относительно большие расстояния;
2. Небольшими могут быть расстояния между совершенно разными короткими словами, а вот расстояния между очень похожими, но длинными словами будут оказываться намного больше, чем следовало бы оценить расстояние между ними.

Опишем алгоритм для вычисления «расстояния Ливенштейна». Пусть и - две строки (длиной M и N соответственно) над некоторым алфавитом, тогда расстояние d(, ) можно подсчитать по следующей рекуррентной формуле

d(, )=D(M, N), где

, где m(a, b) равно нулю, если a=b и единице в противном случае. min(a,b,c) возвращает наименьший из аргументов. Здесь шаг по i символизирует удаление из первой строки, по j – вставку в первую строку, а шаг по обоим индексам символизирует замену символа или отсутствие изменений.

Имеют место следующие утверждения [11]:

* ![{\rm{d}}(S_1,S_2) \geqslant \bigl| |S_1| - |S_2| \bigr|](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMcAAAAaCAMAAAA0e7gFAAAANlBMVEX///8TExMPDw+KioowMDAiIiKenp7m5uYMDAx0dHRiYmJAQEAWFhYEBARQUFC2trbMzMwAAAB3D0jXAAAAAXRSTlMAQObYZgAAAzFJREFUWAm9V9uypCAM5KwXFFTg/392MQmQcKnlVM2sDzNIk04aQkCl/tNzftXPd9lZ6PpiLx9v9tj1771MmPQ8/d7RyCKze+dozONHg8f9ZzIeDyFPQ/YhAJRjFJGs47lp3c1OsejHPnbXphdag9l/rgh5WtMs1RQZ6PlTGa3NCMk61IM6/Eo8fns9nsfS4W0xncziaGd6oiodDUWOtONPZR2N2UgHRP9SHThxoRdTB7NpGaPpeT2tVaWjoZjT0ZgNdPhUVRZqsHnOE9XD3Jbh2Fgum/IndUsdLcWUjtZsoMM85Ncc2OilVRe7U8D4v2+r3PtSR0sxpaM14zq8NeeJ+2NLcbtQxcHC7GIbSywY67aNK5E6WoopHa0Z0+GON5svSKQ7p8MTwr3WsZGYHmbbwuZXJk7qUA3FlI7WjOk4IAJcD7at9WLvMBDSwZ6UkWzhDFJDT6VD1RRzOhqzosNjsKSDRRGbF2zzvosX241JyWOsNFWaq1BK/wFccHH6Avjy5LJXUIoqe0Yksu8B0ljqoG1iYhVaTEk2CKVg7yHpaAkrHfq55NVN/zAdhSLT50j9Wp6cq4gWs+KZdPzEQCB5RF55IsBkkToYtocYG+WeyCtvL/CpS17yvGIUkQDpsw6QW/8AysyKZ9IRdzcmsYV9fmCJOSlJoAKQo0TNsThaBywNtky/o/2tSQ1Ych2c4hc6uFn2XHTs71GhD9Cx4tKt1zuRmsoNTpi/cZEkph6SfOEMRDOHFduvuCagIpIBP25LSTG9HtKMPBcdytnzPG14ryQk2cZGfKgIk46AR6PElrS9q3Mwnh4lp14pXIekmNYhzcgz00EzBt7oGGddaeGjSNELL3tcIygqe9KD3fVpLnVInmkdwix57utQNqdHsUJHsXKVLmrFq61ewALpsLtzu/q4jux5oINfwDGq3QRbFx+S4cP7vC+OLYfr3HbHOhI9nwiiZ381WjwPdKilkz1ImIs540/N3rU4YfjP94dE8K2OVI4ZoyMdauIbVfqIb90vJzmKdKTaIcH4NgRg5BhFhNgb1s93fNfTd9n5bGjxocWRT7S/yy4izHc+0fupF/0XHfUjkTU5MYMAAAAASUVORK5CYII=)
* ![{\rm{d}}(S_1,S_2) \leqslant \max\bigl( |S_1| , |S_2| \bigr)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOQAAAAZBAMAAADTdZ95AAAAMFBMVEX///+KioowMDAiIiKenp7m5uYMDAx0dHRiYmJAQEAWFhYEBARQUFC2trbMzMwAAAB2b/7MAAAAAXRSTlMAQObYZgAAA/hJREFUSA2tVkuIHFUUPf15XV3T3ZVJViYoNOhKcGhIdsJYCMIIQkajElSwXWQnSaHkM36g4hCDySIjGRejSSyCGyELEYTZGHuTSDRoQzaKixRmYURkWp0JaMDx3PfqvapO06GRXKh37z33vnPqVr3+APfKvPlJmOJCkyrEw+FEVMDR4V1jsqcM/nuf/rsxPcDbYyvFQrU9zNFMdTVzppOJP63DbxOgHjJ86czyXo3oxWb+RGPWUmCG+9SVK0/E9GXm1lkmYqqr4WYC/MwomIX3ikZkcZlqOwxzeXhH9BpzkbyR4pBMUpB0TIKdYQ0QyVl6udENemN5tmwh7DjnwjsDuVeR3A9skcdSkHRMgv3EmpYMEvodvNq8jOXZNQsd+sBGIz4YEKJkKaGaVAuSjkmwRihVTlnv0b/LS56JsTxrWOSSrY36epcYJcWXpFyQdEyCVXrAr8ffSlARqeuPcHGWZ5VQQHU5Fge0Ht16ZPaX1yOUDi/De+xi81ZMhTYrlGz92WdAK0g6JsE4X2sfphI0mKC5+XlIl1me+TEhdTmylcY5nI6CDWxDLUQ5aS2xMNXjQkl8f/shrkOSjkkkvc9Qi0VYv3E8/dG6bjeLy5o9AsH51MA8Zm2cAtbxpsymVpuCN2IuIqm2fxXSFad0vCJZGmAt1JLSRTtv9pmE2dwin1NdxkBrJ0NtvMuTIom5Ex2+Dn2mtkQsiSQHboue0NMyZ5i05AZ2962kvPVF3HdRt+ozsKjiFj81RhLBg6EpUZInYh0vRD4l/a6gVnKa7Z3SyaKk5tVMIlndwHUz5TxwkzuvApmkzqoDGUY/WNVH8CEJaVbyAvxOir2fCpY92CDW7Y2iZM6kpxzIfj9BrQ8scOc+J2myvvqXc0SsqIdDqG8kspLqD1Q6MXprciO1HpcZeEsM5+U0Cj2NLmcSjMen2sXzCcrcRs49oUgGq+zNsiY5pvrMoWTG9ySyU67iRifyU+8LYhX2UbL8CdQuzqwlf4u1ZM4kkjyr+PHwwl+p3N3Swop8n1HyFl2WbWfY4EXLZkTr41ebB84+/k907euDF24eiMu3uVmYKOl7KyuplVzrasmcSSTLcm9iqqudLHyXnkuqsQKetOmJYzYa8Xzr9sQyyB5spCVNrzCJZG3a5MBZG4iknDFjPzz3QIEJb1yyhRH/JRHzIWGQSZJdVLQJkyQvz2cAnrHB3N/TeNYmwebmAPrbJUPut5URf5WIlayeel/oVZhLaiaRfMftLPEhOItdJEF5KBuXvMiClZQe0teNk8yYSO63yd3+bhzLm+4SeTEgp8+an+oocwZl4vVMeE/WmYlY9kzUNWHTZH+Rxv/ITyjzv9r+A+4OMf3p3cEOAAAAAElFTkSuQmCC)
* ![\mathop{\rm{d}}(S_1,S_2) = 0 \Leftrightarrow S_1 = S_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAM4AAAAVBAMAAAD8yMwbAAAAMFBMVEX///+KioowMDAiIiKenp7m5uYMDAx0dHRiYmJAQEAWFhYEBARQUFC2trbMzMwAAAB2b/7MAAAAAXRSTlMAQObYZgAAAp1JREFUSA2lVTtoFFEUPZv9b3bHLTUgBEUQQVm0UYswZbRxdc1ikSIWAct0sqCwENTGYouAxkQZoo2CjVhYSbBVZMFGqwxWWqgRf9i4nveZ95nNgrgXZu69595z7sx7b3YBbfkkGPLNIWQc4PVI8tWRlf8olEKS5tdXLlhukpXTLxTcvmm7TJS0G0AFDvypD7wnGsygeNG0mSw/bTAVtJuZRgpKk03ZqBB5GQEz9IUY+EGvzGYrCaT9C+BpCkqTTdmqANUIQcTKFK9pXsps9iaBtL8EnFBhzPfQoG3XgHIuzDmlTcLXedVV2csmDaaCr8AhGeV6QDZWoE9WGO8uzDlZob912JS9LBu6OALOWZNIpQnUGqrokw3BhTlnMmalOngSmgYnK3eJlh8Ju8/Izjk4R1tXFJd8R/bKB7DwxxtXIuzikwFn174rkrybrLrpoM6c1jFhJ3uqatq9ZqNZW0SFc3RxAzhi+zYwu9wHSlpJF5L3KT1QwNTSjmQjo1QKXXHexJwMr2Xsfq4aZJbv1njQU3PwS52D+ceq83SX3ierQgJLlS+hnNMEPhB/Beg5Msttgysp183uD3iuHwql1tF9tP0HROyR7f5YlTN9MafA5emwfdHMUVk//4dHIFkYIUgz3+nxz7RViflkCYmbVdmS7zNR51qEaIViTvCMHTqr9oAKH8K1dqx/dwpNnoqGLBmy2+iqcH/KEYqU63VW77GLc37S6WwPw/R3GtzSv6MZsvR3asj+HKuSW0A7Qn7B1Lk/RZPkuvxfOmXSdNDnd+phenM9DJAq7y53vsW4a0psFYdH2du5vd5JT/BRfuc5UkVRziXM2d91nE+SYDDYRo2r848myMMmVTScWXLqXScGJrxs3GT0v/O1caUF/y8iP8twzl+GVAAAAABJRU5ErkJggg==)

Доказательство этих соотношений проведено в [11].

На первом шаге, сравнив попарно транскрипции всех слов методом Ливенштейна, они для каждого признака составили матрицы расстояний. А потом, на втором шаге, на основе этих матриц составили общую матрицу расстояний, где элемент - это расстояние между объектами i и j, представляющее собой обычную сумму элементов, расположенных на пересечении i-й строки и j-го столбца, по всем матрицам из предыдущего шага. Таким образом, они получили матрицу расстояний, которую можно подавать различным кластерным алгоритмам и получить необходимое разбиение для дальнейших исследований и сравнения с экспертным вариантом. Они использовали нижеописанные алгоритмы, а потом сравнили результаты.

*Правила объединения или связи*

Используя иерархические алгоритмы, необходимо знать ответ на вопросы о том, как определить, какие из всех кластеров следует объединить, как вычислять степень схожести между ними. На первом этапе каждый объект представляется как кластер, состоящий из одного элемента, и расстояния между ними вычисляются согласно выбранной мере. Но проблема возникает уже на втором шаге, когда нужно объединить несколько объектов в один кластер и всплывает вопрос, как правильно определить расстояния между разными кластерами? Иначе говоря, следует придумать правило объединения нескольких кластеров. Существуют различные варианты решения этой проблемы: можно связать два кластера вместе, если любые два элемента, отобранные из двух кластеров, ближе друг к другу, чем соответствующее значение расстояния связи. Этот подход для определения расстояния между кластерами назван правилом ближайшего соседа, его также называют методом одиночной связи. Метод строит "волокнистые" кластеры, иначе говоря, кластеры, "сцепленные вместе" только отельными объектами, оказавшимися случайно ближайшими друг к другу. В качестве альтернативы, возможен вариант использования соседей в кластерах, находящихся дальше друг от друга, чем все остальные пары объектов. Другое название данного метода – метод полной связи. Известно большое количество других методов объединения кластеров, схожих с теми, которые только что были приведены, рассмотрим их:

1. Одиночная связь (расстояния ближайшего соседа, single link)

Этот метод, в качестве расстояния между двумя кластерами, рассматривает расстояние между двумя наиболее близкими объектами (ближайшими соседями), находящимися в разных кластерах. В итоге работы этого метода, кластеры стремятся объединиться в цепочки.

1. Полная связь (расстояние наиболее удаленных соседей, complete link)

Метод находит расстояние между кластерами как наибольшее расстояние между любыми двумя объектами из разных кластеров (то есть наиболее удаленными соседями). Метод лучше всего использовать, если объекты происходят из отдельных групп. Ну а если кластеры имеют цепочечную форму, то этот метод неприменим.

1. Невзвешенное попарное среднее (upgma или, по-другому, average)

Расстояние между двумя кластерами определяется средним расстоянием между всеми парами объектов, входящими в них. Данный способ стоит использовать или в случае, если объекты из различных групп, или при присутствии кластеров, имеющих цепочечный тип, или при наличии кластеров неравных размеров.

1. Взвешенное попарное среднее (wpgma)

Данный метод очень схож с методом невзвешенного попарного среднего, отличие состоит лишь в том, что при вычислениях в качестве весового коэффициента используются размеры кластеров (то есть число объектов, содержащихся в них). По этой причине, данный метод наиболее подходит, когда предполагаются неравные размеры кластеров.

1. Метод Варда(Уорда)

Как расстояние между кластерами рассчитывается прирост суммы квадратов расстояний объектов до центров кластеров, который выделяется при их объединении. Алгоритм отличается от всех других тем, что здесь для оценивания расстояния между кластерами используются методы дисперсионного анализа. На каждом шаге минимизируется сумма квадратов между кластерами. В общем, метод достаточно эффективен, стремится занести близко расположенные кластеры в один кластер, однако, он имеет тенденцию создавать кластеры с маленькой размерностью.

Рассмотрим метод кластеризации, существенно отличающийся от агломеративных методов, это метод k-средних. Представим, что имеются некоторые предположения о количестве кластеров. Теперь можно потребовать у системы образовать k кластеров таким образом, чтобы полученные кластеры были максимально различны. Метод k-средних решает задачи именно такого характера. В начале работы алгоритма случайно выбираются k кластеров, чтобы затем принадлежность к кластерам объектов изменить. Это делается с целью:

1. – минимизировать изменчивость внутри кластеров,
2. – максимизировать изменчивость между кластерами.

Метод вычисления «расстояния Ливенштейна» тоже непригоден для наших данных, потому что в [2; 3] признаками выступают слова и расстояние определяется числом несовпадений в произношении этих слов, а в нашем случае признаки имеют совсем другой характер и необходимо подобрать и использовать метрику, наиболее подходящую для анализа нашего пространства признаков.

Решение этого вопроса рассмотрим немного позднее, а сейчас рассмотрим метод, использующийся для сокращения размерности признакового пространства. В частном случае, при уменьшении размерности пространства до 2-х, метод используется для визуализации многомерных данных на плоскости.

# *2.4 Метод многомерного шкалирования*

Сформулируем задачу, которую решает многомерное шкалирование. Дана квадратная матрица ***R***размерностью***n* x*****n*** и известно, что элемент этой матрицы, находящийся на пересечении ***i***-й строки и ***j***-го столбца, содержит сведения о сходстве между анализируемыми объектами ***i*** и ***j***. На выходе работы алгоритма многомерного шкалирования получаются числовые значения координат. Эти координаты приписываются объектам в новой системе координат (во "вспомогательных шкалах").

Многомерное шкалирование – не только математическое преобразование, но и возможность более удачно расположить объекты, приближенно сохраняя расстояния от одного объекта до другого в новом меньшем по размерам признаковом пространстве.

Многомерное шкалирование создано для анализа многомерных данных и отличается от остальных схожих методов, прежде всего, видом исходных данных. В данном случае это матрица схожести между объектами, а для вычисления этой матрицы существует множество различных метрик. В виде цели многомерного шкалирования выделяются следующие:

1. точное описание матрицы схожести на основе расстояний между объектами;
2. преобразование данных о близости объектов в систему точек в пространстве меньшей размерности. Чаще всего, стараются отобразить данные на двумерной плоскости.

Проще говоря, на вход метода подается матрица схожести, а в результате получаем размещение точек в пространстве меньшей размерности.

Перечислим основные возможности метода многомерного шкалирования:

1. Сохраняя наилучшим образом структуру исходных данных о расстоянии между парами объектов, построение признакового пространства меньшей размерности. Процесс шкалирования заключается в проектировании объектов на оси нового пространства.

2. Возможность визуализации структуры исходных данных в виде множества точек, соответствующим объектам, в двухмерном или трехмерном пространстве.

# Глава 3. Программная реализация и исследование

База данных состоит из 1031-го населенного пункта и 215 характеристик этих населенных пунктов. В процессе кластеризации и анализа результатов необходимо учесть тот факт, что результаты напрямую зависят от того, какие критерии множества исходных данных мы используем. Всякого рода неточности могут возникнуть при сокращении размерности исходного множества данных, в случае обобщения, есть риск потерять некоторую информацию, особенность объектов. Принимая во внимание эти утверждения, были проведены исследования для объектов в пределах Республики Татарстан, так как это зона основного распространения татарского языка. Это решение принято для того, чтобы проанализировать данные на задаче меньшей размерности. Для исследований было выбрано множество морфологических признаков.

## 3.1 Анализ особенности исходных данных

Из приведенных примеров атрибутов можно видеть, что они имеют категорийный характер, и мы не можем в явном виде сравнивать значения атрибутов между собой, потому что мы не можем сказать, какое из них более значимо. Задача анализа категорийных данных встречается не только в лингвистике.

Задачи кластеризации больших массивов категорийных данных весьма актуальна для систем анализа данных. Категорийные данные встречаются в любых областях: производство, коммерция, маркетинг, медицина и т.д. Категорийные данные включают в себя и так называемые транзакционные данные: чеки в супермаркетах, логи посещений веб-ресурсов. Сюда же относится анализ и классификация текстовых документов.

Здесь и далее под категорийными данными понимаются качественные характеристики объектов, измеренные в шкале наименований. При использовании шкалы наименований указывается только, одинаковы или нет объекты относительно измеряемого признака.

Применять для кластеризации объектов с категорийными признаками традиционные алгоритмы неэффективно, а часто – невозможно. Основные трудности связаны с высокой размерностью и гигантским объемом, которыми часто характеризуются такие базы данных. В наших данных всего 49 атрибутов, у каждого атрибута около 5-6 значений. Таким образом, в наших данных всего в районе 250 атрибутов.

Алгоритмы, основанные на парном вычислении расстояний (k-means и аналоги) эффективны в основном на числовых данных. Их производительность на массивах записей с большим количеством нечисловых факторов неудовлетворительная. И дело даже не столько в сложности задания метрики для вычисления расстояния между категорийными атрибутами, сколько в том, что на каждой итерации алгоритма требуется попарно сравнивать объекты между собой, а итераций может быть очень много. Для таблиц с миллионами записей и тысячами полей это неприменимо.

Поэтому в последнее десятилетие ведутся активные исследования в области разработки масштабируемых (scalable) алгоритмов кластеризации категорийных и транзакционных данных. К ним предъявляются особые требования, а именно:

- минимально возможное количество "сканирований" таблицы базы данных;

- работа в ограниченном объеме оперативной памяти компьютера;

- работу алгоритма можно прервать с сохранением промежуточных результатов, чтобы продолжить вычисления позже;

- алгоритм должен работать, когда объекты из базы данных могут извлекаться только в режиме однонаправленного курсора (т.е. в режиме навигации по записям).

## 3.2 Алгоритм кластеризации транзакционных данных CLOPE

### Описание алгоритма

CLOPE предложен в 2002 году группой китайских ученых. При этом он обеспечивает более высокую производительность и лучшее качество кластеризации в сравнении с многими иерархическими алгоритмами.

Под термином *транзакция* здесь понимается некоторый произвольный набор объектов, будь это список ключевых слов статьи, товары, купленные в супермаркете, множество симптомов пациента, характерные фрагменты изображения и так далее. В нашем случае транзакцией является набор морфологических значений атрибутов одного населенного пункта. Задача кластеризации транзакционных данных состоит в получении такого разбиения всего множества транзакций, чтобы похожие транзакции оказались в одном кластере, а отличающиеся друг от друга – в разных кластерах.

В основе алгоритма кластеризации CLOPE лежит идея максимизации глобальной функции стоимости, которая повышает близость транзакций в кластерах при помощи увеличения параметра *кластерной гистограммы*. Рассмотрим простой пример из 5 транзакций: {(a,b), (a,b,c), (a,c,d), (d,e), (d,e,f)}. Представим себе, что мы хотим сравнить между собой следующие два разбиения на кластеры:

(1) {{ab, abc, acd}, {de, def}}

(2) {{ab, abc}, {acd, de, def}}.

Для первого и второго вариантов разбиения в каждом кластере рассчитаем количество вхождений в него каждого элемента транзакции, а затем вычислим высоту (H) и ширину (W) кластера. Например, кластер {ab, abc, acd} имеет вхождения a:3, b:2, c:2 с H=2 и W=4. Для облегчения понимания на рис. 1 эти результаты показаны геометрически в виде гистограмм.
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*Рисунок 1. Гистограммы двух разбиений*

Качество двух разбиений оценим, проанализировав их высоту H и ширину W. Кластеры {de, def} и {ab, abc} имеют одинаковые гистограммы, следовательно, равноценны. Гистограмма для кластера {ab, abc, acd} содержит 4 различных элемента и имеет площадь 8 блоков (H=2.0, H/W=0.5), а кластер {acd, de, def} – 5 различных элементов с такой же площадью (H=1.6, H/W=0.32). Очевидно, что разбиение (1) лучше, поскольку обеспечивает большее наложение транзакций друг на друга (соответственно, параметр H там выше).

На основе такой очевидной и простой идеи геометрических гистограмм и работает алгоритм CLOPE (англ.: Clustering with sLOPE). Рассмотрим его подробнее в более формальном описании.

Алгоритм CLOPE

Пусть имеется база транзакций D, состоящая из множества транзакций {t1,t2,…,tn}. Каждая транзакция есть набор объектов {i1,…,im}. Множество кластеров {C1,…,Ck} есть разбиение множества {t1,…,tn}, такое, что C1 … Ck={t1,…,tn} и Ci≠∅∧Ci⋂Cj=∅Ci≠∅∧Ci⋂Cj=∅, для 1<=i, j<=k. Каждый элемент Ci называется *кластером*, n, m, k – количество транзакций, количество объектов в базе транзакций и число кластеров соответственно.

Каждый кластер C имеет следующие характеристики:

D(C) – множество уникальных объектов;

Occ(i,C) – количество вхождений (частота) объекта i в кластер C;

S(C)=∑i∈ D(C) Occ (i,C)=∑ti∈C∣ti∣S(C)=∑i∈ D(C) Occ (i,C)=∑ti∈C∣ti∣

W(C) = |D(C)|;

H(C) = S(C)/W(C).

*Гистограммой* кластера C называется графическое изображение его расчетных характеристик: по оси OX откладываются объекты кластера в порядке убывания величины Occ(i,C), а сама величина Occ(i,C) – по оси OY (рис. 2).
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*Рисунок 2. Иллюстрация гистограммы кластера*

На рис. 2 S(C), равное 8, соответствует площади прямоугольника, ограниченного осями координат и пунктирной линией. Очевидно, что чем больше значение H, тем более "похожи" две транзакции. Поэтому алгоритм должен выбирать такие разбиения, которые максимизируют H.

Однако учитывать одно только значение высоты H недостаточно. Возьмем базу, состоящую из 2-х транзакций: {abc, def}. Они не содержат общих объектов, но разбиение {{abc, def}} и разбиение {{abc}, {def}} характеризуются одинаковой высотой H=1. Получается, оба варианта разбиения равноценны. Но если для оценки вместо H(C) использовать градиент G(C)=H(C)/W(C)=S(C)/W(C)2, то разбиение {{abc},{def}} будет лучше (градиент каждого кластера равен 1/3 против 1/6 у разбиения {{abc, def}}).

Обобщив вышесказанное, запишем формулу для вычисления глобального критерия – функции стоимости Profit(C):
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|Ci| – количество транзакций в i-том кластере, k – количество кластеров, r – положительное вещественное число большее 1.

С помощью параметра r, названного авторами CLOPE *коэффициентом отталкивания* (repulsion), регулируется уровень сходства транзакций внутри кластера, и, как следствие, финальное количество кластеров. Этот коэффициент подбирается пользователем. Чем больше r, тем ниже уровень сходства и тем больше кластеров будет сгенерировано.

Формальная постановка задачи кластеризации алгоритмом CLOPE выглядит следующим образом: для заданных D и r найти разбиение C: Profit(C,r) -> max.

### Реализация алгоритма

Предположим, что транзакции хранятся в таблице базы данных. Лучшее решение ищется в течение последовательного итеративного перебора записей базы данных. Поскольку критерий оптимизации имеет глобальный характер, основанный только на расчете H и W, производительность и скорость алгоритма будет значительно выше, чем при попарном сравнении транзакций.

Реализация алгоритма требует первого прохода по таблице транзакций для построения начального разбиения, определяемого функцией Profit(C,r). После этого требуется незначительное (1-3) количество дополнительных сканирований таблицы для повышения качества кластеризации и оптимизации функции стоимости. Если в текущем проходе по таблице изменений не произошло, то алгоритм прекращает свою работу. Псевдокод алгоритма имеет следующий вид.

1. // Фаза 1 – инициализация
2. Пока не конец
3. прочитать из таблицы следующую транзакцию [t, -];
4. положить t в существующий либо в новый кластер Ci, который дает максимум Profit(C,r);
5. записать [t,i] в таблицу (номер кластера);
6. // Фаза 2 – Итерация
7. Повторять
8. перейти в начало таблицы;
9. moved := false;
10. пока не конец таблицы
11. читать [t,i];
12. положить t в существующий либо в новый кластер Cj, который максимизирует Profit(C,r);
13. если Ci<>Cj тогда
14. записать [t,i];
15. moved := true;
16. пока (not moved).
17. удалить все пустые кластеры;

Как видно, алгоритм CLOPE является масштабируемым, поскольку способен работать в ограниченном объеме оперативной памяти компьютера. Во время работы в RAM хранится только текущая транзакция и небольшое количество информации по каждому кластеру, которая состоит из: количества транзакций N, числа уникальных объектов (или ширины кластера) W, простой хэш-таблицы для расчета Occ(i,C) и значения S площади кластера. Они называются *кластерными характеристиками* (CF – cluster features). Для простоты обозначим их как свойства кластера C, например, C.Occ[i] означает число вхождений объекта i в кластер C и т.д. Можно посчитать, что для хранения частоты вхождений 10 тыс. объектов в 1 тыс. кластерах необходимо около 40 Мб оперативной памяти.

Для завершения реализации алгоритма нам нужны еще две функции, рассчитывающие прирост Profit(C,r) при добавлении и удалении транзакции из кластера. Это легко сделать, зная величины S,W и N каждого кластера:

1. function DeltaAdd(C,t,r): double;
2. begin
3. S\_new := C.S + t.ItemCount;
4. W\_new := C.W;
5. for i:=0 to t.ItemCount–1 do
6. if (C.Occ[t.items[i]]=0) then W\_new := W\_new + 1;
7. result := S\_new\*(C.N+1)/(W\_new)r–C.S\*C.N/(C.W)r
8. end;

Здесь t.Items[i] – значение i-го объекта транзакции t. Заметим, что DeltaAdd(C,t,r) при добавлении t в новый кластер равна S/Wr, где S и W – площадь и ширина кластера, состоящего из добавляемой транзакции t.

Реализация функции прироста Profit(C,r) при удалении транзакции похожа на DeltaAdd(C,t,r), поэтому опустим ее подробный код.

Следующая теорема гарантирует корректность использования функции DeltaAdd.

**Теорема.** Если DeltaAdd(Ci,t) есть максимум, то перемещение t в кластер Ciмаксимизирует Profit(C,r).

Теперь можно оценить вычислительную сложность алгоритма CLOPE. Пусть средняя длина транзакции равна A, общее число транзакций N, максимально возможное число кластеров K. Временная сложность одной итерации равна O(N\*K\*A), показывающая, что скорость работы алгоритма растет линейно с ростом кластеров и размера таблицы. Это делает алгоритм быстрым и эффективным на больших объемах.

Была произведена имплементация данного алгоритма на функциональном языке программирования Elixir по оригинальной статье авторов алгоритма Yiling Yang, Xudong Guan и Jinyuan You (<http://www.inf.ufrgs.br/~alvares/CMP259DCBD/clope.pdf>.

Были написаны тесты для валидации корректноcти выполнения (в том числе интеграционные). В качестве сервиса для непрерывной интеграции (CI) был иcпользован<https://semaphoreci.com/>.

На вход принимается массив кортежей вида {название транзакции, [объекты транзакции] } и вспомогательный параметр repulsion, необходимый для функции качества и определяющий близость кластеров.

На выход получаем массив кластеров (классов) из тех же кортежей.

Пример вызова:

**input = [**

**{"transaction1", ["object1", "object2", "object3"]},**

**{"transaction2", ["object1", "object5"]},**

**{"transaction3", ["object2", "object3"]},**

**{"transaction4", ["object1", "object5"]}**

**]**

**iex> result = input |> Clope.clusterize(2)**

**[**

**[**

**{"transaction1", ["object1", "object2", "object3"]},**

**{"transaction3", ["object2", "object3"]}**

**],**

**[**

**{"transaction2", ["object1", "object5"]},**

**{"transaction4", ["object1", "object5"]}**

**]**

**]**

Исходный код, реализованного алгоритма, находится в открытом доступе и доступен по адресу<https://github.com/ayrat555/clope>. Библиотека включена в список awesome elixir (https://github.com/h4cc/awesome-elixir) – список лучших библиотек на языке Elixir - в раздел Алгоритмы и Структуры Данных На момент написания текста работы она была загружена больше 30 раз.

### Результаты

Определение диалектов.

Экспертные данные

В Татарстане всего 3 диалекта:

1. Средный – 205 нас. пунктов

2. Западный – 66 нас. пунктов

3. Переходный – 2 нас. пункта

Полученные результаты

Параметр repulsion = 1

1. 1-ый кластер – 220 нас. пунктов

2. 2-ой кластер - 51 нас. пунктов

Отличия населенных пунктов Среднего диалекта от 1-ого кластера 17 населенных пунктов, причем все населенные пункты из Среднего диалекта присутствуют в 1-ом кластере, также 2 населенных пункта из Переходного говора попали в 1-ый кластер.

Нужно отметить, что отличие западного диалекта от полученного первого кластера только в населенных пунктах Чистопольского говора. В основном совпадение полное.

Во втором полученном кластере присутствуют населенные пункты из Западного диалекта и нет населенных пунктов из других классов экспертного разбиения, т.е они полностью пересекаются.

Таким образом, совпадение полученных диалектов составляет 93%.

Определение говоров.

Экспертные данные

В Татарстане всего 18 говоров.

1. Диалект: Средний. Говор: Балтачевский. 21 нас. пункт.

2. Диалект: Средний. Говор: Заказанско-кряшенский. 7 нас. пункт.

3. Диалект: Средний. Говор: Нижнекамско-кряшенский. 21 нас. пункт.

4. Диалект: Средний. Говор: Мамадышский. 30 нас. пункт.

5. Диалект: Средний. Говор: Мензелинский. 71 нас. пункт.

6. Диалект: Средний. Говор: Дубъязский. 17 нас. пункт.

7. Диалект: Средний. Говор: Лаишевский. 12 нас. пункт.

8. Диалект: Средний. Говор: Нурлатский. 12 нас. пункт.

9. Диалект: Средний. Говор: Камско-устьинский. 6 нас. пункт.

10. Диалект: Средний. Говор: Камско-устьинский. 8 нас. пункт.

11. Диалект: Западный. Говор: Подберезинский. 2 нас. пункт.

12. Диалект: Западный. Говор: Чистопольский. 47 нас. пункт.

13. Диалект: Западный. Говор: Мордва-каратаевский. 1 нас. пункт.

14. Диалект: Западный. Говор: Чистопольско-кряшенский. 2 нас. пункт.

15. Диалект: Западный. Говор: Стерлитамакский. 2 нас. пункт.

16. Диалект: Западный. Говор: Дрожжановский. 12 нас. пункт.

17. Диалект: Группа переходных говоров. Говор: Тарханский-камско-устьинский. 1 нас. пункт.

18. Диалект: Группа переходных говоров. Говор: Мамадышский-лаишский. 1 нас. пункт.

Здесь и далее приводятся количество населенных пунктов, которые попали в каждый кластер. Сами населенные пункты, которые попали в каждый кластер, можно найти в приложении.

Получение различных разбиений на кластеры осуществлялось с помощью подбора параметра repulsion функции качества.

Полученные результаты (repulsion = 2)

|  |  |
| --- | --- |
| Номер кластера | Количество населенных пунктов |
| 1 | 2 |
| 2 | 2 |
| 3 | 5 |
| 4 | 11 |
| 5 | 5 |
| 6 | 173 |
| 7 | 75 |

1-ый кластер полностью совпадает со Стерлитамакским говором. 2-ой кластер полностью совпадает с Подберезинским говором. 4-ый полностью совпадает с Нурлатским говором. 6-ой кластер состоит из говоров Среднего диалекта. 7-ой кластер состоит из говоров Западного диалекта.

Полученные результаты (repulsion = 3)

|  |  |
| --- | --- |
| Номер кластера | Количество населенных пунктов |
| 1 | 9 |
| 2 | 2 |
| 3 | 8 |
| 4 | 65 |
| 5 | 2 |
| 6 | 7 |
| 7 | 2 |
| 8 | 1 |
| 9 | 1 |
| 10 | 16 |
| 11 | 25 |
| 12 | 32 |
| 13 | 56 |
| 14 | 47 |

1-ый кластер совпадает с Нурлатским говором. 2-ой кластер совпадает со Стерлитамакским говором. 3-ий кластер состоит из населенных пунктов Мензилинского говора. 4-ый кластер включает населенные пункты Нижнекамско-кряшенского говора.

Вычисление разбиений с большим значением числа repulsion не проводилось, потому что даже при его значении 3 начали получаться вырожденные кластеры из одного населенного пункта.

Нужно отметить, в обоих разбиениях (при параметре repulsion 2 и 3) с экспертными данными совпали Нурлатский и Стерлиматский говоры. Это можно отнести к тому, что эти населенные пункты находятся близко к друг от друга и поэтому среди них существуют определенные лингвистические шаблоны.

## 3.4 Алгоритм кластеризации транзакционных данных ROCK

### Описание алгоритма

Алгоритм устойчивой кластеризации с иcпользованием связей ROCK (RObust Clustering using linKs) был совместно разработан Sudipto Guha, Rajeev Rastogi и Kyuseok Shim при работе в Bell Laboratories. Впервые алгоритм был опубликован в 1999 году в статье под названием "ROCK: A Robust Clustering Algorithm for Categorical Attributes".

Данный алгоритм принадлежит классу алгоритмов кластеризации, целью которых является разбиение данных на некоторое заранее заданное число групп. Основная особенность алгоритма ROCK заключается в использовании связей между точками (количество общих соседей), в отличие от методов, базирующихся на различных метриках, таких как расстояние между точками (Евклидово и прочие). Такой подход улучшает определение глобальных зависимостей, а также наиболее эффективен при рассмотрении данных, свойства которых принимают достаточно малое конечное количество значений.

Одним из основных понятий для алгоритма ROCK является соседство двух точек. Пусть нам дана функция схожести ![sim(p_i,p_j) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFcAAAAVBAMAAADBdm84AAAAMFBMVEX///9QUFAEBAQwMDBAQEAMDAyenp62trYiIiKKiorMzMwWFhZ0dHRiYmLm5uYAAAAbSzRxAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAbVJREFUKBVtkz9I3FAcgL+Yu1xyl8vd6OhQKHYoDoIIUgKdLA4OYheHKxS6tDR07ZK14nCIU6uQqULFP50cjaibLYEO/UMrR6FbW28SarH1l5dociQhhO99+e7ey90LFA4rKKhYvL+2H68JnuQ4h/oVOzevCJyxjPNUc/OjlCudEhmrxRLfKHFKPSy5sVLilGrJ9ddxWD/wWHVXP/3+NglyGgfWfjf9TMYND3acc01ziW54+gzPYBeajUVupXHGeojlEzyqRsbWH8xZnhJX60NdFtI440pE7e8X2O5h9BkKGYZ/Usn4go0kV8y0zOfCq/+duNF8TgPeJvER9TOcJFZMT8VvMH1GoRGxjHOulsE4zZEkJWMtYg7bNfo/aXncxZ59zX2pRqmGzXtJHjPv2qB3uYPZs/2T+NEWqLjt+KerX/CBl5P8CFM2vL7M7bF5fILzwuMQblObCpA/yp7/KtkI38dSdowdqCYzDVzF6a4YW8owZbQ2PBjIkoFsJFkkmI9VrBizU76RHJ/tQOLmZ+qSKEb2RU2+vHisWXsTibUh5eeynmIpxgoK2p3Jv1aF24NiKVLjS/jhcFpwCE78AAAAAElFTkSuQmCC), принимающая значения от 0 до 1, которая выражает схожесть или близость объектов(точек) ![_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAANBAMAAABSlfMXAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGtJREFUCB1jYHh7YO9qBhCY0J7AmgCk2RyiGZgvgETYPjHwT2BrYGDgNWDIf8CgwMDAI8AwFSTDwLqBwZZhYgIDQ/4EzgPcORsYGC6/vAsUBkodBMnfAWJbEKPuAgPbNxBj5gaGHX8cQCwGAPHIGbHQLxSWAAAAAElFTkSuQmCC) и ![_j](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAPBAMAAADwnzkiAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHtJREFUCB1jYHh7YO9qBjCY0J7AmgBisTlEMzBfAIuxfWLgn8DAuIGBgdeAIf8BAxNQlEeAYSpYkoF1A4MtA+8sICd/AucBhif8QNbll3cZGBReAFkHwYpWAUlbMKsOaPI3MOsDA8OOPw5AJksDkAABRkaIfQwM7DcZGACmaRseJTphEAAAAABJRU5ErkJggg==). Предполагается, что 1 соответствует абсолютной близости, и 0 - наоборот. Тогда при некоторой границе ![theta](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAAMFBMVEX////MzMwEBAS2trYiIiKKiooMDAxiYmIwMDCenp5AQEAWFhZ0dHRQUFDm5uYAAAARyu3PAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAF1JREFUCB1jYGB4e5aBgYFvH9cBBgbuCTwNDAynGdg3MDCkMnA5MDB/YGBbwMCltaq/gIGtgCHegIF/AsMyBob3AgzqDAzyDKz/GBj4H3AHMDCwGNQCjWFcXsDAAAAgMxHEu36LAwAAAABJRU5ErkJggg==) между 0 и 1, если ![sim(p_i,p_j) \geq \theta ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHwAAAAVBAMAAAB2y5cfAAAAMFBMVEX///9QUFAEBAQwMDBAQEAMDAyenp62trYiIiKKiorMzMwWFhZ0dHRiYmLm5uYAAAAbSzRxAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAmFJREFUOBGFlE1oE2EQhp8km7/NZlNvCiI9CFIPkkNBCiLBehDpIQfRSwsRhAq2uOjFmzkp9lTEk624YFFQtPXiDwpGak9WWfXgb0sUPGk1IFSstDr7fZtkk1r7kWye952ZJTOzCaw6aXeV5RvP/+lq83UoNhziEMZCrNHe3BHAtmbMzjc5TMmCr8z5pvel2tcUdTJKdWr7HFH66ZaGfYfpBjcg06A2OKL12P7At6Z435Yi8sJqSzu5IHB0p4b4KPtgYbZiTjuMF8bffJvrAXklptOPR4Pkofz4Jo0ZJ7BOnVFwGg7AlL0UiRTwtjqxPk7AXchmRtge5Hr33KirOFYJLK5IDuzZ27tMuow7GPcSt36RKnIcv+5adJR+nWs6XcQrig1PW3J7FRwg/ZPk73cwWSVRI1phI6xIkuhlbqhsc4WchyG9ZAtB+cKAgkWMIoz9KflVkTLfXW7r8hnMRWyVZBWZLCmul398qAL2ElGP66TKdEHG4zxiqaa7yXaqHIgVeKkxor/8xH0tzRqXqzI8q5CofSXn0ItVvMohifr9ZvV+1RisF2LGpAE4qccutILcaDepqlWe94fWj1Ho8BdnLvOKiz18rsgYvGyewZykq8WZwdJFn812wM3ZeexzDk9gB8ldLvJwWQc/SGEnn/IwMzwL1WOSHpd3+EzMhVWdJUv6lXtIbQW6lb9BrocVrXeRn4xadGpIlev9+w2PrFep4naZSVco+xazhCm7kFODpHQqY3ngH9nvmudS+lEwH0ueih+OJCanpKM1C1oDabdVg2FU/v9n1V7QqlPPWnVT/QU0TZTPl0SWXQAAAABJRU5ErkJggg==), то ![_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAANBAMAAABSlfMXAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGtJREFUCB1jYHh7YO9qBhCY0J7AmgCk2RyiGZgvgETYPjHwT2BrYGDgNWDIf8CgwMDAI8AwFSTDwLqBwZZhYgIDQ/4EzgPcORsYGC6/vAsUBkodBMnfAWJbEKPuAgPbNxBj5gaGHX8cQCwGAPHIGbHQLxSWAAAAAElFTkSuQmCC) и ![_j](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAPBAMAAADwnzkiAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHtJREFUCB1jYHh7YO9qBjCY0J7AmgBisTlEMzBfAIuxfWLgn8DAuIGBgdeAIf8BAxNQlEeAYSpYkoF1A4MtA+8sICd/AucBhif8QNbll3cZGBReAFkHwYpWAUlbMKsOaPI3MOsDA8OOPw5AJksDkAABRkaIfQwM7DcZGACmaRseJTphEAAAAABJRU5ErkJggg==) будут соседними точками. Выбор Функции ![sim(p_i,p_j) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFcAAAAVBAMAAADBdm84AAAAMFBMVEX///9QUFAEBAQwMDBAQEAMDAyenp62trYiIiKKiorMzMwWFhZ0dHRiYmLm5uYAAAAbSzRxAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAbVJREFUKBVtkz9I3FAcgL+Yu1xyl8vd6OhQKHYoDoIIUgKdLA4OYheHKxS6tDR07ZK14nCIU6uQqULFP50cjaibLYEO/UMrR6FbW28SarH1l5dociQhhO99+e7ey90LFA4rKKhYvL+2H68JnuQ4h/oVOzevCJyxjPNUc/OjlCudEhmrxRLfKHFKPSy5sVLilGrJ9ddxWD/wWHVXP/3+NglyGgfWfjf9TMYND3acc01ziW54+gzPYBeajUVupXHGeojlEzyqRsbWH8xZnhJX60NdFtI440pE7e8X2O5h9BkKGYZ/Usn4go0kV8y0zOfCq/+duNF8TgPeJvER9TOcJFZMT8VvMH1GoRGxjHOulsE4zZEkJWMtYg7bNfo/aXncxZ59zX2pRqmGzXtJHjPv2qB3uYPZs/2T+NEWqLjt+KerX/CBl5P8CFM2vL7M7bF5fILzwuMQblObCpA/yp7/KtkI38dSdowdqCYzDVzF6a4YW8owZbQ2PBjIkoFsJFkkmI9VrBizU76RHJ/tQOLmZ+qSKEb2RU2+vHisWXsTibUh5eeynmIpxgoK2p3Jv1aF24NiKVLjS/jhcFpwCE78AAAAAElFTkSuQmCC) и граничного значения ![theta](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAAMFBMVEX////MzMwEBAS2trYiIiKKiooMDAxiYmIwMDCenp5AQEAWFhZ0dHRQUFDm5uYAAAARyu3PAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAF1JREFUCB1jYGB4e5aBgYFvH9cBBgbuCTwNDAynGdg3MDCkMnA5MDB/YGBbwMCltaq/gIGtgCHegIF/AsMyBob3AgzqDAzyDKz/GBj4H3AHMDCwGNQCjWFcXsDAAAAgMxHEu36LAwAAAABJRU5ErkJggg==) зависит входных данных и особенности реализации.

Вторым ключевым понятием являются связи. Функция связи ![link(p_i,p_j) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAAVBAMAAAA0iOSIAAAAMFBMVEX///+KiooMDAxAQEAwMDDMzMx0dHRiYmK2trYiIiLm5uaenp4WFhYEBARQUFAAAAAm6R3oAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAdZJREFUKBV1kz9o1FAcxz/3J8ld0l6yeFOFm25wyubgciI43+Ag7XChFl1jT6gISsDdVjoW9A3lwK2T7VDojXUsOnSMCBZBJQW71MXfe7njQu78QfI+v+/7Pt7v/fICC+LGAg1sJfKvDJ5Ppq33oZAXT9LS0JO8NcY9n+p+ILQ/zUrja8mX0oK4rSS5UxCK2OyDf1BQNjWPC0IRvRBOVEHZFa6IuDgy+Im1kdAO288UXLpbaT2Aj7321+mKGZ/CO1qtkOhzUk9pXI9qnaUE4k/95f7EPuP78JejauytXtJMcW5FrhKblZxRjXJ3gW/TkGIGCi9jOaDZFYevwLrGj62x8RumJvUNcUT6IV3f0Wv8b1KadtsdBgcISOTsCg31/pxJ12M5LttKWqgLroe81E4dM76QdkdeNsJP6DpsctMNqomsCOgyzM9p2H4l6+7iP0zsnRecwNWIXVZsdAcHsdOrPAhcfQ7NHPlCpzjfcd8mPIKLSNL6U/QnWz98LBvgfhGPYXUs1JFnLjpwT4sbckIZDPNb7maq1XLIrdIVsBcZt2H2QN+q+fiAdaXVrYA1ab1hMngzbxWlEq/8SfKZCHJujKGXa+X3/J9Wq0lVquz7X958Ymb+Ad7ZcdJcBSY3AAAAAElFTkSuQmCC) определяется как количество общих соседей у ![_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAANBAMAAABSlfMXAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGtJREFUCB1jYHh7YO9qBhCY0J7AmgCk2RyiGZgvgETYPjHwT2BrYGDgNWDIf8CgwMDAI8AwFSTDwLqBwZZhYgIDQ/4EzgPcORsYGC6/vAsUBkodBMnfAWJbEKPuAgPbNxBj5gaGHX8cQCwGAPHIGbHQLxSWAAAAAElFTkSuQmCC) и ![_j](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAPBAMAAADwnzkiAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHtJREFUCB1jYHh7YO9qBjCY0J7AmgBisTlEMzBfAIuxfWLgn8DAuIGBgdeAIf8BAxNQlEeAYSpYkoF1A4MtA+8sICd/AucBhif8QNbll3cZGBReAFkHwYpWAUlbMKsOaPI3MOsDA8OOPw5AJksDkAABRkaIfQwM7DcZGACmaRseJTphEAAAAABJRU5ErkJggg==). Из такого определения сразу видно, что чем больше значение связи, тем больше вероятность, что эти точки принадлежат одному и тому же кластеру. Такой подход является более глобальным, по сравнению с использованием только близости двух точек, что позволяет снизить число ошибок, особенно в тех случаях, когда кластеры имеют несколько близких точек.

Алгоритм состоит из двух основных этапов. Изначально имеется ![https://algowiki-project.org/w/ru/images/math/7/b/8/7b8b965ad4bca0e41ab51de7b31363a1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC) точек и ![https://algowiki-project.org/w/ru/images/math/8/c/e/8ce4b16b22b58894aa86c421e8759df3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///8wMDAEBAQWFhZ0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAADb0It8AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEtJREFUCB1j4D23gQEI+BaAyHkNILIMRDCcBpOvOMoDGDhftHAnMLBnOHA0MPCkgMT5oi2B5LwGkNIyhkUcC4DKF7MwMFgyMFYxAACTgA/1A1CYTQAAAABJRU5ErkJggg==) - желаемое число кластеров. На первом этапе вычисляются значения связей ![link(p_i,p_j) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAAVBAMAAAA0iOSIAAAAMFBMVEX///+KiooMDAxAQEAwMDDMzMx0dHRiYmK2trYiIiLm5uaenp4WFhYEBARQUFAAAAAm6R3oAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAdZJREFUKBV1kz9o1FAcxz/3J8ld0l6yeFOFm25wyubgciI43+Ag7XChFl1jT6gISsDdVjoW9A3lwK2T7VDojXUsOnSMCBZBJQW71MXfe7njQu78QfI+v+/7Pt7v/fICC+LGAg1sJfKvDJ5Ppq33oZAXT9LS0JO8NcY9n+p+ILQ/zUrja8mX0oK4rSS5UxCK2OyDf1BQNjWPC0IRvRBOVEHZFa6IuDgy+Im1kdAO288UXLpbaT2Aj7321+mKGZ/CO1qtkOhzUk9pXI9qnaUE4k/95f7EPuP78JejauytXtJMcW5FrhKblZxRjXJ3gW/TkGIGCi9jOaDZFYevwLrGj62x8RumJvUNcUT6IV3f0Wv8b1KadtsdBgcISOTsCg31/pxJ12M5LttKWqgLroe81E4dM76QdkdeNsJP6DpsctMNqomsCOgyzM9p2H4l6+7iP0zsnRecwNWIXVZsdAcHsdOrPAhcfQ7NHPlCpzjfcd8mPIKLSNL6U/QnWz98LBvgfhGPYXUs1JFnLjpwT4sbckIZDPNb7maq1XLIrdIVsBcZt2H2QN+q+fiAdaXVrYA1ab1hMngzbxWlEq/8SfKZCHJujKGXa+X3/J9Wq0lVquz7X958Ymb+Ad7ZcdJcBSY3AAAAAElFTkSuQmCC) между всеми парами точек, каждая точка объявляется отдельным кластером. Для каждого кластера ![https://algowiki-project.org/w/ru/images/math/8/6/5/865c0c0b4ab0e063e5caa3387c1a8741.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAOBAMAAAD+sXAWAAAALVBMVEX///+KiooiIiIMDAyenp5AQEBQUFAwMDB0dHTMzMwEBATm5ua2trZiYmIAAAAeH9ZBAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADZJREFUCB1jYGC4w8DAvYYBGXC2H2BgYwtg8GG+wMAwbwMDQxJQdiEDA8uDHQwcCrcZuBUPAADlWwo72k1yPAAAAABJRU5ErkJggg==) создается локальная куча ![[i]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAUBAMAAACKWYuOAAAAMFBMVEX///8EBARAQEAiIiIwMDDMzMxiYmIMDAy2trYWFhaKiorm5uZ0dHRQUFCenp4AAAANS8jFAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAJ9JREFUGBljYAABpslAgmf6BjCHgRlIZTCwIHjcEsg8oCySHFYe353TF5gZWI80gFWuZGhPYGbg5VUA8Vi/MuxvYGZ4wZ4A4rEYMLwH2RcPZG5g4E9guAziXQbbEP+AYS6IJwXhBXD/A/L4PuwBqWR/wPIByOMxyAabqZM0AcjjtmoA8RgYOC+A9AEBmMf/AJnXvwGJx1TvisQD6YCFBACFmCxA6OwZiwAAAABJRU5ErkJggg==), которая содержит все такие кластеры ![https://algowiki-project.org/w/ru/images/math/3/6/3/363b122c528f54df4a0446b6bab05515.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAASBAMAAAB7rul7AAAAMFBMVEX///9AQEAwMDAEBAQMDAy2trZiYmIWFhbm5uaKiorMzMxQUFAiIiJ0dHSenp4AAACNzr6wAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAElJREFUCB1jYGBg4LsAJBh4NoBIDLByL1CI48J6IMnL8B7EZtgDVlQGJr+CSL4PIJL7AIhkTwCR/AEghVeArPUTLIFkU+IDBgYAjzoOWTclSDcAAAAASUVORK5CYII=), что связь между ними не нулевая. Кроме этого, создается глобальная куча ![https://algowiki-project.org/w/ru/images/math/f/0/9/f09564c9ca56850d4cd6b3319e541aee.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAASBAMAAAB2sJk8AAAAMFBMVEX///8iIiJ0dHS2trYWFhaKiooMDAzMzMwEBAQwMDDm5uZAQEBiYmJQUFCenp4AAABx68B2AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAIVJREFUCB1jYGBgeHvm9gIgxbDyAgNfO5BmTwUSW4B42QUg8b6AgWEGkGaoD2Bg/gNi2CswcP8CMfQNGDgaQIz5DAz8AiBGN5CxAUjzAOVZJgAZ6xUYGFg/8B1ikAFyGGYXsUcHgBise3UnMBSAWAzsE7gegBnMCYxgmoHrB9gaIGc+0CwA/VIdG1f1x/8AAAAASUVORK5CYII=), содержащая все кластеры. После этого алгоритм переходит ко второму этапу. Вторая часть представляет из себя цикл, на каждом шаге которого объединяются два кластера с максимальным значением функции полезности ![(i,j)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAUBAMAAAA5EaOUAAAAMFBMVEX///8iIiKenp7MzMxAQEAEBASKiooMDAzm5uYwMDC2trYWFhZiYmJQUFB0dHQAAAD9LZ7gAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAASlJREFUGBllkb1Lw1AUxX9NShMtiZ2cMziJYCfXZBYHQXAQB4e6OWTVqYsUF+3UUTK4+g8UkQ4ZRATrLpLJ4qAEXIqT5+WjIF5495x7Djl5uYGyWt2KFOD3F9OG2GM1WRnD2nDF3INqaky5qY1mULMSG3Vy+6+OFVVCr8IF5GKfT2NGYH8kpbz1JhzD0sSbG/S8qDDcLBRew4xWzB6sO5PC8NkU7sAhzYi5eNgvDJcXYcryN05WGGYu6k49xc+56poo9ksZfkRe8WOO4Qys/LJ0LHPVEfaufWoQv/PAIJPmddR0zd77PaxpVasJ50Np7YlarOMq0xGaynRWEuVOcc1nUC8x0zyTqSU+Mwj0lMnVWgLCI3O7W6V/bRvpxDR8uEgDEfOusv792l+IEj9BCPUaGQAAAABJRU5ErkJggg==), после чего вносятся соответствующие изменения в кучи. Алгоритм завершает работу в двух случаях: когда осталось ![https://algowiki-project.org/w/ru/images/math/8/c/e/8ce4b16b22b58894aa86c421e8759df3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///8wMDAEBAQWFhZ0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAADb0It8AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEtJREFUCB1j4D23gQEI+BaAyHkNILIMRDCcBpOvOMoDGDhftHAnMLBnOHA0MPCkgMT5oi2B5LwGkNIyhkUcC4DKF7MwMFgyMFYxAACTgA/1A1CYTQAAAABJRU5ErkJggg==) кластеров, или когда все связи между оставшимися кластерами равны нулю.

Дано множество ![S ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAOBAMAAADpk+DfAAAAMFBMVEX///8EBAR0dHQwMDC2trYWFhaKiooMDAwiIiLMzMxiYmLm5uaenp5AQEBQUFAAAACpiLHeAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGFJREFUCB0VxSEOglAAANA3N9nUzcIRCCQ2i/0XsoFI8RTegY1AtnoH50geQaroFUw2A35eedh+Xj2rxvrEsuNHiR157MihjbOY0jB/Hb5zVCSxC+fYk4xNzf7uFngU75E/YtESdrCrtJ0AAAAASUVORK5CYII=) из ![n ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC) элементов и число ![k ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///8wMDAEBAQWFhZ0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAADb0It8AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEtJREFUCB1j4D23gQEI+BaAyHkNILIMRDCcBpOvOMoDGDhftHAnMLBnOHA0MPCkgMT5oi2B5LwGkNIyhkUcC4DKF7MwMFgyMFYxAACTgA/1A1CYTQAAAABJRU5ErkJggg==). Для каждых ![p_i,p_j \in S ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAUBAMAAADo9qfkAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAVdJREFUKBWNkb1LA0EQxV8uZjXGM1G0sFACIiI26VU4rOz8A7Q4LAKCkM5CJAQbFSxiYaHYC0lzpY1wdhYRlFSCwiEWWggSxErQt7OX4wo/briZ+c2bx7LJAgmivzExk8AGtYnsXBJjnwt0/jAOnu3ty3qJ1f/daG0/hss2uwe8+hfNrj3O6aCrLleF6rtuxg21OI93fbC/Vh1AOStI3xgxzihFRsyOvnNQHeTrqiayMFK8EP+Tcrm8JirLAdMuoRKgKJJhS7Oab7Va15pyzFPmQAFHetYR55ooLOvMMWbGwwIOXVLI9onwiFSWe8DaYa/Us35uw8Mkf5FmPOXFot9D4irAtENqvzzwKGDKD7n4LHtra1E6CrdDw5oudeHx4InCaGgFiJ7QjLwgo0oXP2GYhwjXUVMfGo89qACG8RYt43D+6ZjRBgz31IzwX02leIck0Xv3o+sb/vZWA8BwQ4YAAAAASUVORK5CYII=) задана функция схожести ![0 \leq sim(p_i,p_j) \leq 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAAAVBAMAAADcJJPmAAAAMFBMVEX///+enp4iIiJQUFAWFha2trYEBAQwMDCKiorMzMwMDAx0dHRiYmJAQEDm5uYAAABT/YEAAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAApFJREFUOBGNVT2IE1EQ/vK/m2w2V2ghCucJNhZH0EILhXAoCJ4YtLAS0ynYBE9BkYNFFBGbiMIVIglaHTlhuUa8y8GCoEU8iIWdwnIn2ngkFiLXqDPzkn1rskqmmPnefPN9+/fyAowT9yOHcn5kG1ttL4qwyrobi5wAqnqkj7a4LuJeQMTcAH4JOX4Nun+DC3qplKln1LGqSA/Exumangmh9yEchvFgXCntuRmik0UkPTWWe+ErMJxLw43+Otbpg0B5lRoFF5mSENZzX+pIMgbCEaanOlrJjl0H+QYTm0ucOez2Kp5ch7FmtKa/vXWQcYDd1QdHhKSk8QlpaSXYsU6OFaqJprCckujWisdgpT9g3k1VkCwD3kwtXetPaHyLOyHlwDFTof7nm8xK3IYZKy9hF93+AcR6ICuzfBlZV9Eh/JE7IaU4dl3EG0yc3c+Z4+IsWfwCJoErSOxFwQevC55ZYlph5B1gXdZaKY4FD/GSEAtTUgDjzHc2wkHY27wX2DHXQH0CBCgUtgkpRwRKcQztnqcnRWDWsA9pB5iFUaFXyk+NTAdvhKWk8dF+q6+EOFr0VPTmJTZPccl2sIZJ28UP5KtYMSeyxNMVmlgnawrBudeEbsiaklIqR3sRy4M+LI9gxsc0li2fvgl9jE8J2T11z6oaC47dpAHG2FkgpHYPAaUErjF+1Cpy0WG2Wz427iLXQdrH+Vfgn8bKnlW6OdiXaE6wv4NQQ6sEHf495w+1opcNYJ6Zl/RVqAjGISA2dC88M17QScFPiylXHAWDdoY+KaJ8Hh/niL7oBsxt1rxz8JC2o2D0gHNi9D9l1JW4Z3h3fpYV6QIKp0pRJ64aGiOP/ivk8/QG/DGkY4/EW/8a/QNIt7AYCoc7qQAAAABJRU5ErkJggg==). Также дано число ![0 \leq \theta \leq 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAAARBAMAAAC8zuZqAAAAMFBMVEX///+enp4iIiJQUFAWFha2trYEBAQwMDCKiorMzMwMDAx0dHRiYmJAQEDm5uYAAABT/YEAAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAS5JREFUKBWtkTFLxEAQhR/neTEaN9fbBME+xVUnSERBS+trvJ8g/gFTCJYK1uK1BwrBRhCLLazUQkRORJQrBCtRCxFBxJ2ZrNmk9hX7Ht88dsMEeLnQqEjNxlVyZUAfWwWe4vg0vP9DQjoREKyhsWL55h2neRyXyXPLNOsx6jrnJ48cJhKclQm8CAgzeInw8znx8RTXZcLN1xSTPeKqrcmMVoFD8oJwc980u8TbGZ2kwcPtN3lBbNPrGqyWdmhKOsDYhzGHyOsZaj2aj07bFbzn31MQboYatcQUAX+9ya6+0NCcLAE3nS35NykV/DdsDymYKESaQYTQPqtaGc1/sExGygnfqfo4EkrnJR0zQUwmYiIr3z11OE/3ZGq7xkc2PvO/4sD/jP4iacG5skJ+AZL0SEXLafK+AAAAAElFTkSuQmCC). Дана функция ![f( \theta ) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAUBAMAAAAaSvJBAAAAMFBMVEX///+KiorMzMyenp4WFhZAQEAMDAx0dHQiIiIwMDDm5uYEBARiYmJQUFC2trYAAABp0Wq0AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAPtJREFUGBk9kL1OAkEUhb9lYUF+AvEFpOExSCC2xpAYokSLbewsrEx4CQKFgc4pLKCzNjHZQmNjsZ2NxTaUKJFuY4hnZgmTzJzvnvm59w7sxqHTonGy+gA/gvJnzNg5zzNYiB7NOUvrFEMDZ4JjhpSagoI92dFOh1f8noLgFjxB0OAC1lB9uE84aMAPXMOpzojIJ3DZH/zBVNGdZqUJN3hbuFI00Kwb2FAI4U3RSeaUf6lEmbORo1u5NUcGviCXygkSSOmKJirlSWqzj6qxSNlrY6kttaWGIVQp2nZgBT/m2ybOOrWqTl/aFpi7FVbwrhc0vMjJ7scc73/1H6MjNxG9s3AWAAAAAElFTkSuQmCC).

Требуется разбить ![S ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAOBAMAAADpk+DfAAAAMFBMVEX///8EBAR0dHQwMDC2trYWFhaKiooMDAwiIiLMzMxiYmLm5uaenp5AQEBQUFAAAACpiLHeAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGFJREFUCB0VxSEOglAAANA3N9nUzcIRCCQ2i/0XsoFI8RTegY1AtnoH50geQaroFUw2A35eedh+Xj2rxvrEsuNHiR157MihjbOY0jB/Hb5zVCSxC+fYk4xNzf7uFngU75E/YtESdrCrtJ0AAAAASUVORK5CYII=) на ![k ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///8wMDAEBAQWFhZ0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAADb0It8AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEtJREFUCB1j4D23gQEI+BaAyHkNILIMRDCcBpOvOMoDGDhftHAnMLBnOHA0MPCkgMT5oi2B5LwGkNIyhkUcC4DKF7MwMFgyMFYxAACTgA/1A1CYTQAAAABJRU5ErkJggg==) не пересекающихся подмножеств(кластеров) ![_1, \dots, C_k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFYAAAASBAMAAAAzsTS+AAAAMFBMVEX///9iYmKKiop0dHQWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAAADnChcAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAATpJREFUKBV9ULFKw1AUPVWw7bN90ck/cHHJ5CaIXyC4lOoQVwctiCDokElxE6eOgVK6KFT8gSwiEgsOjgEDrko7iAiKeO9t8x5Kkjvcc+455773EgA6jvt1FNTbIMKj+Orex1VUEL1sQ8V9CZwSzHzkZytH5O15HFDH3EfcsqsXku6IV2synAvPbLcByVWxhvKSRHhW01+sarGefYHcVv+01oGlmay8buV3pgpoW+kPc1Z5DPBEXX5DB0sNljKqHJKoXKwQ3LFP35eXrbXInwUuCIYJMOXlZ/UPhRaB5kuI0iHUMo0NqH2Cnks3poQHLPjoeNBrOyHwGs2Twtktgi5nNyakGxLRD9dzQGkzID4peu90yg3yueOq7rZSKu8tyjoYmcXtbxcndnPMKp5RznCTmIGIWUzFfxf9AhrlQhUjyDrPAAAAAElFTkSuQmCC) так, чтобы значение целевой функции ![_l](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARBAMAAAAidOHKAAAAMFBMVEX///90dHTMzMyenp5QUFAiIiJAQEDm5uYMDAyKioq2trYwMDAEBAQWFhZiYmIAAACWYerWAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAIRJREFUCB1jYGB4+2f37vsfGICA6ycQN4BYfN+BRAKIxXoBSDwAsfgdgPQCEGu9AfsGEM3A8H5b/AMwgyGWgWUBhHWMgY+BiesiAwPTTwZ2BhaGLgYGRpBxxuwHGBi4gZghgBOonQeISx+wCTCw3W9L2/u/gEMBKAMGNTAGw2wtGLP6AQAGhCEPqnsYRwAAAABJRU5ErkJggg==)было как можно большим.

Определим следующие функции, полагая, что ![p_i,p_j \in S. ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFMAAAAUBAMAAAADwRznAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAVhJREFUKBVjYCACcK2S0yRCGVAJWxkDpzVxSjkSGBg+4VXKt7yjE6zAA0gewKeUqeYRVPoykN4AYr89sHc1VAyFzfwAJupfB2VNaE9gTcDCloWpZOD9H+MA4rA5RDMwX4AII7MZDCBiIFJb9AuYw/aJgX8CWwOCzcAIchhbWVpaWhJYFEj0gBm8Bgz5DxgUkNhMIDabzZkzZ86CWNxAPAfEYOARYJgKZqCxG2CCmUCGJJjDuoHBlmFiAoLNOwvMFgGTQOIOAwNTE5iTP4HzAHfOBiZbIA/EZnjCDxYHxREYnHjAoO7AoAz0+uWXdxkYWBmYYoDiYLbCC7AKpioniFKBi4JCDAyqQKUHQQJAS3iBFJjNsAqiBB6xEC6QBFnMUHcBrBTMZoBFDlwJlMH2DcSYuYEhDxhAYDbDB3Q1UP6OPw4QFtAtEDZLA0SAMMnICNREHGC/iUMdAPtwVXUj7782AAAAAElFTkSuQmCC)

Функция, определяющая соседство двух точек:

![\begin{ali](data:image/png;base64,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)

Функция, определяющая количество связей между точками:

![link(p_i, ](data:image/png;base64,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)

Определим теперь целевую функцию, считая ![_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAMBAMAAAB2C0uMAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGBJREFUCB1j4LvDd3slAwjwchxnWAZmhcx/wGAGZjHEMzD0MTA4ATnJDCw/GRg4gSxtBjYFiOx3BsYLG7iPMDCwfmDg97zwZB3QlAMMbHsZGBogCoD8BTAWcyyMxb2PAQAj5xPNS8usmQAAAABJRU5ErkJggg==) количеством элементов в ![_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARBAMAAAAidOHKAAAAMFBMVEX///9iYmKKiop0dHQWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAAADnChcAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHtJREFUCB1jYGDgu3NnAy8DEHCdbGBYexrEat/AwMD2DSRUA+J+AGKeKBBrAhC/B0oyMDwA4vsNQAIMSmEMhi8gFhcDhwMDWOtiBoYFDMdBYmBd7x8wMDAlMMg2MDBWMHCZMTD1KDAwvDktCJRnBWIIsIExGKYZwJiCCgAznBnyBHzYJQAAAABJRU5ErkJggg==):

![E_l = \sum](data:image/png;base64,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)

Определим функцию связи для двух подмножеств ![C_i, C_j ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAUBAMAAADvtHnxAAAAMFBMVEX///9iYmKKiop0dHQWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAAADnChcAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAANJJREFUGBlVkLEOQTEYRg9CaFxiFsl9hGsxGTyHGAxmi0gMhjuxGExmiVli9wAiXkHCA0gYxKyt9vbXof93vtM0TYHa9XqI8CuQOqfsL74XtDxA6eNFIDU33csJQdW+6dZOCHrqm+DuhKBb6jo7BE1lj6C3EYpyzx5wRBRjH7WDrRWeFJxMYR9ggqDnHfJDWqnpcVRoQm6G6pBfxWqixY8Y13V+XBp6L6IGejjajky2qwsFn/U8ZnmT/IlNJhoxiwzCp9oqCaLWC1mmKBKHpKi04QvOUDcAQ01mkAAAAABJRU5ErkJggg==):

![link[C_i, ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASoAAAAuBAMAAABt8km+AAAAMFBMVEX///+KiooMDAxAQEAwMDDMzMx0dHRiYmK2trYiIiLm5uaenp4WFhYEBARQUFAAAAAm6R3oAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAABS1JREFUWAntWF2IG1UU/rL5mczMbhKQ3RdbjKArLOgGskVR0dT6Q0WXIH0Qa9mhW7sPiqbd4qqojGzBF3GzFp8KdljL+tuSp9qHQvNSaKEPWxQRX4yKG8S/VKw/u2o8505mMps7yax2E1/2wMz97nfOPd+ZO3fuTAJsnI3Wm2ZsXNqrzPTMX5bIoL3yVT19lbk2bnikXnaSnVl10P/fjv7t1vC8izYIhC+0TfTUSFsXO+bqJcefyDuoQzvo64tZRP9QA55ruKPHMoDKndkd4yDcsPjYWCXM+EGH8W2V+ucuX3JRA0g60AutMXY/R02iDO0zx51M2VUdfxPaWMVhtZ15vD3Ovc5V4dgfzhC5lXRwXA4SzCyd+yse55wlqoreQtxZ93IfoRBdrN+Aqk7U21w+pZN0cAexfqbmgaQrThEH6aA7uJCjNkmHMO0Gbmp8CqhKr//OUb4m6aDsG0cTkKEpsTzOI4SpqoeZE+uLfRGxWooMA6rCTz9zlK9JOiES9zeagO8R3WdiKDN0yAIuazMVFXHxhMedIXMVRiafgqrqr+c4zM8knUgKOJUb+tIJbuLzwFtIJDIwPjYjFcRXFsNpFeErTqRo7867XVHVnRfZii7pAdoXv3p6a6Ck028ChQv5ASd7E98PrOJ0X0F/7DLUCpQRQ7NU9C2tyXdzsxc0V7iu7og0B9lI0qFyouYl9Bm234NvRbwGTFjQaxhIQR2mCBXJMgdaeJwb4E8+aUA4FXgHEW73BpR1khYQXUGyEC2zgI1ZBNNQiPqWdq0i15b8mm4pzVUOVIbBlbCJR3BRFBY4VxjN2INaz7IOVxVLY6JE189mY9ac5vuGS7SbFGjZY86irUFFJE2uBB223cNNRWBRVYd1BewUcfJJ1qE7iEgGLzmxTVyl7crQa4tImhhWaLvaqqXoGeRd51oo2+wBcyYQKiH2cvAziMSII9LSyjp9lJZWzTCmqTwygVkE25F81IwVX8BZ4MoijmBLjOYKB/NYLGFwOzReaMqN0J4ETtO2KuaKU7SzrbaC7JZ1eGeYKCi50K6UkGEsRHAeyjK0eROTQNWgbuQAVxW/t1qgxEvQPuH8h8dn6GydCa5Kb7u3yzq8he/9aD9Nki0jMIsgTUerUVW2xXK0BJ0OtT8GV7WHrn/dlgZ2cPA+W0ZgFtErzLaYW5V6am1VRwOr0m5qydWxS29nXiA4aoiLFxgkwm9nydyqlAPAbo+7FlhVf84NL7moLXgPUfESmUmxjI35I+B1vxFuVew0mhHxcmBVD7nRCdOFbUGosOWXRpgB2JhFcvCxNl/I4bCBgC9kz7aw1yexRA1KDIvELIluT6hT7X0NT3Nb2PVbYLBvwDpEfMd1IMXmS35t94v1lQ5xvXXtaf50rhd7K91BzX4/io+vi+t4BDtk2nRtzsDmDPyHGYhVn31VGuZLSlHdIbTJrBWfR3TVm96X9AZ0G19jAifoyHmFfElvQLfwyflJk3LHK3TiPwPMUAqQSMg3lmK7Z6nr+csDYTqi7rexL9m9GnwyL+lpYtVsNvtBTfxg5Bhfkh09Mr2YyJycKvFcafSVoOAQISanp1JN8p3be1ROQ0apLFjnVEun1YS7gCfiH0LPE/nuQtR0SZTu621V6vK2aLoPWCZZpTplYRbhIpHUekiUe1vVAD1/ucN007JZSyh/V4JBJPbT4ZJaUfh6dnqNlJYf8Mg9baLA5DceDqGCt9d1rL1hksZta3RC7wvSw8UjpqfXIxj6NEAown8H/Dv7BxhnfZ7jmMmRAAAAAElFTkSuQmCC)

Введем функцию полезности, выражающую то, насколько выгодно объединить подмножества ![C_i, C_j ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAUBAMAAADvtHnxAAAAMFBMVEX///9iYmKKiop0dHQWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAAADnChcAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAANJJREFUGBlVkLEOQTEYRg9CaFxiFsl9hGsxGTyHGAxmi0gMhjuxGExmiVli9wAiXkHCA0gYxKyt9vbXof93vtM0TYHa9XqI8CuQOqfsL74XtDxA6eNFIDU33csJQdW+6dZOCHrqm+DuhKBb6jo7BE1lj6C3EYpyzx5wRBRjH7WDrRWeFJxMYR9ggqDnHfJDWqnpcVRoQm6G6pBfxWqixY8Y13V+XBp6L6IGejjajky2qwsFn/U8ZnmT/IlNJhoxiwzCp9oqCaLWC1mmKBKHpKi04QvOUDcAQ01mkAAAAABJRU5ErkJggg==):

![g(C_i, C_j](data:image/png;base64,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)

В данном алгоритме сначала все элементы разбиваются на ![n ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC) подмножеств, затем делается ![n - k ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAOBAMAAACiOzMyAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAKBJREFUGBljYMAEzn8wxcAi/7CLs//ELs4tgF2c+QBQnO8O3+2VqPL8D2ZvY+DlOM6wDFW8fuaFgwwh8x8wmKGKb5zLMJOBIZ6BoQ8k7gICniCW4QUQmczAAnIXyyoQWA0S+XaoAEhqM7ApgHhwwP4T7NDvDIwXNsAFgQxuAb6GeQysHxj4PcEGwuSYD/ApXGDgPcDAthcmBKaZChhWPwAAgi8onS96QfsAAAAASUVORK5CYII=) шагов, на каждом из которых объединяются два подмножества, для которых значение функции полезности ![g(i,j) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAUBAMAAAA5EaOUAAAAMFBMVEX///8iIiKenp7MzMxAQEAEBASKiooMDAzm5uYwMDC2trYWFhZiYmJQUFB0dHQAAAD9LZ7gAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAASlJREFUGBllkb1Lw1AUxX9NShMtiZ2cMziJYCfXZBYHQXAQB4e6OWTVqYsUF+3UUTK4+g8UkQ4ZRATrLpLJ4qAEXIqT5+WjIF5495x7Djl5uYGyWt2KFOD3F9OG2GM1WRnD2nDF3INqaky5qY1mULMSG3Vy+6+OFVVCr8IF5GKfT2NGYH8kpbz1JhzD0sSbG/S8qDDcLBRew4xWzB6sO5PC8NkU7sAhzYi5eNgvDJcXYcryN05WGGYu6k49xc+56poo9ksZfkRe8WOO4Qys/LJ0LHPVEfaufWoQv/PAIJPmddR0zd77PaxpVasJ50Np7YlarOMq0xGaynRWEuVOcc1nUC8x0zyTqSU+Mwj0lMnVWgLCI3O7W6V/bRvpxDR8uEgDEfOusv792l+IEj9BCPUaGQAAAABJRU5ErkJggg==) наибольшее.

Вычислительное ядро алгоритма состоит из двух основных частей.

1. Вычисление всех связей между точками. Для каждой точки создается список соседей. Проходим по каждому такому списку и увеличиваем количество связей между всеми точками из списка, поскольку они имеют общую соседнюю точку (ту, которой принадлежит список).

2. Цикл по объединению кластеров, содержит ![n-k ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAOBAMAAACiOzMyAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAKBJREFUGBljYMAEzn8wxcAi/7CLs//ELs4tgF2c+QBQnO8O3+2VqPL8D2ZvY+DlOM6wDFW8fuaFgwwh8x8wmKGKb5zLMJOBIZ6BoQ8k7gICniCW4QUQmczAAnIXyyoQWA0S+XaoAEhqM7ApgHhwwP4T7NDvDIwXNsAFgQxuAb6GeQysHxj4PcEGwuSYD/ApXGDgPcDAthcmBKaZChhWPwAAgi8onS96QfsAAAAASUVORK5CYII=) шагов, на каждом из которых мы находим наилучшие кластеры для объединения и перестраиваем соответствующие кучи.

Вычисление связей может рассматриваться как перемножение двух матриц размера ![n ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC), что можно реализовать за ![O(n^{2.37})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEMAAAAXBAMAAACi+++hAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAY9JREFUKBVtUj1Iw0AYfdSmbYxpujmJroJCECd1cBUcgqMIujg4CEUHB4d2ERGXTOJmHQRFhE4OKrTgpi1WcHIqoojgT8FBqkJ9X0Lww/rgvvfzXS93vQPaYFYOmD2M+IlWq9DWDYIzbBeBjXTeXlmi+A87cOpANt04xeufvpENAxMlUTEXqGE0zF4qVVnwOXSsgxzJ2yJsH51BeFKGuQ5YhcCxdPSJSm8iBZiik/MsN1y4Tg7wjCKMPN6xRdvNcVxjecsiHrRZzMtl/8msWU0M091x7Esr52FKWJBrtbibmQsP03QOf/Mt8ayLPcAYMsYOxSrEfcQ+xF/VMcF9pvpxpNoiO12kGiJ6i+ChHkseesQqxMpw5uitT+CL/AasqbbIrj44GbLNr8mUaySFNDglPscg50I+hEnY4yQNuwyDC1iLDBc4mki4ZT2B2/WAXeCeJIdON+CsckENHhrGQPVSMv6NvBz7XPepE8prreIXpX+vUYXhNUaBlYmUZrOm3Yw2kQ6fVOSihxn5gPkwfwDcSlntWgLhtwAAAABJRU5ErkJggg==). Затраты памяти на хранение связей не превышают ![n(n+1)/2 ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAAVBAMAAAA5lpTPAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAZRJREFUKBWNkz9Iw0AUxr/+S2zapqNrCYiDDh1EcOuqUwdxUbDoJDpUVwVBRHBRwc3FTkIX7eJUlODSNWtRobsOgoNY0freXS7Ns4sHyf3e9325JC8X4J8jI3NuRdZR1dX0EgkKlmWpq6wPOBqbsLdmo0y2EWEMtsuA7SuhjF2kSsbLVw3xTCkeF2sMM4xuAB/2NyOPpJ7CcxiHw7DCYuoMR0A/9PFqQM0iXmTpHJgG3uE+uY9N4Jrup4lNEU/WSXlmOf2FwlgHV8AkDLEu4k5AyhzL1jEWL3ugBh3CEOsinm8BunH7dWAVOAE+KaQJD5534HnqCvWqOR/I9cjHBB3rSFOW45pYF6tzPMWq06PTFKySepiQSJJxix5mgdV72MAHEkEL41RqYkOszovekkhfykLmDcX5gBsZkoiXqErWAZ532u1NFHxYd+rThUSGWd266W8ACWq4T+LpYPDDJg/SYqMWYyxRw6txgVhuMWHSFpM7ityseTuR5MKuAXsj6p+/Zejz79EZliG5lRFJC12aGsb7BRwRV2EmiUMAAAAAAElFTkSuQmCC), когда любая пара точек - соседние. Однако в большинстве случаев среднее число соседей ![m_a ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAMBAMAAABl3At4AAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trYEBAQwMDDm5uYiIiJiYmJAQEB0dHSKiooAAAAOfF4yAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAH5JREFUCB1j4LvDd3vl7B0PGMCAm/0YQ88FtgIIL2T+A4bFDKwfIDyGeAaGWgamBVCeFgPnFwZGBShPmoGvgGG+A5T3jYGngeEySwD3JhEGkH7mCwxnmBhOcwJN4j3AwD6BIeMKy082AahqIMVnwK2A4LE2MMcieAxnb59jAAAU+B5ORd3aUwAAAABJRU5ErkJggg==) и максимальное число соседей ![m_m ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAAMBAMAAACHABABAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trYEBAQwMDDm5uYiIiJiYmJAQEB0dHSKiooAAAAOfF4yAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAIpJREFUCB1j4LvDd3vl7B0PGKCAm/0YQ88FtgIYP2T+A4bFDKwfYHyGeAaGWgamBXC+FgPnFwZGBThfmoGvgGG+A5z/jYGngeEyS6SG757c3Qwgk5gvMJxh4mPewP9gOgMD7wEG9gkMGVcYpjO4M0TBdTEwvGK4w3AWiX+aoY+hcgNCYAmDJMPZBADTGiPCHuPsOQAAAABJRU5ErkJggg==) значительно меньше ![n ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC), в связи с этим оценки сложности зависят от данных параметров. Сложность построения списка соседей оценивается ![O(n^2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAXBAMAAABQR7oEAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAURJREFUKBVtkb9LQlEUxz+oT32+Xs+tKXINCh6tNbQGDdIc5NLQEAiNDU7R6thWDUERgVNDBD5oVNGgP0AiaFF0i36Afa+XV4YdePf7Pd/vuZfzzoGpcJtXU5oV7jmp/W+dEnT/Ok7Z5i718qql/WbLXO/9FC6TG/O7CPcYvLPYSRZwC0oyuzqeINEVjqNHjTmx246OQZmUlcFtHFR5VnZplEqRrdipjEYQqOLLKDshF+CsOGvXtiBVJfFmaLvLBiSzi9xYJxeSHRq6UEPtvdaLzFsnERGURL0P+BQO4Mg6MwWCvKivJ43zSMaAQk6qJKyEmNfYxF8XKPwIR+XevvievnfSYSSEXBHO4UVgup4dEhzqukJd4yy1GobrrzUw/8FwSFuY4tCfcH4nakQz0Ti8fMyEbmciYXsisZuLhXjbJte2vwEFDUTwZi1reQAAAABJRU5ErkJggg==). Для каждой точки, после вычисления списка своих соседей, алгоритм рассматривает все пары его соседей. Для каждой пары точка вносит одну связь. Если процесс повторяется для каждой точки и счетчик ссылок увеличивается на единицу для каждой пары соседей, то в конце концов, ссылка рассчитывает на будут получены все пары точек. Если ![_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAAMBAMAAACU11D1AAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trYEBAQwMDDm5uYiIiJiYmJAQEB0dHSKiooAAAAOfF4yAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHhJREFUCB1j4LvDd3vl7B0PGICAm/0YQ88FtgIQO2T+A4bFDKwfQGyGeAaGWgamBQwsAgwMWgycXxgYFRgYJjAwSDPwFTDMd2AAgW8MPA0Ml1kC9jiAdDFfYDjDxOfxgIH3AAP7BIaMKwzsYFUQ4gYSe+kFBGf3AwB2+R2nBWukAwAAAABJRU5ErkJggg==) - число соседей точки ![https://algowiki-project.org/w/ru/images/math/8/6/5/865c0c0b4ab0e063e5caa3387c1a8741.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAOBAMAAAD+sXAWAAAALVBMVEX///+KiooiIiIMDAyenp5AQEBQUFAwMDB0dHTMzMwEBATm5ua2trZiYmIAAAAeH9ZBAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADZJREFUCB1jYGC4w8DAvYYBGXC2H2BgYwtg8GG+wMAwbwMDQxJQdiEDA8uDHQwcCrcZuBUPAADlWwo72k1yPAAAAABJRU5ErkJggg==), тогда для нее мы должны увеличить количество связей на единицу ![_i^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAXBAMAAADjD5IeAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trYEBAQwMDDm5uYiIiJiYmJAQEB0dHSKiooAAAAOfF4yAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAK5JREFUGBljYICB7B0JMCYD5wa2SjiH7QPDVziHIYHzC4LDwKOAxLmDxGbdwIngZU+5Buew/P//gYHvDt/tlbN3PACLcrMfY+i5wFYA5oTMf8CwmIH1A0R9PANDLQPTAghHiwFoNaMChCPNwFfAMN+BgUUAyP/GwNPAcJklgGECA0gr8wWGM0xgZbwHGNgnMGRcYdjjANEGIvk8HiA4DOxIbIYbyJylF5B4ux8wAAD7VCo3ExaN7AAAAABJRU5ErkJggg==) раз. Таким образом, сложность алгоритма является ![sum m_i^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAAcBAMAAAA3njqAAAAAMFBMVEX///9AQEDMzMwiIiJiYmKenp4WFhYwMDBQUFCKioq2trbm5uYEBAR0dHQMDAwAAAAt/HmUAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAVdJREFUKBVtkj1LA0EQht+QXHLcGRIs1Ea4JloYMf/AQIIgNinETrQSS0EQFATBXsU6wWuFgCnsFNQ6hfEPaAo7kYgf4Pe4u5fdWWKmmH33efZgdzh0iKuFnrr7bijiH+9R23JeeQtI0bJGC286ifUUdfFV592gkknACTIV0Um0qNxAJ8DDhdglqGmQOSbJiGzTL7L/q3RWonMq/jMCzKMhukOffaQ3NxlKvP/bR04RKZqkNba1bK10Vt40wL/+MRnFqzA1ijqDIwr0xpn4QLyNJb0HYtZUnScMtLDLEh31JgXcghzNqiXXOSeLqMJ/Bsa6zH1gmQkxjHQ7B7/LqgFLcZVHxLI7mjj2hG6AJrztIDEY6fyBPmath9Ec/HuLcbxUMcnDq7BLR3TDEDc0EfFFma133LJDYlZu+B3jr5ZU0eu+w8/N0FevzPMPT4VeObTCZV1WHfsDSWNoJOVb+FwAAAAASUVORK5CYII=) и может быть оценено ![O(n m_m m_a)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAAUBAMAAACABSXcAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAaBJREFUKBWNUz1Lw1AUPU0b+xGb5h8YcFKKBJ2EDq4dhEBB3QwUN5Xsgi0uDi5BHFyEShEdI4KDHzR21BYjdOzg4CRIu5SCOHhf6EsaJdALOfecd+59yfsI4Me6zyJJ3Pasr1abiOxE1gVGjdE7B+lDSsFwNDsmK7lF0AEWossCJ2YCty7pnomVYDiaySpwxeyKLhKdIPpI/7CyTS2jAyW19GwzfLpvXfDusCxCGDLn9T1hAdqBlXHhEM7ilDeEZR2pPnNm7JQJeW+AmOuhgd6o4Y/MI2eQI30jZ9NR9JHSPdTwNmr4I5vIKeRkh15DVkHFBmHDxCpvCMsmEgY5FQ30SUg47EAINyB5S2NNYdmFSI60A0xZQM5CeZrhPOLG/uNlYa7g+BKtDs1Jm3cOfOgA21Za6PCGYRmC6urbGEhVXwpOg95XBMR8+4WYrAKLQFdjeIR03ZSqyaqs+LJin1CZQc8oDE54FpW4KmhcYQ1tmtb19f/LJzgZPfXgF3xiVwO7fDyuOeE5ZiZsYZkrCEtNHWe+pLU4YyKK1saNyX7RX9RDeoHMCUlEAAAAAElFTkSuQmCC). Поскольку каждая точка ![https://algowiki-project.org/w/ru/images/math/8/6/5/865c0c0b4ab0e063e5caa3387c1a8741.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAOBAMAAAD+sXAWAAAALVBMVEX///+KiooiIiIMDAyenp5AQEBQUFAwMDB0dHTMzMwEBATm5ua2trZiYmIAAAAeH9ZBAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADZJREFUCB1jYGC4w8DAvYYBGXC2H2BgYwtg8GG+wMAwbwMDQxJQdiEDA8uDHQwcCrcZuBUPAADlWwo72k1yPAAAAABJRU5ErkJggg==) может иметь не более ![min \{  m_m m_i, n \} )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIQAAAAUBAMAAAC+DIjXAAAAMFBMVEX///9QUFCenp4MDAxAQEAwMDDMzMzm5uYiIiJiYmJ0dHSKiooEBAQWFha2trYAAAAHBCYaAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAkNJREFUOBGVlE9oE2EQxX/ZtGmySZMcFCJ4yKmKF+PBgwUlBy0mYIlQUJqDQZCCRAgISiEQRdSjC0ZoFWTBItRTTiLRQwQxtAX/oCABkVXMRSr2oBa0iPNtstlgVkoHst9782ZesjObhYEIbLMGcl6JaKYEunyc0F44aDXpoE1O7bkU5Nyi6CEHn3TApudbqfjsVXXVK+mZU5XBgoe0NQst3bMIjDlwaxas8XWlPnfhQZ4zv6LvHy+eEB+xCC+EF6/P3qo5rvV0fe7ifN6hSu5Wwgf4XhjO863EMrEJpqRKhhSKTDJlRhtOj/HMGs6y6lBd5ONC7MFPw35C61QsxvHnuCmbllWNVWpcQVvr9mgzvwmm2OtYKPmykGJSLhk4QKhBLKksDLHQ3qiHRaqX8V0SZIeYRUwScK7DRV4RFDhoQdW2SPVZoDdFTDDyk9F4pwFlVinwGkY6mQSBdUFFUy4eFuyTfItwQ3V1Y9TgiTJ1ooXvleBjiu8Y/BVqI/xhKMe9wK7tZ6tf5iFmcQQ9dTo0oZqU7DcNe3cge1rqzmKJiJqFLci9+00O+8J+I1Yr26MZZygdf5jnvImac2xGTvVlstT2Rnznj083Wu2Nu6ee+l5O2oKeJlKifZ8yRXbDAjSJThdoUM7J0tL4bku3bZFSPv+ELXRzj6Q76+q69JsuVZVa3OU91G+RkVttGj0puGfAwvNvdrTXAdd4R9bqJUJ3CCR7TG2Zjy51Ubnm4kGku6mwPMf9rxxXoWr1kf9Drfvi+wtg1pR8lNbNhQAAAABJRU5ErkJggg==) связей, то общие затраты памяти не превышают ![O(\min \{  n m_m m_a, n^2 \} )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALEAAAAXBAMAAAC2QrMFAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAvNJREFUSA2tVU9IFFEY/7W7s7Ozu7PjKaEILYkQDBaDOuRBOvSHPGxF0CFoIToUBQtCRB0URCK0WqqDeMhNEIqI9mRLCE4GQam0RofoNFlQkKLUQdPAfu/NvnHcVVLwg/d9v+/P++2bb743C2ymGGNPNpPOxzWEnrzP3UTYB8tZhU7LVAb1D9nK4NoRA8OZe6PMH3RrpsfGxTNMeTsStxTscRRap90L/OAJo7L8pQ3jJhDLeZuNiwo+UmCdNlgLhLgMLugXqD4CAYe2XLaVB/7jTyGPLTkWVXMNFqlmMgjRVMgGmY3R1qzLPEmqx4KuLYWTy7T6d4U3yNy2tASX2WJH/gqWc0kMAA86T716sW8A138bR083PWWczFqjRij09qF3qdJPlrmqSmZlN0JZBOaE+97BMZpfmegA+vLogLUH/QwcAoKRejxDnLo/abQzJqTMVVUyF62iiSYRmRVuTR4cD1xCfBHDWZxHOIc3rGfw+3AKO6TeioQsZqEI+lxVJaig36EK2LDStLEFYJH2MuLt4hqR2SZz4nCewRmgU+oOmOI4Uhj0u6pK5q7y8eO1sESxyZaUmNM+ZgS7mJyAztwEYnMIFeVWGVzhqiqR1juoyBxK07YlIbvBM69gxhUmW2A2C6218+7Sl1LmqiqRCzRTmTY0HjcmCMS9q2AWU/cH4aRNHchhv/7zc+vI/TERlK4THz/CEq9KIDkb0RTAC/yNRkwdukt97kZE9FlOHd+adSNJHU5il6mFbStVEK9SumiIzWKQT+xWcUeJmVMHrWFcfJ3AW9M7X/y08LCmpXf+7fPb5t16yRyshfka1JE8eg+ggGv44rn6otGMQo5TJKsEj3vmsISu8mMvXHkHT6ARdV5eS8eLAM/sE9mNaV8g4PgcBSuZG9i2LlvlE7nw11WZxRdJSaxKIZ/d6cMurMZx1LGJJalr2g3dKTmuEaNpcC3L2WXooULKg2uD4MrUmYz68qv4av9WGMmq9HrtpJgH/lv9AzoJ06oZDEgtAAAAAElFTkSuQmCC).

Построение каждой кучи потребует не более ![O(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAUBAMAAAAJnbK1AAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAQxJREFUGBldkT1Lw1AYRo9t0w9Ckv4BsavQITg7uAoOwVkwi4OD0N2hk7i7CxURBBE6ObhY6qjFCo4ORQQXpdnEj8HnTb1BvHBzzvMkubwkUCyvM9NyP+fb7cjk1d3vmVwOaOyDnwcrDrRrW7o8QGki5mtOR12MpdMOld8OwhacWuomrBctGY1vS5sxJ+AtectnSquU3q29m0gp1xc5Vzqmnlm70EdjvFwlzCu1iVLB/4QvcQp7wpCoKQQ6xtp7aoYhlVToxtgJrBGsCI94eszfkW5rf1CNB9g4R/CcqJGGGdGuXtM4Xnt0o5InTdYiuJamlmer6oRwXOi/r+N6v+ns0Ilxw4WeE+OfP/QDsqg8oMTj6oQAAAAASUVORK5CYII=) времени (поскольку размер каждой кучи не может превышать ![n ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC)) Сортировка каждой кучи потребует ![O( n \log{} n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAAUBAMAAADhHQeeAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAdFJREFUKBVtkz9oU1EYxX81eXnvNSavCCIOYhwchCAhiw6KXUWHQKEdDTycqpA9SEAR16AOpSBUS0EU4Yqg4OIj3bShER0cHIqITtKAaPAP1HPT3pcg+SA5v+/ck/u+e3mBtBZSmgAZMzS/bXQFxcQllg86GtMVyy8TwluS1Pe/pziC20L/sr7ew8mRHY8wpakGPO+p3W4wm7pMihZL8NBGWjVP6GpSlD7hXxu4VJmuwVxp7rUOqF39d2cNmfLx6hZe1TvzWOZ59g1sdHMr24bK9fa0HSfmrvEXmWcpbJAJTvBE5ipB30aPmqBBsfmDqd2oRnjAAaIafH1V44giZaK6JP+byOhq+wRaJA71qNMcG0bZhpsyO0QzksJgGC3M0NIviD1Fz5klM6+Gt/h/JB2ydUmrggYgm9gL3tt1kzvrie0uUpiVfMRukL8KuTZEbeL9cmNuwCNOCVW/yFUSWIP78LkG9rI01eCZFq/wxYSLfGoaNTpA1KzYy8Ird99YpwRVPUbm8s9eWO4Ygp2dQ5ApUVhXoK7PXtUdOM0f5sUH11DspTj+uuya2o5cwwXs6+LqqQOn/gWdwjXcS0kzJ2PNEK9tdEfeyvjqwnjzP+sP8w/FF3OHlcfEBAAAAABJRU5ErkJggg==). Рассмотрим теперь основной while-цикл. Он содержит ![O(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAUBAMAAAAJnbK1AAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAQxJREFUGBldkT1Lw1AYRo9t0w9Ckv4BsavQITg7uAoOwVkwi4OD0N2hk7i7CxURBBE6ObhY6qjFCo4ORQQXpdnEj8HnTb1BvHBzzvMkubwkUCyvM9NyP+fb7cjk1d3vmVwOaOyDnwcrDrRrW7o8QGki5mtOR12MpdMOld8OwhacWuomrBctGY1vS5sxJ+AtectnSquU3q29m0gp1xc5Vzqmnlm70EdjvFwlzCu1iVLB/4QvcQp7wpCoKQQ6xtp7aoYhlVToxtgJrBGsCI94eszfkW5rf1CNB9g4R/CcqJGGGdGuXtM4Xnt0o5InTdYiuJamlmer6oRwXOi/r+N6v+ns0Ilxw4WeE+OfP/QDsqg8oMTj6oQAAAAASUVORK5CYII=) итераций, где основная сложность каждого шага приходится на for-цикл. В худшем случае потребуется вставить новый кластер в ![O(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAUBAMAAAAJnbK1AAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAQxJREFUGBldkT1Lw1AYRo9t0w9Ckv4BsavQITg7uAoOwVkwi4OD0N2hk7i7CxURBBE6ObhY6qjFCo4ORQQXpdnEj8HnTb1BvHBzzvMkubwkUCyvM9NyP+fb7cjk1d3vmVwOaOyDnwcrDrRrW7o8QGki5mtOR12MpdMOld8OwhacWuomrBctGY1vS5sxJ+AtectnSquU3q29m0gp1xc5Vzqmnlm70EdjvFwlzCu1iVLB/4QvcQp7wpCoKQQ6xtp7aoYhlVToxtgJrBGsCI94eszfkW5rf1CNB9g4R/CcqJGGGdGuXtM4Xnt0o5InTdYiuJamlmer6oRwXOi/r+N6v+ns0Ilxw4WeE+OfP/QDsqg8oMTj6oQAAAAASUVORK5CYII=) локальных куч размера ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trYEBATm5uYwMDBiYmJAQEB0dHSKiooAAABUHeUoAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUCB1j4LvDd3slAwMvx3GGZQwMIfMfMJgxMDDEMzD0AalkBpafQEqbgU0BSH1nYLywgYH1AwO/5wUG3gMMbHsZANtzDsvSr/YZAAAAAElFTkSuQmCC), что потребует ![O( n \log{} n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAAUBAMAAADhHQeeAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAdFJREFUKBVtkz9oU1EYxX81eXnvNSavCCIOYhwchCAhiw6KXUWHQKEdDTycqpA9SEAR16AOpSBUS0EU4Yqg4OIj3bShER0cHIqITtKAaPAP1HPT3pcg+SA5v+/ck/u+e3mBtBZSmgAZMzS/bXQFxcQllg86GtMVyy8TwluS1Pe/pziC20L/sr7ew8mRHY8wpakGPO+p3W4wm7pMihZL8NBGWjVP6GpSlD7hXxu4VJmuwVxp7rUOqF39d2cNmfLx6hZe1TvzWOZ59g1sdHMr24bK9fa0HSfmrvEXmWcpbJAJTvBE5ipB30aPmqBBsfmDqd2oRnjAAaIafH1V44giZaK6JP+byOhq+wRaJA71qNMcG0bZhpsyO0QzksJgGC3M0NIviD1Fz5klM6+Gt/h/JB2ydUmrggYgm9gL3tt1kzvrie0uUpiVfMRukL8KuTZEbeL9cmNuwCNOCVW/yFUSWIP78LkG9rI01eCZFq/wxYSLfGoaNTpA1KzYy8Ird99YpwRVPUbm8s9eWO4Ygp2dQ5ApUVhXoK7PXtUdOM0f5sUH11DspTj+uuya2o5cwwXs6+LqqQOn/gWdwjXcS0kzJ2PNEK9tdEfeyvjqwnjzP+sP8w/FF3OHlcfEBAAAAABJRU5ErkJggg==) времени. Таким образом, сложность всего внешнего цикла составляет ![O(n^2 \log{} n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAAXBAMAAAB0XjXEAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAgZJREFUOBF1k09o02AYxn9b/yRZbDMEEQ9iPXgQipReVFDcVfQQGGxHC8XTFHIvUlDEg5fgPIwxYSqCKMInggMvhu42V1bRg4cdhoieZAHR4h+s75eaNNDsPfR93t/z5Evy9QuM1cqGP8b2BnZg3d7bHXOskL9jMAPM/2e+3c9wBeVUxL9udkWUgzg02YPlA/GU6qtavwqwbklLeF2U8S0ZR+KONi7Lz3s4EeNyYItsxmOqT3jwUm7NrsdMzFfWTovMipcr8FjH2m5BZFTGYBCKyIoTYv3RoUu1KRdmK7MbKrpGx413ZxW56rH6DoV64cxTMc4zGe3a1k7eh9p1f6qXxO8qY4E5liyPnHmcZ2I8xAy1f0SZHuXWdyZGcXmcB+zHceHLa5fDEqviNKTZv3CUbH2IKWZUTUtue4qjUZxduCm4gzMtrdSP4qVp2nJVVM2CxM+pJTWnx7cYv6V1yDektWvIw5AP9B8wrGj1LRbXAz1fpDQjbRu9iH0Vij44Ps192pVqcgOecHI4/aRYC+AR3IdPLuiNlCfsvxj6XOGzshb42FIC5KWcVk1vJIVq940mFZDDsi1Q1/KPnlXtKMzB4KCcxQqldaENbQ2rEYt0tw+x9iEB5V4iR0dshKJlKXox0UcsruexSHfjgrxZAu4lSt4hSA2JvLbZHfHVBIuYTw9ZWj6+f6cLgMN2daGYAAAAAElFTkSuQmCC) в худшем случае. Затраты памяти зависят от начального размера локальных куч, поскольку при слиянии кластеров их старые кучи удаляются, а размер новой не превышает суммы старых. Поскольку каждая куча содержит лишь кластеры с ненулевыми связями, то сложность совпадает с первой частью и равна ![O(\min \{  n m_m m_a, n^2 \} )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALEAAAAXBAMAAAC2QrMFAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAvNJREFUSA2tVU9IFFEY/7W7s7Ozu7PjKaEILYkQDBaDOuRBOvSHPGxF0CFoIToUBQtCRB0URCK0WqqDeMhNEIqI9mRLCE4GQam0RofoNFlQkKLUQdPAfu/NvnHcVVLwg/d9v+/P++2bb743C2ymGGNPNpPOxzWEnrzP3UTYB8tZhU7LVAb1D9nK4NoRA8OZe6PMH3RrpsfGxTNMeTsStxTscRRap90L/OAJo7L8pQ3jJhDLeZuNiwo+UmCdNlgLhLgMLugXqD4CAYe2XLaVB/7jTyGPLTkWVXMNFqlmMgjRVMgGmY3R1qzLPEmqx4KuLYWTy7T6d4U3yNy2tASX2WJH/gqWc0kMAA86T716sW8A138bR083PWWczFqjRij09qF3qdJPlrmqSmZlN0JZBOaE+97BMZpfmegA+vLogLUH/QwcAoKRejxDnLo/abQzJqTMVVUyF62iiSYRmRVuTR4cD1xCfBHDWZxHOIc3rGfw+3AKO6TeioQsZqEI+lxVJaig36EK2LDStLEFYJH2MuLt4hqR2SZz4nCewRmgU+oOmOI4Uhj0u6pK5q7y8eO1sESxyZaUmNM+ZgS7mJyAztwEYnMIFeVWGVzhqiqR1juoyBxK07YlIbvBM69gxhUmW2A2C6218+7Sl1LmqiqRCzRTmTY0HjcmCMS9q2AWU/cH4aRNHchhv/7zc+vI/TERlK4THz/CEq9KIDkb0RTAC/yNRkwdukt97kZE9FlOHd+adSNJHU5il6mFbStVEK9SumiIzWKQT+xWcUeJmVMHrWFcfJ3AW9M7X/y08LCmpXf+7fPb5t16yRyshfka1JE8eg+ggGv44rn6otGMQo5TJKsEj3vmsISu8mMvXHkHT6ARdV5eS8eLAM/sE9mNaV8g4PgcBSuZG9i2LlvlE7nw11WZxRdJSaxKIZ/d6cMurMZx1LGJJalr2g3dKTmuEaNpcC3L2WXooULKg2uD4MrUmYz68qv4av9WGMmq9HrtpJgH/lv9AzoJ06oZDEgtAAAAAElFTkSuQmCC).

Итоговые оценки для всего алгоритма:

**Сложность по времени**:

![O(n^2 + n m_m m_a + n^2 \log{} n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOQAAAAXBAMAAADpf/4JAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAy5JREFUSA2tls9r02AYx79Nm7RZ1h//gBhQkOmUsJ2EHnboZagQHIgHYYUhIjoJKF7GbBHFww6WIbqLbGOIiogRwYObLNab67CD3eyhiCDIZPUwhj9gPm/yJnnXdWPVvdDnfX5838+TN28SCmwZauXpllybiXYRc5iw22zRLG8XMYl0vZnRZrxbhGx5YBXz3GuzUSjfHhH1buD3yiJzVoIlRwPvnx1CqNNmi+VTLPfGgXoH0NyAJaI6s/81XETBaMEYp1z8PJllQKr7ghV4u8/4iV3Nm9QuQmnVMmIBr6tEXLUQ88HqwtWS62f8zK5mUe0hWrZM6cATBiyYOO2DCxsbnitC/OL2s6j2EC1bogH1D6MMGngEyD1y9lkI5ZABfeCDDbLvZisk8kZTSElPLSKo5WjvJ6CnPHAshPdDWmeMj3X003OT6MJzD8ksb2ncLHVU4ZA9gAm/2hQGahGhGOoJXLflvFp8EMJnkGgwyn4b9NB+nTexz4f6LVMja4hUXZvHKq82hSzrXaCIUAzaZ4ce0bFGdb/SjXSeQu0X8JtmIt6miY2DudytXI5xUg0kTNcaWHJrPCmEoVpAKMakhWhRyrgtfXgZaUZN0t1lLZcQZxMf3nUjmUHBZpY+Sqf8WlNIaa4WEIoxSC1/q2Nyni3jlTJiLGQvLd1YnESyjyY+OCTmsNeW7Flo7sGzclNIGa4WEO4uOxtqNusCeaUGmSjaMOUu0u8nFMNx68xwSLqEoU6QPYxo/sbbx9murBOEqCxb3gKuFhCKkaCznIpyAa/QQz8NfDFpFbl0aukRwyOQ5RA6nfVX7CSGIOlV8zLWtGIQSs4813tqEaE4qUu4b6cOzTKJX6E3Q+5eXGCpz+7HNfme+d7gLXuAmgGyY1BnLK0YL6YyQViw721SR3X4CPXFMMYrR4C7Gz+sEJ7nepqU0OVedUuGEnImqktGUDmDxZ3UrPaypI0WuYg2K1ClepDeyZGcDjMxFyi+4UrYP8hucuj+4EKQYZ91f2gZ39txjlgxWzoeSKTeshkErZ1rNlJ9Qelh4JFzTgz20I/XKrUQNxW6dErClsX8nvr0R+Qv7Hnl8i5UpDwAAAAASUVORK5CYII=)

**Сложность по памяти**:

![O(\min \{ n^2, n m_m m_a \} )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALEAAAAXBAMAAAC2QrMFAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAvpJREFUSA2VVUtoE1EUPSaZTCbfriwo0moRKVQIFXRhF8WFH+wiKoILwYC4UBQKBRFdtFCKSKsGdVG6sLFQUETMSoMUGisI2hZTcSGuYhUq2NKii/6Eeu6bTyYmmPRC3r3n3PMOb17emwFqC2PqSW3CTavGMJjZ9KSaJgwjVqhJWEmkdZaz+seUSRoYr9AunwDcmyR70OwsTE3Lk847uugtuxws2BX2OlWV4geXEFSaVzkYN4FQ2plhXLTLR3YBb6NTVil8VBqi1i9w+AR4Csz/xjaHmIc8Vy2xJU1VPX8v8hwWO+FjKgvH2ZjsSpV1KxPKeZa9x9LvTuBkUafP2bXj3L2xYXPVsnKOcUf+iPJcHKPAg75Tr1/uG8X138bR021PydNZa9VUaRqaSMbtY+8TJqckRaicfSl4lqX9oYBjTL86g6MYzqAXsT0YIXEI8Aaa8Uw0KkwUJjcSN3osshQG60gH4wgsSbshAx4PXEJ4HeMpnIc/jbd0JTk3nsAO0agwkYxbEVVTSZdC/Q4pTw6xJHNoDVhnvoxwj1w2OufoHD2cIbkI9DFZYSKOvYjI4lSUwqt8/HAjYtKOcEss56TLGd5+NmegS88KE80gtAxfvki6oN5Lms6+JHN3HGo3uOYSZ1xhswORdiYrTNQBrcd130ugp53SSA4alxsSA7l3Zc5y6lbhj+eYzTDRKjxp7Nd/fumauD8lEgUL4ekjgDobwQTAC/ydSU4dBqx9HkBA9lmdOv5PsRt8Jt4pjibi6I9jV0Tz52KJrJAKoiW0ZDnz1EFrmZa3E3hrhlbyn9ceNnQMrbx7fjtyt1k5exsReSMCZNM8LQpxDGQwdABZXMNXIRXU1412y9kvE6xw1zYnN8UVauUuDJxAK5ocRkuG85bzgkNWfSOJsty5hZvYn7Ndomn/N8tZ3kh2hOrsypV3umroBTdSdT2Ooynl0E1tu6EOo8G1F+NssXSqbMIpuceu+j/lmU77zW+LKn2tMFFckK2rkmflPPBr9ReFA9OqEKfGPQAAAABJRU5ErkJggg==)

**Список обозначений**:

![m_a ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAMBAMAAABl3At4AAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trYEBAQwMDDm5uYiIiJiYmJAQEB0dHSKiooAAAAOfF4yAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAH5JREFUCB1j4LvDd3vl7B0PGMCAm/0YQ88FtgIIL2T+A4bFDKwfIDyGeAaGWgamBVCeFgPnFwZGBShPmoGvgGG+A5T3jYGngeEySwD3JhEGkH7mCwxnmBhOcwJN4j3AwD6BIeMKy082AahqIMVnwK2A4LE2MMcieAxnb59jAAAU+B5ORd3aUwAAAABJRU5ErkJggg==)- среднее число соседей

![m_m ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAAMBAMAAACHABABAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trYEBAQwMDDm5uYiIiJiYmJAQEB0dHSKiooAAAAOfF4yAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAIpJREFUCB1j4LvDd3vl7B0PGKCAm/0YQ88FtgIYP2T+A4bFDKwfYHyGeAaGWgamBXC+FgPnFwZGBThfmoGvgGG+A5z/jYGngeEyS6SG757c3Qwgk5gvMJxh4mPewP9gOgMD7wEG9gkMGVcYpjO4M0TBdTEwvGK4w3AWiX+aoY+hcgNCYAmDJMPZBADTGiPCHuPsOQAAAABJRU5ErkJggg==)- максимальное число соседей
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### Реализация алгоритма

Данный алгоритм был реализован на функциональном языке программирования Elixir по оригинальной статье авторов алгоритма. Были написаны тесты на основе примеров, описываемых в статье.

Алгоритм имеет следующий интерфейс.

Входные параметры.

* Points – массив кортежей. Каждый кортеж состоит из названия транзакции и списка ее атрибутов.
* Number\_of\_clusters – количество кластеров, которое необходимо получить на выходе
* Theta – граница, по которой определяется соседство двух транзакций. По умолчанию, значение границы – 0.5.
* Similarity\_function – функция расстояния, необходимая для определения являются 2 транзакции соседями. По умолчанию, используется Коэффициент Жаккара.

Результат работы алгоритмы:

* Clusters – список, каждый элемент которого представляет кластер.

Пример вызова алгоритма:

points =

[

{"point1", ["1", "2", "3"]},

{"point2", ["1", "2", "4"]},

{"point3", ["1", "2", "5"]},

{"point4", ["1", "3", "4"]},

{"point5", ["1", "3", "5"]},

{"point6", ["1", "4", "5"]},

{"point7", ["2", "3", "4"]},

{"point8", ["2", "3", "5"]},

{"point9", ["2", "4", "5"]},

{"point10", ["3", "4", "5"]},

{"point11", ["1", "2", "6"]},

{"point12", ["1", "2", "7"]},

{"point13", ["1", "6", "7"]},

{"point14", ["2", "6", "7"]}

]

Rock.clusterize(points, 5, 0.4)

[

[

{"point4", ["1", "3", "4"]},

{"point5", ["1", "3", "5"]},

{"point6", ["1", "4", "5"]},

{"point10", ["3", "4", "5"]},

{"point7", ["2", "3", "4"]},

{"point8", ["2", "3", "5"]}

],

[

{"point11", ["1", "2", "6"]},

{"point12", ["1", "2", "7"]},

{"point1", ["1", "2", "3"]},

{"point2", ["1", "2", "4"]},

{"point3", ["1", "2", "5"]}

],

[

{"point9", ["2", "4", "5"]}

],

[

{"point13", ["1", "6", "7"]}

],

[

{"point14", ["2", "6", "7"]}

]

]

Реализованный алгоритм можно найти по адресу <https://github.com/ayrat555/rock>. Также библиотека с алгоритмом опубликована в системе управления пакетами экосистемы Erlang - <https://hex.pm/packages/rock>. В качестве сервиса непрерывной интеграции использовался <https://semaphoreci.com>.

### Результаты.

При кластеризации исходных данных с помощью алгоритма ROCK для вычисления соседей использовался коэффициент Жаккара. Вычисление кластеров проводилось с различными параметрами Theta и Number\_of\_clusters: Number\_of\_clusters менялось от 2 до 20 с шагом 1, Theta от 0.1 до 0.5 с шагом 0.05. Все полученные кластеры можно найти по адресу <https://github.com/ayrat555/masters_work/tree/master/data/output/rock_clusters>. Полное содержание описываемых ниже разбиений можно найти в приложении.

Определение диалектов.

В качестве параметров кластеризации выбраны: количество кластеров = 2, параметр theta = 0.2. При большем значении theta один из кластеров получался вырожденным.

Полученные кластеры:

1. 127 населенных пункта
2. 145 населенных пункта

В первый кластер попали все населенные пункты западного диалекта, за исключением 9. Однако значительное число населенных пунктов среднего диалекта также попало в первый кластер. Второй кластер состоит из населенных пунктов среднего диалекта. Процент населённых пунктов, которые совпадают с диалектами экспертного разбиения составляет около 75 %.

Определение говоров.

Аналогично определению диалектов оптимальным значением theta оказалось 0.2. Далее описываются разбиения с параметром Number\_of\_clusters 7 и 14.

Полученные результаты (Number\_of\_clusters = 7)

|  |  |
| --- | --- |
| Номер кластера | Номер кластера |
| 1 | 64 |
| 2 | 49 |
| 3 | 32 |
| 4 | 32 |
| 5 | 32 |
| 6 | 32 |
| 7 | 32 |

Первый кластер состоит из населенных пунктов Чистопольского и Мамадышского говоров. Второй кластер состоит из населенных пунктов Тархановского и Дрожжановского говоров. Третий кластер состоит из населенных пунктов Нурлатского и Мензелинского говоров. Четвертый кластер состоит из насленных рунктов Балтачевского говора. Пятый кластер состоит из населенных Нижнекаско-Кряшенского говора.

Полученные результаты (Number\_of\_clusters = 14)

|  |  |
| --- | --- |
| Номер кластера | Номер кластера |
| 1 | 32 |
| 2 | 32 |
| 3 | 32 |
| 4 | 17 |
| 5 | 16 |
| 6 | 16 |
| 7 | 16 |
| 8 | 16 |
| 9 | 16 |
| 10 | 16 |
| 11 | 16 |
| 12 | 16 |
| 13 | 16 |
| 14 | 16 |

Первый кластер и второй кластер состоят из населенных пунктов Мензелинского говора. Третий кластер состоит из населенных пунктов Нижнекаско-Кряшенского говора. Четвертый кластер состоит из населенных пунктов Мамадышского говора. Пятый кластер состоит из населенных пунктов Нурлатского говора. Шестой кластер состоит из населенных пунктов Лаишевского говора, седьмой – балтачевского говора, восьмой и девятый – чистопольского говора, двенадцатый – тархановского. Десятый, тринадцатый и четырнадцатый кластер не удалось поставить в соответствие экспертному разбиению.

Из количества кластеров в обоих разбиениях видно, что на каждом шаге алгоритма кластеры объединяются между собой, причем это происходит последовательно. Такая ситуация возникает из-за того, что у каждого населенного пункта большое число атрибутов и поэтому практически все населенные пункты являются соседями в терминах алгоритма ROCK, однако ROCK объединяет на каждом шаге кластеры с максимальным числом ссылок, поэтому населенные пункты в кластерах более похожи между собой,  чем с населенными пунктами из других кластеров.

## 3.5 Алгоритм k-медоидов с метрикой на основе расстояния Ливенштейна

В качестве еще одного метода кластеризации населенных пунктов использовался алгоритм k-медоидов c метрикой на основе расстояния Левенштейна. Подобный подход использовали Джон Нербон (John Nerbonne) и Елена Прокич (Jelena Prokić) в своей работе по кластеризации насленных пунктов Болгарии на говоры.

Однако они обладали полными фонетичексими транскрипциями слов, используемых в этих регионах. В наших же данных нет слов, а есть только морфологические признаки - ряд грамматических категорий, которые присущи словам данной части речи. Поэтому использование расстояния Левенштейна для наших данных не совсем корректно, такое заключение было сделано на позднем этапе и все-таки кластеры диалектов были получены. Результаты оказались удовлетворительными, поэтому было решено включить их в работу. Кластеризация на говоры c использованием данного подхода не проводилась.

### Описание алгоритма

Алгоритм k-медоидов является модификацией алгоритма k-средних. Далее приведено описание алгоритма k-средних.

В отличие от иерархических методов, которые не требуют предварительных предположений относительно числа кластеров, для возможности использования этого метода необходимо иметь гипотезу о наиболее вероятном количестве кластеров.

Алгоритм k-средних строит k кластеров, расположенных на возможно больших расстояниях друг от друга. Основной тип задач, которые решает алгоритм k-средних, - наличие предположений (гипотез) относительно числа кластеров, при этом они должны быть различны настолько, насколько это возможно. Выбор числа k может базироваться на результатах предшествующих исследований, теоретических соображениях или интуиции.

Общая идея алгоритма: заданное фиксированное число k кластеров наблюдения сопоставляются кластерам так, что средние в кластере (для всех переменных) максимально возможно отличаются друг от друга.

#### Шаги алгоритма

1. Первоначальное распределение объектов по кластерам.

Выбирается число k, и на первом шаге эти точки считаются "центрами" кластеров. Каждому кластеру соответствует один центр.

Выбор начальных центроидов может осуществляться следующим образом:

* + выбор k-наблюдений для максимизации начального расстояния;
  + случайный выбор k-наблюдений;
  + выбор первых k-наблюдений.

В результате каждый объект назначен определенному кластеру.

1. Итеративный процесс.

Вычисляются центры кластеров, которыми затем и далее считаются покоординатные средние кластеров. Объекты опять перераспределяются.

Процесс вычисления центров и перераспределения объектов продолжается до тех пор, пока не выполнено одно из условий:

* + кластерные центры стабилизировались, т.е. все наблюдения принадлежат кластеру, которому принадлежали до текущей итерации;
  + число итераций равно максимальному числу итераций.

После получений результатов кластерного анализа методом k-средних следует проверить правильность кластеризации (т.е. оценить, насколько кластеры отличаются друг от друга). Для этого рассчитываются средние значения для каждого кластера. При хорошей кластеризации должны быть получены сильно отличающиеся средние для всех измерений или хотя бы большей их части.

Достоинства алгоритма k-средних:

* простота использования;
* быстрота использования;
* понятность и прозрачность алгоритма.

Недостатки алгоритма k-средних:

* алгоритм слишком чувствителен к выбросам, которые могут искажать среднее. Возможным решением этой проблемы является использование модификации алгоритма - алгоритм k-медианы;
* алгоритм может медленно работать на больших базах данных. Возможным решением данной проблемы является использование выборки данных.

В отличие от k-средних, в k-медоидах в качестве центроидов может выступать не любая точка, а только какие-то из имеющихся наблюдений. Алгоритм менее чувствителен к шумам и выбросам данных, чем алгоритм k-средних, поскольку медиана меньше подвержена влияниям выбросов.

### Реализация

Было написано приложение на функциональном языке программирования Elixir, которое обрабатывает входные данных с морфологическими атрибутами населенных пунктов, составляет матрицу расстояний между населенными пунктами, считая расстояние как нормализованное среднее между значениями расстояний Левенштейна соотсветствующих атрибутов.

Также был написан скрипт на языке R, который проводит саму кластеризация, используя входную матрицу расстояний и необходиоме количество кластеров.

Приложение и скрипт доступны по адресу https://github.com/ayrat555/masters\_work.

### Результаты

Определение диалектов

С помощью данного алгоритма были полученые кластеры:

1. 217 населенных пунктов
2. 56 населенных пунктов

Во второй кластер входят только населенные пункты западного диалекта, однако в нем не хватает десяти населенных пуктов для полного совпадения, они попали в первый кластер. Первый кластер состоит из населенных пунктов среднего диалекта. Переходный диалект определить не удалось, населенные пункты из этого диалекта попали в первый кластер.

В целом, процент совпавших насленных пунктов с экспертными данными составляет 95%.

## 3.6 Сравнение результатов

Полученные кластеры диалектов алгоритмами CLOPE и k-медоидов в сравнении с экспертным разбиением на диалекты дали, примерно, одинаковый результат: процент совпавших населенных пунктов составляет около 95%. ROCK показал себя хуже в выделении диалектов: процент совпавших населенных пунктов составляет около 75%, это следует отнести к тому, что в рамкам понятий этого алгоритма, из-за большого количества категорий в исходных данных практически у всех населенных пунктов есть совпадающие атрибуты, а алгоритм сравнивает не атрибуты между собой, а количество cоседей между двумя населенными пунктами. На меньшем количестве исходных категорий он показал бы себя лучше.

Однако при выделении говоров, ROCK получил разбиение, в котором практически каждому кластеру из разбиения ставится в соответвиие один из говоров из экспертного разбиения. CLOPE при определении говоров показал себя хуже, но он смог выделить три говора (Стерлитамакский, Подберезинский, Нурлатский), которые в точности совпадают с экcпертными говорами. Нужно отметить, что в этих трех говорах всего по несколько населенных пунктов и атрибуты этих насленных пунктов достаточно сидьно отличаюся от общего числа населенных пунктов.

Из этого можно сделать, что алгоритм CLOPE больше подходит для выделения сильно отличающихся от общего числа кластеров. ROCK же на большом числе данных выделяет кластеры примерно одного размера, но элементы, находящиеся в одних и тех же кластерах, больше похожи между собой, чем с элементами из других кластеров.

Также не следует забывать, что нет точной уверенности, что экспертное разбиение единственно верное. Есть вероятность, что лингвисты при классификации населенных пунктов на говоры допустили ошибки, и, возможно, в работе получены более точнее классы говоров.

Еще можно отметить, что подобная работа по кластеризации насленных пунктов республики Татарстан уже проводилась в 2014 году Нуриахметовой Лейлой, но на основе фонетических данных. Результаты были значительно хуже, это можно отнести к тому, что рассматривался всего один метод кластеризации на основе разных метрик и в работе сравнивались эти метрики.

# Глава 4. Результаты работы

В первой главе была приведена постановка задачи, согласно которой целью дипломной работы былаавтоматическая классификация говоров с использованием алгоритмов кластеризации с дальнейшим сравнением результатов с экспертным вариантом.

Во второй главе был проведен обзор всех вышеописанных метрик, алгоритмов кластеризации и средств для анализа данных. Было принято решение написать программный код инструментов для проведения исследований, анализа структуры многомерных данных и для этого выбран язык Elixir.

В третьей главе описаны реализованные алгоритмы и из реализация. Проведен анализ полученных разбиений на кластеры и сравнение с экспертным вариантом и между собой.

# 

# Заключение

Целью данной работы является изучение возможностей применения методов многомерного статистического анализа к анализу информации по говорам татарского языка, собранной во время многолетних полевых экспедиций лингвистов ИЯЛИ АН РТ. В частности ставилась задача определения возможности применения собранных данных для автоматической кластеризации татарских говоров по множеству населенных пунктов, в которых проводилось анкетирование. Для каждого населенного пункта лингвистами ИЯЛИ АН РТ по специальной программе была собрана обширнейшая информация по фонетике, лексике, морфологии и синтаксису татарского языка. География исследования включала в себя 1031 населенных пунктов из 28-ми регионов РФ. Поскольку основная цель работы заключалась в оценке возможностей автоматических способов кластеризации, было принято решение ограничиться исследованием населенных пунктов в пределах Республики Татарстан. Тем более, именно эта часть атласа наиболее полно и разносторонне представляет географию основных говоров и диалектов татарского языка. Основная задача заключалась в классификации татарских говоров и диалектов по данному региону, используя анализ пространства языковых явлений, заложенного в базе данных электронного атласа татарских говоров.

В дипломной работе были рассмотрены разные меры близости и алгоритмы кластеризации. Поскольку программа сбора материала была составлена в 1959 году и не предполагала возможности автоматической классификации говоров, достаточно затруднительно было построение подходящих метрик в пространстве языковых явлений.

Следующая поставленная задача была кластеризация говоров и сравнение полученных результатов с экспертным разбиением, которое было предложено специалистами ИЯЛИ АН РТ.

Качество результатов разбиения на кластеры проверялось сравнением с экспертным разбиением множества населенных пунктов на кластеры, проведенным лингвистами ИЯЛИ АН РТ в электронной версии атласа татарских народных говоров.

Результаты работы показывают возможность применения методов кластеризации для автоматической классификации татарских говоров.

# Приложение 1. Алгоритм CLOPE: Полученные кластеры

Параметр repulsion = 1

|  |  |
| --- | --- |
| Кластер 1 | Кугарчино, Янга-Сала, Татарское Ходяшево, Кибячи, Большие Ачасыры, Бурундуки, Молвино, Сатламышево, Кугеево, Мамадыш-Акилово, Большие Кушманы, Акзигитово, Старые Чечкабы, Старые Бугады, Тюгеевка, Урмышла, Ильтень-Бута, Чубуклы, Сарапала, Маметьево, Савалеево, Светлое Озеро, Калейкино, Васильевка, Сармашбаш, Абдрахманово, Верхние Шипки, Старое Утяганово, Девятерня, Исенбаево, Ямурзино, Крынды, Янга-Аул, Биктово, Табарле, Тойгузино, Камаево, Татарская Тумбарла, Новое Алимово, Кзыл-Яр, Сарабикулово, Федотовка, Акбаш, Дым-Тамак, Нижние Чершилы, Иж-Бобья, Янчиково, Старый Юмралы, Кряш-Шуран, Старое Шугурово, Сугушла, Татар. Шуган, Старый Каразерик, Салауз-Мухан, Учалле, Нижний Табын, Баюково, Старые Карамалы, Байряки-Тамак, Верхнее Стярле, Сарлы, Каракашлы, Карамалы, Асеево, Большой Сухояш, Тойгильдино, Балтачево, Масягутово, Кавзияково, Мальбагуш, Иляксаз, Сулеево, Бишмунча, Новый Имян, Старое Байсарово, Старое Сафарово, Татарские Суксы, Старое Курмашево, Атясево, Исансупово, Семяково, Старый Иркеняш, Аю, Ст.Мелькен, Верхние Юшады, Сарсаз Такермень, Ляки, Средний Багряж, Кабан-Бастрык, Кадырово, Бурды, Средние Пинячи, Мелекес, Верхний Такермен, Калмия, Мунайка, Рысово, Верхнее Абдулово, Нижние Гордалы, Штырь, Псеево, Бизяки, Старое Гришкино, Абалачи, Морты, Большой Шурняк, Мокрые Курнали, Альвидино, Большой Салтан, Большой Ошняк, Татарский Янтык, Большая Елга, Ямашурма, Шали, Пелево, Именьково, Кирби, Курманаково, Татарские Саралы, Татарский Кабан, Нижний Искубаш, Кугунур, Арбор, Нуринер, Верхний Субаш, Янгулово, Мамашир, Бурбаш, Норма, Карадуван, Туембаш, Байлянгар, Сиза, Верхняя Корса, Измя, Евлаштау, Псяк, Урясьбаш, Кильдебяк, Старый Мичан, Большие Верези, Сардебаш, Апазово, Средний Пшалым, Мендюш, Качелино, Байкал, Ашитбаш, Утар-Аты, Большой Менгер, Ключи-Сап, Кубян, Коморгузя, Ташлы-Ковали, Ислейтар, Ст. Баран//Иске Рязап, Новый Баран, Березняк, Тавель, Татарское Бурнаево, Ямбухтино, Измери, Ташкирмень, Средний Юрткуль, Большие Кармалы, Азимово-Курлебаш, Большие Янгасала, Балтачево, Большие Болгояры, Большие Атряси, Большая Турма, Старое Барышево, Чуру-Барышево, Татарская Беденьга, Большая Карланга, Большой Сардек, Шамбулыхчы, Чишма, Деушево, Черки-Кильдуразы, Сюндюково, Бакрче, Бик-Утеево, Верхние Лащи, Нижний Шандер, Куюк Ерыкса, Крещеный Пакшин, Верхняя Ошма, Нижний Таканыш, Средние Кирмени, Уразбахты// Татарский Омар, Тяберлины Челны, Янцевары, Большие Кибя-Кози, Кукча, Ишкеево, Верхняя Сунь, Нижняя Сунь, Ятмас Дусай, Татарская Икшурма, Албай, Тюбяк, Шеморбаш, Козяково-Челны, Ядыгерь, Сатышево, Баландыш, Субаш, Новый Арыш |
| Кластер 2 | Салихово, Новые Чути, Янга-Аул, Ерыклинский, Татарские Шатрашаны, Старые Чукалы, Большая Цильна, Старая Задоровка, Мочалей, Старое Шаймурзино, Новые Ишли, Татарские Тюки, Энтуганы, Чутеево, Хозесаново, Старое Тябердино, Малый Сулабаш, Альдермыш, Большой Битаман, Большие Ковали, Большие Кургузи, Бикулово, Нижний Нурлат, Савиново, Кривое Озеро, Курманаево, Нижняя Каменка, Лашманка, Татар. Волчье, Нов. Кадеево, Шахмайкино, Старое Ибрайкино, Старые Киязлы, Исляйкино, Средние Тиганы, Старое Алпарово, Старое Ямкино, Сухие Курнали, Новые Челны, Нижнее Алькеево, Татарское Ахметьево, Каргополь, Тяжбердино, Старые Салманы, Татарское Тюгульбаево, Татарская Тахтала, Мордовский Каратай, Старый Студенец, Старые Тинчали, Новое Узеево, Тубулга, Татарский Елтан, Старая Киреметь, Новое Демкино, Сунчелеево, Муслюмкино, Акбулатово, Ст.Татар. Адам, Верхняя Татарская Майна, Новая Амзя, Степная Шентала, Кутлушкино, Кульбаево-Мараса, Кичкальня |

Параметр repulsion = 2

|  |  |
| --- | --- |
| Кластер 1 | Салихово, Новые Чути |
| Кластер 2 | Хозесаново, Старое Тябердино |
| Кластер 3 | Старый Юмралы, Татарские Саралы, Ташкирмень, Мордовский Каратай, Азимово-Курлебаш |
| Кластер 4 | Большие Ачасыры, Бурундуки, Молвино, Сатламышево, Кугеево, Мамадыш-Акилово, Большие Кушманы, Акзигитово, Старые Чечкабы, Шамбулыхчы, Бакрче |
| Кластер 5 | Большой Битаман, Тавель, Нижний Шандер, Шеморбаш, Козяково-Челны |
| Кластер 6 | Кугарчино, Янга-Сала, Татарское Ходяшево, Кибячи, Старые Бугады, Тюгеевка, Урмышла, Ильтень-Бута, Чубуклы, Сарапала, Маметьево, Савалеево, Светлое Озеро, Калейкино, Васильевка, Сармашбаш, Абдрахманово, Верхние Шипки, Старое Утяганово, Девятерня, Исенбаево, Ямурзино, Крынды, Янга-Аул, Биктово, Табарле, Тойгузино, Камаево, Татарская Тумбарла, Новое Алимово, Кзыл-Яр, Сарабикулово, Федотовка, Акбаш, Дым-Тамак, Нижние Чершилы, Иж-Бобья, Янчиково, Кряш-Шуран, Старое Шугурово, Сугушла, Татар. Шуган, Старый Каразерик, Салауз-Мухан, Учалле, Нижний Табын, Баюково, Старые Карамалы, Байряки-Тамак, Верхнее Стярле, Сарлы, Каракашлы, Карамалы, Асеево, Большой Сухояш, Тойгильдино, Балтачево, Масягутово, Кавзияково, Мальбагуш, Иляксаз, Сулеево, Бишмунча, Новый Имян, Старое Байсарово, Старое Сафарово, Татарские Суксы, Старое Курмашево, Атясево, Исансупово, Семяково, Старый Иркеняш, Аю, Ст.Мелькен, Верхние Юшады, Сарсаз Такермень, Ляки, Средний Багряж, Кабан-Бастрык, Кадырово, Бурды, Средние Пинячи, Мелекес, Верхний Такермен, Калмия, Мунайка, Рысово, Верхнее Абдулово, Янга-Аул, Нижние Гордалы, Штырь, Псеево, Бизяки, Старое Гришкино, Абалачи, Морты, Большой Шурняк, Альвидино, Большой Салтан, Большой Ошняк, Татарский Янтык, Большая Елга, Ямашурма, Шали, Пелево, Именьково, Кирби, Курманаково, Татарский Кабан, Нижний Искубаш, Кугунур, Арбор, Нуринер, Верхний Субаш, Янгулово, Мамашир, Бурбаш, Норма, Карадуван, Туембаш, Байлянгар, Сиза, Верхняя Корса, Измя, Евлаштау, Псяк, Урясьбаш, Кильдебяк, Старый Мичан, Большие Верези, Сардебаш, Апазово, Средний Пшалым, Мендюш, Качелино, Байкал, Ашитбаш, Утар-Аты, Большой Менгер, Ключи-Сап, Кубян, Коморгузя, Ташлы-Ковали, Ислейтар, Малый Сулабаш, Альдермыш, Большие Ковали, Большие Кургузи, Березняк, Большой Сардек, Чишма, Куюк Ерыкса, Крещеный Пакшин, Верхняя Ошма, Нижний Таканыш, Средние Кирмени, Уразбахты// Татарский Омар, Тяберлины Челны, Янцевары, Большие Кибя-Кози, Кукча, Ишкеево, Верхняя Сунь, Нижняя Сунь, Ятмас Дусай, Татарская Икшурма, Албай, Тюбяк, Ядыгерь, Сатышево, Баландыш, Субаш, Новый Арыш |
| Кластер 7 | Ерыклинский, Мокрые Курнали, Татарские Шатрашаны, Старые Чукалы, Большая Цильна, Старая Задоровка, Мочалей, Старое Шаймурзино, Новые Ишли, Татарские Тюки, Энтуганы, Чутеево, Бикулово, Нижний Нурлат, Савиново, Кривое Озеро, Курманаево, Ст. Баран//Иске Рязап, Новый Баран, Нижняя Каменка, Лашманка, Татар. Волчье, Нов. Кадеево, Шахмайкино, Старое Ибрайкино, Старые Киязлы, Исляйкино, Средние Тиганы, Старое Алпарово, Старое Ямкино, Сухие Курнали, Новые Челны, Нижнее Алькеево, Татарское Ахметьево, Каргополь, Тяжбердино, Татарское Бурнаево, Ямбухтино, Старые Салманы, Татарское Тюгульбаево, Татарская Тахтала, Измери, Средний Юрткуль, Большие Кармалы, Большие Янгасала, Балтачево, Большие Болгояры, Большие Атряси, Большая Турма, Старое Барышево, Чуру-Барышево, Татарская Беденьга, Большая Карланга, Деушево, Черки-Кильдуразы, Старый Студенец, Сюндюково, Старые Тинчали, Бик-Утеево, Верхние Лащи, Новое Узеево, Тубулга, Татарский Елтан, Старая Киреметь, Новое Демкино, Сунчелеево, Муслюмкино, Акбулатово, Ст.Татар. Адам, Верхняя Татарская Майна, Новая Амзя, Степная Шентала, Кутлушкино, Кульбаево-Мараса, Кичкальня |

Параметр repulsion = 3

|  |  |
| --- | --- |
| Кластер 1 | Большие Ачасыры, Бурундуки, Молвино, Сатламышево, Кугеево, Мамадыш-Акилово, Большие Кушманы, Акзигитово, Старые Чечкабы |
| Кластер 2 | Салихово, Новые Чути |
| Кластер 3 | Татарская Тумбарла, Кзыл-Яр, Сарабикулово, Федотовка, Акбаш, Дым-Тамак, Нижние Чершилы, Сугушла |
| Кластер 4 | Старые Бугады, Тюгеевка, Урмышла, Ильтень-Бута, Чубуклы, Сарапала, Маметьево, Савалеево, Светлое Озеро, Калейкино, Васильевка, Сармашбаш, Абдрахманово, Верхние Шипки, Старое Утяганово, Ямурзино, Новое Алимово, Кряш-Шуран, Татар. Шуган, Старый Каразерик, Салауз-Мухан, Учалле, Нижний Табын, Баюково, Старые Карамалы, Байряки-Тамак, Верхнее Стярле, Сарлы, Каракашлы, Карамалы, Асеево, Большой Сухояш, Тойгильдино, Балтачево, Масягутово, Кавзияково, Иляксаз, Сулеево, Бишмунча, Новый Имян, Старое Байсарово, Старое Сафарово, Татарские Суксы, Старое Курмашево, Атясево, Исансупово, Семяково, Старый Иркеняш, Аю, Ст.Мелькен, Верхние Юшады, Сарсаз Такермень, Ляки, Средний Багряж, Кабан-Бастрык, Кадырово, Бурды, Средние Пинячи, Мелекес, Верхний Такермен, Калмия, Верхнее Абдулово, Нижние Гордалы, Морты, Большой Шурняк |
| Кластер 5 | Мальбагуш, Мокрые Курнали |
| Кластер 6 | Татарские Шатрашаны, Старые Чукалы, Большая Цильна, Мочалей, Старое Шаймурзино, Новые Ишли, Татарские Тюки |
| Кластер 7 | Хозесаново, Старое Тябердино |
| Кластер 8 | Тавель |
| Кластер 9 | Мордовский Каратай |
| Кластер 10 | Девятерня, Исенбаево, Крынды, Янга-Аул, Биктово, Табарле, Тойгузино, Камаево, Иж-Бобья, Мунайка, Рысово, Псеево, Бизяки, Старое Гришкино, Абалачи, Чишма |
| Кластер 11 | Старый Юмралы, Ст. Баран//Иске Рязап, Новый Баран, Татарское Бурнаево, Старые Салманы, Измери, Средний Юрткуль, Большие Кармалы, Азимово-Курлебаш, Большие Янгасала, Балтачево, Большие Болгояры, Большие Атряси, Большая Турма, Старое Барышево, Чуру-Барышево, Татарская Беденьга, Большая Карланга, Шамбулыхчы, Деушево, Черки-Кильдуразы, Сюндюково, Бакрче, Бик-Утеево, Верхние Лащи |
| Кластер 12 | Янга-Сала, Янга-Аул, Ямашурма, Кугунур, Арбор, Нуринер, Верхний Субаш, Янгулово, Мамашир, Бурбаш, Карадуван, Туембаш, Байлянгар, Большие Верези, Сардебаш, Апазово, Средний Пшалым, Байкал, Ашитбаш, Большой Менгер, Ключи-Сап, Кубян, Коморгузя, Ташлы-Ковали, Ислейтар, Малый Сулабаш, Альдермыш, Большой Битаман, Большие Ковали, Большие Кургузи, Большой Сардек, Ядыгерь |
| Кластер 13 | Кугарчино, Татарское Ходяшево, Кибячи, Янчиково, Штырь, Альвидино, Большой Салтан, Большой Ошняк, Татарский Янтык, Большая Елга, Шали, Пелево, Именьково, Кирби, Курманаково, Татарские Саралы, Татарский Кабан, Нижний Искубаш, Норма, Сиза, Верхняя Корса, Измя, Евлаштау, Псяк, Урясьбаш, Кильдебяк, Старый Мичан, Мендюш, Качелино, Утар-Аты, Березняк, Ташкирмень, Нижний Шандер, Куюк Ерыкса, Крещеный Пакшин, Верхняя Ошма, Нижний Таканыш, Средние Кирмени, Уразбахты// Татарский Омар, Тяберлины Челны, Янцевары, Большие Кибя-Кози, Кукча, Ишкеево, Верхняя Сунь, Нижняя Сунь, Ятмас Дусай, Татарская Икшурма, Албай, Тюбяк, Шеморбаш, Козяково-Челны, Сатышево, Баландыш, Субаш, Новый Арыш |
| Кластер 14 | Старое Шугурово, Ерыклинский, Старая Задоровка, Энтуганы, Чутеево, Бикулово, Нижний Нурлат, Савиново, Кривое Озеро, Курманаево, Нижняя Каменка, Лашманка, Татар. Волчье, Нов. Кадеево, Шахмайкино, Старое Ибрайкино, Старые Киязлы, Исляйкино, Средние Тиганы, Старое Алпарово, Старое Ямкино, Сухие Курнали, Новые Челны, Нижнее Алькеево, Татарское Ахметьево, Каргополь, Тяжбердино, Ямбухтино, Татарское Тюгульбаево, Татарская Тахтала, Старый Студенец, Старые Тинчали, Новое Узеево, Тубулга, Татарский Елтан, Старая Киреметь, Новое Демкино, Сунчелеево, Муслюмкино, Акбулатово, Ст.Татар. Адам, Верхняя Татарская Майна, Новая Амзя, Степная Шентала, Кутлушкино, Кульбаево-Мараса, Кичкальня |

# Приложение 2. Алгоритм ROCK: Полученные кластеры

Number\_of\_clusters = 2, Theta = 0.2

|  |  |
| --- | --- |
| Кластер 1 | Сугушла, Татар. Шуган, Кряш-Шуран, Старое Шугурово, Учалле, Нижний Табын, Старый Каразерик, Салауз-Мухан, Акбаш, Дым-Тамак, Сарабикулово, Федотовка, Янчиково, Старый Юмралы, Нижние Чершилы, Иж-Бобья, Балтачево, Масягутово, Большой Сухояш, Тойгильдино, Иляксаз, Сулеево, Кавзияково, Мальбагуш, Байряки-Тамак, Верхнее Стярле, Баюково, Старые Карамалы, Карамалы, Асеево, Сарлы, Каракашлы, Маметьево, Савалеево, Чубуклы, Сарапала, Сармашбаш, Абдрахманово, Светлое Озеро, Васильевка, Большие Кушманы, Акзигитово, Кугеево, Мамадыш-Акилово, Тюгеевка, Урмышла, Старые Чечкабы, Старые Бугады, Камаево, Салихово, Табарле, Тойгузино, Новое Алимово, Кзыл-Яр, Новые Чути, Татарская Тумбарла, Девятерня, Исенбаево, Верхние Шипки, Старое Утяганово, Янга-Аул, Биктово, Ямурзино, Крынды, Пелево, Именьково, Ямашурма, Шали, Татарские Саралы, Татарский Кабан, Кирби, Курманаково, Мокрые Курнали, Альвидино, Морты, Большой Шурняк, Татарский Янтык, Большая Елга, Большой Салтан, Большой Ошняк, Бурбаш, Норма, Верхний Субаш, Янгулово, Байлянгар, Сиза, Карадуван, Туембаш, Чутеево, Хозесаново, Старая Задоровка, Энтуганы, Арбор, Нуринер, Старое Тябердино, Кугунур, Аю, Ст.Мелькен, Семяково, Старый Иркеняш, Ляки, Средний Багряж, Верхние Юшады, Сарсаз Такермень, Старое Байсарово, Старое Сафарово, Бишмунча, Новый Имян, Атясево, Исансупово, Татарские Суксы, Старое Курмашево, Ерыклинский, Нижние Гордалы, Верхнее Абдулово, Янга-Аул, Бизяки, Старое Гришкино, Штырь, Псеево, Средние Пинячи, Мелекес, Кабан-Бастрык, Кадырово, Мунайка, Рысово, Верхний Такермен, Калмия |
| Кластер 2 | Черки-Кильдуразы, Сюндюково, Чишма, Деушево, Бик-Утеево, Верхние Лащи, Старые Тинчали, Бакрче, Старое Барышево, Чуру-Барышево, Большие Атряси, Большая Турма, Большой Сардек, Шамбулыхчы, Татарская Беденьга, Большая Карланга, Нижняя Сунь, Ятмас Дусай, Ишкеево, Верхняя Сунь, Шеморбаш, Козяково-Челны, Албай, Тюбяк, Нижний Таканыш, Средние Кирмени, Крещеный Пакшин, Верхняя Ошма, Янцевары, Кукча, Уразбахты// Татарский Омар, Тяберлины Челны, Большие Кибя-Кози, Татарская Икшурма, Нижний Шандер, Старые Чукалы, Мочалей, Псяк, Куюк Ерыкса, Ильтень-Бута, Нижний Искубаш, Татарские Шатрашаны, Муслюмкино, Новые Ишли, Татарские Тюки, Старое Шаймурзино, Ст.Татар. Адам, Большая Цильна, Сухие Курнали, Мамашир, Большой Менгер, Бурды, Абалачи, Старый Студенец, Татарский Елтан, Калейкино, Кичкальня, Татарское Ходяшево, Кибячи, Кугарчино, Янга-Сала, Молвино, Сатламышево, Большие Ачасыры, Бурундуки, Акбулатово, Верхняя Татарская Майна, Новое Демкино, Сунчелеево, Кутлушкино, Кульбаево-Мараса, Новая Амзя, Степная Шентала, Баландыш, Субаш, Ядыгерь, Сатышево, Тубулга, Старая Киреметь, Новый Арыш, Новое Узеево, Средние Тиганы, Старое Алпарово, Старые Киязлы, Исляйкино, Нижнее Алькеево, Татарское Ахметьево, Старое Ямкино, Новые Челны, Нижняя Каменка, Лашманка, Березняк, Тавель, Шахмайкино, Старое Ибрайкино, Татар. Волчье, Нов. Кадеево, Мордовский Каратай, Большие Кармалы, Ташкирмень, Средний Юрткуль, Балтачево, Большие Болгояры, Азимово-Курлебаш, Большие Янгасала, Татарское Бурнаево, Ямбухтино, Каргополь, Тяжбердино, Татарская Тахтала, Измери, Старые Салманы, Татарское Тюгульбаево, Мендюш, Качелино, Апазово, Средний Пшалым, Утар-Аты, Ключи-Сап, Байкал, Ашитбаш, Евлаштау, Урясьбаш, Верхняя Корса, Измя, Большие Верези, Сардебаш, Кильдебяк, Старый Мичан, Нижний Нурлат, Савиново, Большие Кургузи, Бикулово, Ст. Баран//Иске Рязап, Новый Баран, Кривое Озеро, Курманаево, Ташлы-Ковали, Ислейтар, Кубян, Коморгузя, Большой Битаман, Большие Ковали, Малый Сулабаш, Альдермыш |

Number\_of\_clusters = 7, Theta = 0.2

|  |  |
| --- | --- |
| Кластер 1 | Средние Тиганы, Старое Алпарово, Старые Киязлы, Исляйкино, Нижнее Алькеево, Татарское Ахметьево, Старое Ямкино, Новые Челны, Нижняя Каменка, Лашманка, Березняк, Тавель, Шахмайкино, Старое Ибрайкино, Татар. Волчье, Нов. Кадеево, Мордовский Каратай, Большие Кармалы, Ташкирмень, Средний Юрткуль, Балтачево, Большие Болгояры, Азимово-Курлебаш, Большие Янгасала, Татарское Бурнаево, Ямбухтино, Каргополь, Тяжбердино, Татарская Тахтала, Измери, Старые Салманы, Татарское Тюгульбаево, Мендюш, Качелино, Апазово, Средний Пшалым, Утар-Аты, Ключи-Сап, Байкал, Ашитбаш, Евлаштау, Урясьбаш, Верхняя Корса, Измя, Большие Верези, Сардебаш, Кильдебяк, Старый Мичан, Нижний Нурлат, Савиново, Большие Кургузи, Бикулово, Ст. Баран//Иске Рязап, Новый Баран, Кривое Озеро, Курманаево, Ташлы-Ковали, Ислейтар, Кубян, Коморгузя, Большой Битаман, Большие Ковали, Малый Сулабаш, Альдермыш |
| Кластер 2 | Черки-Кильдуразы, Сюндюково, Чишма, Деушево, Бик-Утеево, Верхние Лащи, Старые Тинчали, Бакрче, Старое Барышево, Чуру-Барышево, Большие Атряси, Большая Турма, Большой Сардек, Шамбулыхчы, Татарская Беденьга, Большая Карланга, Нижняя Сунь, Ятмас Дусай, Ишкеево, Верхняя Сунь, Шеморбаш, Козяково-Челны, Албай, Тюбяк, Нижний Таканыш, Средние Кирмени, Крещеный Пакшин, Верхняя Ошма, Янцевары, Кукча, Уразбахты// Татарский Омар, Тяберлины Челны, Большие Кибя-Кози, Татарская Икшурма, Нижний Шандер, Старые Чукалы, Мочалей, Псяк, Куюк Ерыкса, Ильтень-Бута, Нижний Искубаш, Татарские Шатрашаны, Муслюмкино, Новые Ишли, Татарские Тюки, Старое Шаймурзино, Ст.Татар. Адам, Большая Цильна, Сухие Курнали |
| Кластер 3 | Мамашир, Большой Менгер, Бурды, Абалачи, Старый Студенец, Татарский Елтан, Калейкино, Кичкальня, Татарское Ходяшево, Кибячи, Кугарчино, Янга-Сала, Молвино, Сатламышево, Большие Ачасыры, Бурундуки, Акбулатово, Верхняя Татарская Майна, Новое Демкино, Сунчелеево, Кутлушкино, Кульбаево-Мараса, Новая Амзя, Степная Шентала, Баландыш, Субаш, Ядыгерь, Сатышево, Тубулга, Старая Киреметь, Новый Арыш, Новое Узеево |
| Кластер 4 | Пелево, Именьково, Ямашурма, Шали, Татарские Саралы, Татарский Кабан, Кирби, Курманаково, Мокрые Курнали, Альвидино, Морты, Большой Шурняк, Татарский Янтык, Большая Елга, Большой Салтан, Большой Ошняк, Бурбаш, Норма, Верхний Субаш, Янгулово, Байлянгар, Сиза, Карадуван, Туембаш, Чутеево, Хозесаново, Старая Задоровка, Энтуганы, Арбор, Нуринер, Старое Тябердино, Кугунур |
| Кластер 5 | Аю, Ст.Мелькен, Семяково, Старый Иркеняш, Ляки, Средний Багряж, Верхние Юшады, Сарсаз Такермень, Старое Байсарово, Старое Сафарово, Бишмунча, Новый Имян, Атясево, Исансупово, Татарские Суксы, Старое Курмашево, Ерыклинский, Нижние Гордалы, Верхнее Абдулово, Янга-Аул, Бизяки, Старое Гришкино, Штырь, Псеево, Средние Пинячи, Мелекес, Кабан-Бастрык, Кадырово, Мунайка, Рысово, Верхний Такермен, Калмия |
| Кластер 6 | Сугушла, Татар. Шуган, Кряш-Шуран, Старое Шугурово, Учалле, Нижний Табын, Старый Каразерик, Салауз-Мухан, Акбаш, Дым-Тамак, Сарабикулово, Федотовка, Янчиково, Старый Юмралы, Нижние Чершилы, Иж-Бобья, Балтачево, Масягутово, Большой Сухояш, Тойгильдино, Иляксаз, Сулеево, Кавзияково, Мальбагуш, Байряки-Тамак, Верхнее Стярле, Баюково, Старые Карамалы, Карамалы, Асеево, Сарлы, Каракашлы |
| Кластер 7 | Маметьево, Савалеево, Чубуклы, Сарапала, Сармашбаш, Абдрахманово, Светлое Озеро, Васильевка, Большие Кушманы, Акзигитово, Кугеево, Мамадыш-Акилово, Тюгеевка, Урмышла, Старые Чечкабы, Старые Бугады, Камаево, Салихово, Табарле, Тойгузино, Новое Алимово, Кзыл-Яр, Новые Чути, Татарская Тумбарла, Девятерня, Исенбаево, Верхние Шипки, Старое Утяганово, Янга-Аул, Биктово, Ямурзино, Крынды |

Number\_of\_clusters = 14, Theta = 0.2

|  |  |
| --- | --- |
| Кластер 1 | Аю, Ст.Мелькен, Семяково, Старый Иркеняш, Ляки, Средний Багряж, Верхние Юшады, Сарсаз Такермень, Старое Байсарово, Старое Сафарово, Бишмунча, Новый Имян, Атясево, Исансупово, Татарские Суксы, Старое Курмашево, Ерыклинский, Нижние Гордалы, Верхнее Абдулово, Янга-Аул, Бизяки, Старое Гришкино, Штырь, Псеево, Средние Пинячи, Мелекес, Кабан-Бастрык, Кадырово, Мунайка, Рысово, Верхний Такермен, Калмия |
| Кластер 2 | Сугушла, Татар. Шуган, Кряш-Шуран, Старое Шугурово, Учалле, Нижний Табын, Старый Каразерик, Салауз-Мухан, Акбаш, Дым-Тамак, Сарабикулово, Федотовка, Янчиково, Старый Юмралы, Нижние Чершилы, Иж-Бобья, Балтачево, Масягутово, Большой Сухояш, Тойгильдино, Иляксаз, Сулеево, Кавзияково, Мальбагуш, Байряки-Тамак, Верхнее Стярле, Баюково, Старые Карамалы, Карамалы, Асеево, Сарлы, Каракашлы |
| Кластер 3 | Маметьево, Савалеево, Чубуклы, Сарапала, Сармашбаш, Абдрахманово, Светлое Озеро, Васильевка, Большие Кушманы, Акзигитово, Кугеево, Мамадыш-Акилово, Тюгеевка, Урмышла, Старые Чечкабы, Старые Бугады, Камаево, Салихово, Табарле, Тойгузино, Новое Алимово, Кзыл-Яр, Новые Чути, Татарская Тумбарла, Девятерня, Исенбаево, Верхние Шипки, Старое Утяганово, Янга-Аул, Биктово, Ямурзино, Крынды |
| Кластер 4 | Большие Кибя-Кози, Татарская Икшурма, Нижний Шандер, Старые Чукалы, Мочалей, Псяк, Куюк Ерыкса, Ильтень-Бута, Нижний Искубаш, Татарские Шатрашаны, Муслюмкино, Новые Ишли, Татарские Тюки, Старое Шаймурзино, Ст.Татар. Адам, Большая Цильна, Сухие Курнали |
| Кластер 5 | Мамашир, Большой Менгер, Бурды, Абалачи, Старый Студенец, Татарский Елтан, Калейкино, Кичкальня, Татарское Ходяшево, Кибячи, Кугарчино, Янга-Сала, Молвино, Сатламышево, Большие Ачасыры, Бурундуки |
| Кластер 6 | Пелево, Именьково, Ямашурма, Шали, Татарские Саралы, Татарский Кабан, Кирби, Курманаково, Мокрые Курнали, Альвидино, Морты, Большой Шурняк, Татарский Янтык, Большая Елга, Большой Салтан, Большой Ошняк |
| Кластер 7 | Бурбаш, Норма, Верхний Субаш, Янгулово, Байлянгар, Сиза, Карадуван, Туембаш, Чутеево, Хозесаново, Старая Задоровка, Энтуганы, Арбор, Нуринер, Старое Тябердино, Кугунур |
| Кластер 8 | Мендюш, Качелино, Апазово, Средний Пшалым, Утар-Аты, Ключи-Сап, Байкал, Ашитбаш, Евлаштау, Урясьбаш, Верхняя Корса, Измя, Большие Верези, Сардебаш, Кильдебяк, Старый Мичан |
| Кластер 9 | Нижний Нурлат, Савиново, Большие Кургузи, Бикулово, Ст. Баран//Иске Рязап, Новый Баран, Кривое Озеро, Курманаево, Ташлы-Ковали, Ислейтар, Кубян, Коморгузя, Большой Битаман, Большие Ковали, Малый Сулабаш, Альдермыш |
| Кластер 10 | Средние Тиганы, Старое Алпарово, Старые Киязлы, Исляйкино, Нижнее Алькеево, Татарское Ахметьево, Старое Ямкино, Новые Челны, Нижняя Каменка, Лашманка, Березняк, Тавель, Шахмайкино, Старое Ибрайкино, Татар. Волчье, Нов. Кадеево |
| Кластер 11 | Мордовский Каратай, Большие Кармалы, Ташкирмень, Средний Юрткуль, Балтачево, Большие Болгояры, Азимово-Курлебаш, Большие Янгасала, Татарское Бурнаево, Ямбухтино, Каргополь, Тяжбердино, Татарская Тахтала, Измери, Старые Салманы, Татарское Тюгульбаево |
| Кластер 12 | Черки-Кильдуразы, Сюндюково, Чишма, Деушево, Бик-Утеево, Верхние Лащи, Старые Тинчали, Бакрче, Старое Барышево, Чуру-Барышево, Большие Атряси, Большая Турма, Большой Сардек, Шамбулыхчы, Татарская Беденьга, Большая Карланга |
| Кластер 13 | Нижняя Сунь, Ятмас Дусай, Ишкеево, Верхняя Сунь, Шеморбаш, Козяково-Челны, Албай, Тюбяк, Нижний Таканыш, Средние Кирмени, Крещеный Пакшин, Верхняя Ошма, Янцевары, Кукча, Уразбахты// Татарский Омар, Тяберлины Челны |
| Кластер 14 | Акбулатово, Верхняя Татарская Майна, Новое Демкино, Сунчелеево, Кутлушкино, Кульбаево-Мараса, Новая Амзя, Степная Шентала, Баландыш, Субаш, Ядыгерь, Сатышево, Тубулга, Старая Киреметь, Новый Арыш, Новое Узеево |