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***COMSATS University Cafe Management System Documentation***

**1. Introduction**

The **COMSATS University Cafe Management System** is a server-client-based application designed to streamline the order management process for a university cafe. This system supports multiple clients, including students and faculty, and is managed by an admin who oversees and processes all orders. The system provides a Graphical User Interface (GUI) for enhanced user interaction and efficient order handling.

**2. Steps for Code Execution**

1. **Run the Server**
   * Start the server file to initialize the system backend.
   * Ensure the server is running and ready to handle client requests.
2. **Launch the Main GUI**
   * Execute the ComsatsCafe file to display the main interface of the system.
   * The GUI presents the following options:
     + **Admin**
     + **Student Corner**
     + **Faculty Corner**
     + **Menu**
     + **Reviews**
3. **Admin Login**
   * Click the **Admin** button.
   * Enter the admin credentials (password-protected).
   * Access the admin dashboard for managing orders.
4. **Student and Faculty Orders**
   * Click the **Student Corner** or **Faculty Corner** button.
   * A respective window opens displaying:
     + Menu items
     + Quantity selection
     + Order submission button
   * Submit orders, which are transmitted to the admin dashboard.
5. **Admin Order Management**
   * View incoming orders from students and faculty.
   * Process the orders and generate respective bills.
   * Ensure that the bills are sent back to the respective clients.
6. **Bill Display and Review Submission**
   * Bills are displayed in the respective student and faculty interfaces.
   * Users can submit reviews for the food.
   * Reviews are stored in the backend file Cafe\_Reviews.txt

*Code:*

*1.CafeServer*

import java.io.\*;

import java.net.ServerSocket;

import java.net.Socket;

import java.util.ArrayList;

import java.util.List;

public class CafeServer {

    private static final int PORT = 12345;

    private static List<ClientHandler> clients = new ArrayList<>();

    public static void main(String[] args) {

        try (ServerSocket serverSocket = new ServerSocket(PORT)) {

            System.out.println("Server started on port " + PORT);

            while (true) {

                Socket clientSocket = serverSocket.accept();

                ClientHandler clientHandler = new ClientHandler(clientSocket);

                clients.add(clientHandler);

                new Thread(clientHandler).start();

            }

        } catch (IOException e) {

            e.printStackTrace();

        }

    }

    public static void broadcast(String message) {

        for (ClientHandler client : clients) {

            client.sendMessage(message);

        }

    }

    private static class ClientHandler implements Runnable {

        private Socket socket;

        private PrintWriter out;

        public ClientHandler(Socket socket) {

            this.socket = socket;

        }

        @Override

        public void run() {

            try {

                BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream()));

                out = new PrintWriter(socket.getOutputStream(), true);

                String message;

                while ((message = in.readLine()) != null) {

                    System.out.println("Received: " + message);

                    if (message.startsWith("Review: ")) {

                        saveReview(message.substring(8));

                    }

                    broadcast(message);

                }

            } catch (IOException e) {

                e.printStackTrace();

            }

        }

        public void sendMessage(String message) {

            out.println(message);

        }

        private void saveReview(String review) {

            try (FileWriter fw = new FileWriter("CafeReviews.txt", true);

                 BufferedWriter bw = new BufferedWriter(fw);

                 PrintWriter out = new PrintWriter(bw)) { //it will be automatically closed

                out.println(review);

            } catch (IOException e) {

                e.printStackTrace();

            }

        }

    }

}

*2.ComsatsCafe Main file*

import java.io.BufferedReader;

import java.io.File;

import java.io.FileReader;

import java.io.IOException;

import java.util.Comparator;

import java.util.stream.Collectors;

import javafx.application.Application;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.scene.Scene;

import javafx.scene.control.Button;

import javafx.scene.control.ComboBox;

import javafx.scene.control.Label;

import javafx.scene.control.TableColumn;

import javafx.scene.control.TableView;

import javafx.scene.control.TextField;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.image.Image;

import javafx.scene.layout.\*;

import javafx.scene.paint.Color;

import javafx.scene.text.Font;

import javafx.scene.text.FontWeight;

import javafx.scene.text.Text;

import javafx.stage.Stage;

public class ComsatsCafe extends Application {

    public void start(Stage primaryStage) {

        Pane pane=new Pane();

        Image backgroundImage = new Image("yoo.png");

        BackgroundSize backgroundSize = new BackgroundSize(BackgroundSize.AUTO, BackgroundSize.AUTO, false, false, true, true);

        BackgroundImage background = new BackgroundImage(backgroundImage, BackgroundRepeat.NO\_REPEAT, BackgroundRepeat.NO\_REPEAT, BackgroundPosition.CENTER, backgroundSize);

        pane.setBackground(new Background(background));

        Text text=new Text("\n    CUI Cafe Management System");

        text.setFill(Color.WHITE);

        text.setFont(Font.font("Roboto", FontWeight.BOLD,40));

        text.setLayoutX(250);

        text.setLayoutY(250);

        pane.getChildren().add(text);

        Button studentCorner=new Button("Student Corner");

        studentCorner.setTextFill(Color.WHITE);

        studentCorner.setFont(Font.font("Roboto", FontWeight.BOLD,12));

        studentCorner.setPrefSize(120,40);

        studentCorner.setBackground(Background.EMPTY);

        pane.getChildren().add(studentCorner);

        studentCorner.setLayoutX(600);

        studentCorner.setLayoutY(500);

        studentCorner.setOnMouseEntered(e->{

            studentCorner.setTextFill(Color.ORANGE);

            studentCorner.setBackground(new Background(new BackgroundFill(Color.WHITE, CornerRadii.EMPTY,null)));

        });

        studentCorner.setOnMouseExited(e->{studentCorner.setTextFill(Color.WHITE);

        studentCorner.setBackground(Background.EMPTY);

        });

        studentCorner.setOnAction(e -> {

            try{

                new StudentClient().start(new Stage());

            }

            catch(Exception ex){

                ex.printStackTrace();

            }

        });

        Button facultyCorner=new Button("Faculty Corner");

        facultyCorner.setTextFill(Color.WHITE);

        facultyCorner.setFont(Font.font("Roboto", FontWeight.BOLD,12));

        facultyCorner.setPrefSize(110,40);

        facultyCorner.setBackground(Background.EMPTY);

        pane.getChildren().add(facultyCorner);

        facultyCorner.setLayoutX(720);

        facultyCorner.setLayoutY(500);

        facultyCorner.setOnMouseEntered(e->{

            facultyCorner.setTextFill(Color.ORANGE);

            facultyCorner.setBackground(new Background(new BackgroundFill(Color.WHITE, CornerRadii.EMPTY,null)));

        });

        facultyCorner.setOnMouseExited(e->{facultyCorner.setTextFill(Color.WHITE);

            facultyCorner.setBackground(Background.EMPTY);

        });

        facultyCorner.setOnAction(e -> {

            try {

                new FacultyClient().start(new Stage());

            } catch (Exception ex) {

                ex.printStackTrace();

            }

        });

        Button staff=new Button("Staff");

        staff.setTextFill(Color.WHITE);

        staff.setFont(Font.font("Roboto", FontWeight.BOLD,12));

        staff.setPrefSize(60,40);

        staff.setBackground(Background.EMPTY);

        pane.getChildren().add(staff);

        staff.setLayoutX(840);

        staff.setLayoutY(500);

        staff.setOnMouseEntered(e->{

            staff.setTextFill(Color.ORANGE);

            staff.setBackground(new Background(new BackgroundFill(Color.WHITE, CornerRadii.EMPTY,null)));

        });

        staff.setOnMouseExited(e->{staff.setTextFill(Color.WHITE);

        staff.setBackground(Background.EMPTY);

        });

        staff.setOnAction(e -> {

            try {

                new AdminClient().start(new Stage());

            } catch (Exception ex) {

                ex.printStackTrace();

            }

        });

        Button cafeReviews=new Button("CafeReviews");

        cafeReviews.setTextFill(Color.WHITE);

        cafeReviews.setFont(Font.font("Roboto", FontWeight.BOLD,12));

        cafeReviews.setPrefSize(110,40);

        cafeReviews.setBackground(Background.EMPTY);

        pane.getChildren().add(cafeReviews);

        cafeReviews.setLayoutX(900);

        cafeReviews.setLayoutY(500);

        cafeReviews.setOnMouseEntered(e->{

            cafeReviews.setTextFill(Color.ORANGE);

            cafeReviews.setBackground(new Background(new BackgroundFill(Color.WHITE, CornerRadii.EMPTY,null)));

        });

        cafeReviews.setOnMouseExited(e->{cafeReviews.setTextFill(Color.WHITE);

        cafeReviews.setBackground(Background.EMPTY);

        });

           cafeReviews.setOnAction(e -> {

            CafeReviews reviews = new CafeReviews();

            TableView<CafeReviews.Review> tableView = reviews.showReviews();

            Stage reviewStage = new Stage();

            reviewStage.setTitle("Cafe Reviews");

            Pane reviewPane = new Pane();

            Image bg = new Image("yoo.png");

        BackgroundSize backgroundS = new BackgroundSize(BackgroundSize.AUTO, BackgroundSize.AUTO, false, false, true, true);

        BackgroundImage backg = new BackgroundImage(bg, BackgroundRepeat.NO\_REPEAT, BackgroundRepeat.NO\_REPEAT, BackgroundPosition.CENTER, backgroundS);

        reviewPane.setBackground(new Background(backg));

            tableView.setPrefSize(750, 370);

            reviewPane.getChildren().add(tableView);

            Text selectingDesignation = new Text();

            selectingDesignation.setText("Select Designation:");

            selectingDesignation.setLayoutX(20);

            selectingDesignation.setLayoutY(400);

            selectingDesignation.setFill(Color.BLACK);

            selectingDesignation.setFont(Font.font("Times New Roman", 16));

            ComboBox<String> designationComboBox = new ComboBox<>();

            designationComboBox.getItems().addAll("Student", "Faculty");

            designationComboBox.setLayoutX(20);

            designationComboBox.setLayoutY(420);

            designationComboBox.setPrefSize(150, 30);

            Button filterByDesignation = new Button("Filter by Designation");

            filterByDesignation.setLayoutX(180);

            filterByDesignation.setLayoutY(420);

            filterByDesignation.setPrefSize(150, 30);

            filterByDesignation.setOnAction(event -> {

                String selectedDesignation = designationComboBox.getValue();

                if (selectedDesignation != null) {

                    ObservableList<CafeReviews.Review> filteredReviews = reviews.getReviews().stream()

                            .filter(review -> review.getDesignation().equalsIgnoreCase(selectedDesignation))

                            .collect(Collectors.toCollection(FXCollections::observableArrayList));

                    tableView.setItems(filteredReviews);

                }

            });

            Button sortByRating = new Button("Sort by Rating");

            sortByRating.setLayoutX(400);

            sortByRating.setLayoutY(420);

            sortByRating.setPrefSize(150, 30);

            sortByRating.setOnAction(event -> {

                ObservableList<CafeReviews.Review> sortedReviews = reviews.getReviews().stream()

                        .sorted(Comparator.comparingInt(CafeReviews.Review::getRating).reversed())

                        .collect(Collectors.toCollection(FXCollections::observableArrayList));

                tableView.setItems(sortedReviews);

            });

            Button backButton = new Button("Back");

            backButton.setLayoutX(560);

            backButton.setLayoutY(420);

            backButton.setPrefSize(150, 30);

            backButton.setOnAction(event -> reviewStage.close());

            reviewPane.getChildren().addAll(selectingDesignation, designationComboBox, filterByDesignation, sortByRating, backButton);

            Scene reviewScene = new Scene(reviewPane, 1200,600);

            reviewStage.setScene(reviewScene);

            reviewStage.setResizable(false);

            reviewStage.show();

        });

        Button menu=new Button("Menu");

        menu.setTextFill(Color.WHITE);

        menu.setFont(Font.font("Roboto", FontWeight.BOLD,12));

        menu.setPrefSize(80,40);

        menu.setBackground(Background.EMPTY);

        pane.getChildren().add(menu);

        menu.setLayoutX(1020);

        menu.setLayoutY(500);

        menu.setOnMouseEntered(e->{

            menu.setTextFill(Color.ORANGE);

            menu.setBackground(new Background(new BackgroundFill(Color.WHITE, CornerRadii.EMPTY,null)));

        });

        menu.setOnMouseExited(e->{menu.setTextFill(Color.WHITE);

        menu.setBackground(Background.EMPTY);

        });

        menu.setOnAction(e->{

            MenuClient menuClient = new MenuClient();

            try {

                new MenuClient().start(new Stage());  // Starting MenuClient with a new stage

            } catch (Exception ex) {

                ex.printStackTrace();

            }

        });

        Scene scene = new Scene(pane,1200,600);

        primaryStage.setTitle("CUI Menu");

        primaryStage.setScene(scene);

        primaryStage.setResizable(false);

        primaryStage.show();

    }

    public static void main(String[] args) {launch(args);}

}

class CafeReviews {

    private ObservableList<Review> reviews;

    public TableView<Review> showReviews() {

        TableView<Review> tableView = new TableView<>();

        TableColumn<Review, String> designationColumn = new TableColumn<>("Designation");

        designationColumn.setCellValueFactory(new PropertyValueFactory<>("designation"));

        TableColumn<Review, String> nameColumn = new TableColumn<>("Name");

        nameColumn.setCellValueFactory(new PropertyValueFactory<>("name"));

        TableColumn<Review, String> commentsColumn = new TableColumn<>("Comments");

        commentsColumn.setCellValueFactory(new PropertyValueFactory<>("comments"));

        TableColumn<Review, Integer> ratingColumn = new TableColumn<>("Rating");

        ratingColumn.setCellValueFactory(new PropertyValueFactory<>("rating"));

        tableView.getColumns().add(designationColumn);

        tableView.getColumns().add(nameColumn);

        tableView.getColumns().add(commentsColumn);

        tableView.getColumns().add(ratingColumn);

        reviews = FXCollections.observableArrayList();

        File file = new File("CafeReviews.txt");

        try (BufferedReader br = new BufferedReader(new FileReader(file))) {

            String line;

            while ((line = br.readLine()) != null) {

                String[] parts = line.split(":", 4);

                if (parts.length >= 4) {

                    String designation = parts[0];

                    String name = parts[1];

                    String comments = parts[2];

                    int rating = Integer.parseInt(parts[3]);

                    reviews.add(new Review(designation, name, comments, rating));

                }

            }

        } catch (IOException e) {

            e.printStackTrace();

        }

        tableView.setItems(reviews);

        return tableView;

    }

    public ObservableList<Review> getReviews() {

        return reviews;

    }

    public static class Review {

        private final String designation;

        private final String name;

        private final String comments;

        private final int rating;

        public Review(String designation, String name, String comments, int rating) {

            this.designation = designation;

            this.name = name;

            this.comments = comments;

            this.rating = rating;

        }

        public String getDesignation() {

            return designation;

        }

        public String getName() {

            return name;

        }

        public String getComments() {

            return comments;

        }

        public int getRating() {

            return rating;

        }

    }

}

*3.Admin Client*

import javafx.application.Application;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.scene.Scene;

import javafx.scene.control.\*;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.image.Image;

import javafx.scene.layout.Background;

import javafx.scene.layout.BackgroundImage;

import javafx.scene.layout.BackgroundPosition;

import javafx.scene.layout.BackgroundRepeat;

import javafx.scene.layout.BackgroundSize;

import javafx.scene.layout.HBox;

import javafx.scene.layout.VBox;

import javafx.stage.Stage;

import java.awt.Color;

import java.io.\*;

import java.net.Socket;

import java.util.HashMap;

import java.util.Map;

public class AdminClient extends Application {

    private static final String SERVER\_ADDRESS = "localhost";

    private static final int SERVER\_PORT = 12345;

    private static final String ADMIN\_PASSWORD = "123";

    private PrintWriter out;

    private TableView<Order> studentOrdersTable;

    private TableView<Order> facultyOrdersTable;

    private Map<String, MenuItem> menuItems;

    @Override

    public void start(Stage primaryStage) {

        primaryStage.setTitle("CUI Cafe Admin Client");

        // Load menu items and their quantities

        loadMenuItems();

        //Password prompt

        TextInputDialog passwordDialog = new TextInputDialog();

        passwordDialog.setTitle("Admin Login");

        passwordDialog.setHeaderText("Enter Admin Password");

        passwordDialog.setContentText("Password:");

        passwordDialog.showAndWait().ifPresent(password -> {

            if (ADMIN\_PASSWORD.equals(password)) {

                showAdminInterface(primaryStage);

                new Thread(this::connectToServer).start();

            } else {

                Alert alert = new Alert(Alert.AlertType.ERROR);

                alert.setTitle("Error");

                alert.setHeaderText("Invalid Password");

                alert.setContentText("The password you entered is incorrect.");

                alert.showAndWait();

            }

        });

    }

    private void showAdminInterface(Stage primaryStage) {

        VBox root = new VBox(10);

        root.setStyle("-fx-padding: 10;");

        HBox ordersBox = new HBox(10);

        VBox studentBox = new VBox(10);

        Label studentOrdersLabel = new Label("Student Orders");

        studentOrdersLabel.setStyle(

        "-fx-text-fill: black;" +

        "-fx-font-size: 18;" +

        "-fx-background-color: light grey;"

        );

        studentOrdersTable = new TableView<>();

        setupOrderTable(studentOrdersTable);

        studentBox.getChildren().addAll(studentOrdersLabel, studentOrdersTable);

        VBox facultyBox = new VBox(10);

        Label facultyOrdersLabel = new Label("Faculty Orders");

        facultyOrdersLabel.setStyle(

        "-fx-text-fill: black;" +

        "-fx-font-size: 18;" +

        "-fx-background-color: light grey;"

        );

        facultyOrdersTable = new TableView<>();

        setupOrderTable(facultyOrdersTable);

        facultyBox.getChildren().addAll(facultyOrdersLabel, facultyOrdersTable);

        ordersBox.getChildren().addAll(studentBox, facultyBox);

        Button generateBillButton = new Button("Generate Bill");

        generateBillButton.setOnAction(e -> generateBill());

        Image backgroundImage = new Image("yoo.png");

        BackgroundSize backgroundSize = new BackgroundSize(BackgroundSize.AUTO, BackgroundSize.AUTO, false, false, true, true);

        BackgroundImage background = new BackgroundImage(backgroundImage, BackgroundRepeat.NO\_REPEAT, BackgroundRepeat.NO\_REPEAT, BackgroundPosition.CENTER, backgroundSize);

        root.setBackground(new Background(background));

        root.getChildren().addAll(ordersBox, generateBillButton);

        Scene scene = new Scene(root,1200,600);

        primaryStage.setScene(scene);

        primaryStage.show();

    }

    private void setupOrderTable(TableView<Order> table) {

        TableColumn<Order, String> itemColumn = new TableColumn<>("Item");

        itemColumn.setCellValueFactory(new PropertyValueFactory<>("item"));

        itemColumn.setPrefWidth(200);

        TableColumn<Order, Integer> quantityColumn = new TableColumn<>("Quantity");

        quantityColumn.setCellValueFactory(new PropertyValueFactory<>("quantity"));

        quantityColumn.setPrefWidth(100);

        table.getColumns().addAll(itemColumn, quantityColumn);

    }

    private void connectToServer() {

        try {

            Socket socket = new Socket(SERVER\_ADDRESS, SERVER\_PORT);

            out = new PrintWriter(socket.getOutputStream(), true);

            BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream()));

            String message;

            while ((message = in.readLine()) != null) {

                System.out.println("Received from server: " + message);

                if (message.startsWith("Order: Student")) {

                    String[] parts = message.split(":");

                    String item = parts[2].trim();

                    int quantity = Integer.parseInt(parts[3].trim());

                    studentOrdersTable.getItems().add(new Order(item, quantity));

                } else if (message.startsWith("Order: Faculty")) {

                    String[] parts = message.split(":");

                    String item = parts[2].trim();

                    int quantity = Integer.parseInt(parts[3].trim());

                    facultyOrdersTable.getItems().add(new Order(item, quantity));

                }

            }

        } catch (IOException e) {

            e.printStackTrace();

        }

    }

    private void generateBill() {

        ObservableList<Order> studentOrders = studentOrdersTable.getItems();

        ObservableList<Order> facultyOrders = facultyOrdersTable.getItems();

        String studentBill = calculateBill(studentOrders);

        String facultyBill = calculateBill(facultyOrders);

        // Send bills to clients

        sendMessage("Bill: Student: " + studentBill);

        sendMessage("Bill: Faculty: " + facultyBill);

        // Clear orders and bills

        studentOrdersTable.getItems().clear();

        facultyOrdersTable.getItems().clear();

    }

    private String calculateBill(ObservableList<Order> orders) {

        StringBuilder bill = new StringBuilder();

        int total = 0;

        for (Order order : orders) {

            String item = order.getItem();

            int quantity = order.getQuantity();

            if (menuItems.containsKey(item) && menuItems.get(item).getQuantity() >= quantity) {

                int price = menuItems.get(item).getPrice();

                total += quantity \* price;

                bill.append(item).append(" x ").append(quantity).append(" = $").append(quantity \* price).append("\n");

                menuItems.put(item, new MenuItem(item, menuItems.get(item).getQuantity() - quantity, price));

            } else {

                Alert alert = new Alert(Alert.AlertType.WARNING);

                alert.setTitle("Warning");

                alert.setHeaderText("Item Unavailable");

                alert.setContentText("The item " + item + " is unavailable or insufficient quantity.");

                alert.showAndWait();

            }

        }

        bill.append("Total: $").append(total);

        return bill.toString();

    }

    private void sendMessage(String message) {

        if (out != null) {

            out.println(message);

        }

    }

    private void loadMenuItems() {

        menuItems = new HashMap<>();

        try {

            File file = new File("cafemenu.txt");

            BufferedReader br = new BufferedReader(new FileReader(file));

            String line;

            while ((line = br.readLine()) != null) {

                String[] parts = line.split(":", 4);

                if (parts.length >= 4) {

                    String item = parts[1].trim();

                    int quantity = Integer.parseInt(parts[2].trim());

                    int price = Integer.parseInt(parts[3].trim());

                    menuItems.put(item, new MenuItem(item, quantity, price));

                }

            }

            br.close();

        } catch (IOException e) {

            e.printStackTrace();

        }

    }

    public static class Order {

        private final String item;

        private final int quantity;

        public Order(String item, int quantity) {

            this.item = item;

            this.quantity = quantity;

        }

        public String getItem() {

            return item;

        }

        public int getQuantity() {

            return quantity;

        }

    }

    public static class MenuItem {

        private final String name;

        private final int quantity;

        private final int price;

        public MenuItem(String name, int quantity, int price) {

            this.name = name;

            this.quantity = quantity;

            this.price = price;

        }

        public String getName() {

            return name;

        }

        public int getQuantity() {

            return quantity;

        }

        public int getPrice() {

            return price;

        }

    }

    public static void main(String[] args) {

        launch(args);

    }

}

*4.StudentClient*

import javafx.application.Application;

import javafx.application.Platform;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.scene.Scene;

import javafx.scene.control.\*;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.layout.VBox;

import javafx.stage.Stage;

import java.io.\*;

import java.net.Socket;

public class StudentClient extends Application {

    private static final String SERVER\_ADDRESS = "localhost";

    private static final int SERVER\_PORT = 12345;

    private PrintWriter out;

    private TextArea billArea;

    @Override

    public void start(Stage primaryStage) {

        primaryStage.setTitle("CUI Cafe Student Client");

        VBox root = new VBox(10);

        root.setStyle("-fx-padding: 10;");

        Label menuLabel = new Label("Menu:");

        TableView<MenuItem> menuTable = new TableView<>();

        setupMenuTable(menuTable);

        TextField quantityField = new TextField();

        quantityField.setPromptText("Quantity");

        Button orderButton = new Button("Order");

        orderButton.setOnAction(e -> {

            MenuItem selectedItem = menuTable.getSelectionModel().getSelectedItem();

            String quantity = quantityField.getText();

            if (selectedItem != null && !quantity.isEmpty()) {

                sendMessage("Order: Student: " + selectedItem.getName() + ": " + quantity);

                Alert alert = new Alert(Alert.AlertType.INFORMATION);

                alert.setTitle("Order Placed");

                alert.setHeaderText(null);

                alert.setContentText("Your order has been placed.");

                alert.showAndWait();

            }

        });

        Label billLabel = new Label("Bill:");

        billArea = new TextArea();

        billArea.setEditable(false);

        Label reviewLabel = new Label("Submit Review:");

        TextField reviewField = new TextField();

        TextField ratingField = new TextField();

        ratingField.setPromptText("Rating (1-5)");

        Button submitReviewButton = new Button("Submit");

        submitReviewButton.setOnAction(e -> {

            String review = reviewField.getText();

            String rating = ratingField.getText();

            if (!review.isEmpty() && !rating.isEmpty()) {

                sendMessage("Review: Student: " + review + ": " + rating);

                reviewField.clear();

                ratingField.clear();

            }

        });

        root.getChildren().addAll(menuLabel, menuTable, quantityField, orderButton, billLabel, billArea, reviewLabel, reviewField, ratingField, submitReviewButton);

        Scene scene = new Scene(root,1200,600);

        primaryStage.setScene(scene);

        primaryStage.show();

        //new thread to start the connection

        new Thread(this::connectToServer).start();

    }

    private void setupMenuTable(TableView<MenuItem> table) {

        TableColumn<MenuItem, String> nameColumn = new TableColumn<>("Item");

        nameColumn.setCellValueFactory(new PropertyValueFactory<>("name"));

        nameColumn.setPrefWidth(150);

        TableColumn<MenuItem, Integer> priceColumn = new TableColumn<>("Price");

        priceColumn.setCellValueFactory(new PropertyValueFactory<>("price"));

        priceColumn.setPrefWidth(100);

        table.getColumns().addAll(nameColumn, priceColumn);

        table.setItems(loadMenuItems());

    }

    private ObservableList<MenuItem> loadMenuItems() {

        ObservableList<MenuItem> menuItems = FXCollections.observableArrayList();

        try {

            File file = new File("cafemenu.txt");

            BufferedReader br = new BufferedReader(new FileReader(file));

            String line;

            while ((line = br.readLine()) != null) {

                String[] parts = line.split(":", 4);

                if (parts.length >= 4) {

                    String item = parts[1].trim();

                    int price = Integer.parseInt(parts[3].trim());

                    menuItems.add(new MenuItem(item, price));

                }

            }

            br.close();

        } catch (IOException e) {

            e.printStackTrace();

        }

        return menuItems;

    }

    private void connectToServer() {

        try {

            Socket socket = new Socket(SERVER\_ADDRESS, SERVER\_PORT);

            out = new PrintWriter(socket.getOutputStream(), true);

            BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream()));

            String message;

            while ((message = in.readLine()) != null) {

                final String finalMessage = message;

                System.out.println("Received from server: " + finalMessage);

                if (finalMessage.startsWith("Bill: Student")) {

                    Platform.runLater(() -> showBillWindow(finalMessage));

                }

            }

        } catch (IOException e) {

            e.printStackTrace();

        }

    }

    private void showBillWindow(String bill) {

        Stage billStage = new Stage();

        billStage.setTitle("Student Bill");

        VBox root = new VBox(10);

        root.setStyle("-fx-padding: 10;");

        TextArea billArea = new TextArea(bill);

        billArea.setEditable(false);

        Label reviewLabel = new Label("Submit Review:");

        TextField reviewField = new TextField();

        TextField ratingField = new TextField();

        ratingField.setPromptText("Rating (1-5)");

        Button submitReviewButton = new Button("Submit");

        submitReviewButton.setOnAction(e -> {

            String review = reviewField.getText();

            String rating = ratingField.getText();

            if (!review.isEmpty() && !rating.isEmpty()) {

                sendMessage("Review: Student: " + review + ": " + rating);

                billStage.close();

            }

        });

        root.getChildren().addAll(billArea, reviewLabel, reviewField, ratingField, submitReviewButton);

        Scene scene = new Scene(root, 300, 400);

        billStage.setScene(scene);

        billStage.show();

    }

    private void sendMessage(String message) {

        if (out != null) {

            out.println(message);

        }

    }

    public static void main(String[] args) {

        launch(args);

    }

    public static class MenuItem {

        private final String name;

        private final int price;

        public MenuItem(String name, int price) {

            this.name = name;

            this.price = price;

        }

        public String getName() {

            return name;

        }

        public int getPrice() {

            return price;

        }

    }

}

*5.FacultyClient*

import javafx.application.Application;

import javafx.application.Platform;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.scene.Scene;

import javafx.scene.control.\*;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.layout.VBox;

import javafx.stage.Stage;

import java.io.\*;

import java.net.Socket;

public class FacultyClient extends Application {

    private static final String SERVER\_ADDRESS = "localhost";

    private static final int SERVER\_PORT = 12345;

    private PrintWriter out;

    private TextArea billArea;

    @Override

    public void start(Stage primaryStage) {

        primaryStage.setTitle("CUI Cafe Faculty Client");

        VBox root = new VBox(10);

        root.setStyle("-fx-padding: 10;");

        Label menuLabel = new Label("Menu:");

        TableView<MenuItem> menuTable = new TableView<>();

        setupMenuTable(menuTable);

        TextField quantityField = new TextField();

        quantityField.setPromptText("Quantity");

        Button orderButton = new Button("Order");

        orderButton.setOnAction(e -> {

            MenuItem selectedItem = menuTable.getSelectionModel().getSelectedItem();

            String quantity = quantityField.getText();

            if (selectedItem != null && !quantity.isEmpty()) {

                sendMessage("Order: Faculty: " + selectedItem.getName() + ": " + quantity);

                Alert alert = new Alert(Alert.AlertType.INFORMATION);

                alert.setTitle("Order Placed");

                alert.setHeaderText(null);

                alert.setContentText("Your order has been placed.");

                alert.showAndWait();

            }

        });

        Label billLabel = new Label("Bill:");

        billArea = new TextArea();

        billArea.setEditable(false);

        Label reviewLabel = new Label("Submit Review:");

        TextField reviewField = new TextField();

        TextField ratingField = new TextField();

        ratingField.setPromptText("Rating (1-5)");

        Button submitReviewButton = new Button("Submit");

        submitReviewButton.setOnAction(e -> {

            String review = reviewField.getText();

            String rating = ratingField.getText();

            if (!review.isEmpty() && !rating.isEmpty()) {

                sendMessage("Review: Faculty: " + review + ": " + rating);

                reviewField.clear();

                ratingField.clear();

            }

        });

        root.getChildren().addAll(menuLabel, menuTable, quantityField, orderButton, billLabel, billArea, reviewLabel, reviewField, ratingField, submitReviewButton);

        Scene scene = new Scene(root,1200,600);

        primaryStage.setScene(scene);

        primaryStage.show();

        new Thread(this::connectToServer).start();

    }

    private void setupMenuTable(TableView<MenuItem> table) {

        TableColumn<MenuItem, String> nameColumn = new TableColumn<>("Item");

        nameColumn.setCellValueFactory(new PropertyValueFactory<>("name"));

        nameColumn.setPrefWidth(150);

        TableColumn<MenuItem, Integer> priceColumn = new TableColumn<>("Price");

        priceColumn.setCellValueFactory(new PropertyValueFactory<>("price"));

        priceColumn.setPrefWidth(100);

        table.getColumns().addAll(nameColumn, priceColumn);

        table.setItems(loadMenuItems());

    }

    private ObservableList<MenuItem> loadMenuItems() {

        ObservableList<MenuItem> menuItems = FXCollections.observableArrayList();

        try {

            File file = new File("cafemenu.txt");

            BufferedReader br = new BufferedReader(new FileReader(file));

            String line;

            while ((line = br.readLine()) != null) {

                String[] parts = line.split(":", 4);

                if (parts.length >= 4) {

                    String item = parts[1].trim();

                    int price = Integer.parseInt(parts[3].trim());

                    menuItems.add(new MenuItem(item, price));

                }

            }

            br.close();

        } catch (IOException e) {

            e.printStackTrace();

        }

        return menuItems;

    }

    private void connectToServer() {

        try {

            Socket socket = new Socket(SERVER\_ADDRESS, SERVER\_PORT);

            out = new PrintWriter(socket.getOutputStream(), true);

            BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream()));

            String message;

            while ((message = in.readLine()) != null) {

                final String finalMessage = message;

                System.out.println("Received from server: " + finalMessage);

                if (finalMessage.startsWith("Bill: Faculty")) {

                    Platform.runLater(() -> showBillWindow(finalMessage));

                }

            }

        } catch (IOException e) {

            e.printStackTrace();

        }

    }

    private void showBillWindow(String bill) {

        Stage billStage = new Stage();

        billStage.setTitle("Faculty Bill");

        VBox root = new VBox(10);

        root.setStyle("-fx-padding: 10;");

        TextArea billArea = new TextArea(bill);

        billArea.setEditable(false);

        Label reviewLabel = new Label("Submit Review:");

        TextField reviewField = new TextField();

        TextField ratingField = new TextField();

        ratingField.setPromptText("Rating (1-5)");

        Button submitReviewButton = new Button("Submit");

        submitReviewButton.setOnAction(e -> {

            String review = reviewField.getText();

            String rating = ratingField.getText();

            if (!review.isEmpty() && !rating.isEmpty()) {

                sendMessage("Review: Faculty: " + review + ": " + rating);

                billStage.close();

            }

        });

        root.getChildren().addAll(billArea, reviewLabel, reviewField, ratingField, submitReviewButton);

        Scene scene = new Scene(root, 300, 400);

        billStage.setScene(scene);

        billStage.show();

    }

    private void sendMessage(String message) {

        if (out != null) {

            out.println(message);

        }

    }

    public static void main(String[] args) {

        launch(args);

    }

    public static class MenuItem {

        private final String name;

        private final int price;

        public MenuItem(String name, int price) {

            this.name = name;

            this.price = price;

        }

        public String getName() {

            return name;

        }

        public int getPrice() {

            return price;

        }

    }

}

*6.Menu Client*

import javafx.application.Application;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.scene.Scene;

import javafx.scene.control.ScrollPane;

import javafx.scene.control.TableColumn;

import javafx.scene.control.TableView;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.image.Image;

import javafx.scene.layout.Background;

import javafx.scene.layout.BackgroundImage;

import javafx.scene.layout.BackgroundPosition;

import javafx.scene.layout.BackgroundRepeat;

import javafx.scene.layout.BackgroundSize;

import javafx.scene.layout.VBox;

import javafx.scene.paint.Color;

import javafx.scene.text.Font;

import javafx.scene.text.Text;

import javafx.stage.Stage;

import java.io.BufferedReader;

import java.io.File;

import java.io.FileReader;

import java.io.IOException;

import java.util.ArrayList;

import java.util.List;

public class MenuClient extends Application {

    @Override

    public void start(Stage primaryStage) {

        //setting title

        primaryStage.setTitle("Cafe Menu");

        VBox root = new VBox(10);

        root.setStyle("-fx-padding: 20;");

        root.setPrefSize(800, 600);

        Image backgroundImage = new Image("yoo.png");

        BackgroundSize backgroundSize = new BackgroundSize(BackgroundSize.AUTO, BackgroundSize.AUTO, false, false, true, true);

        BackgroundImage background = new BackgroundImage(backgroundImage, BackgroundRepeat.NO\_REPEAT, BackgroundRepeat.NO\_REPEAT, BackgroundPosition.CENTER, backgroundSize);

        root.setBackground(new Background(background));

        Text title = new Text("Cafe Menu");

        title.setFill(Color.WHITE);

        title.setFont(Font.font("Times New Roman", 30));

        root.getChildren().add(title);

        TableView<MenuItem> tableView = new TableView<>();

        tableView.setPrefWidth(750);

        TableColumn<MenuItem, String> juicesColumn = new TableColumn<>("Juices");

        juicesColumn.setCellValueFactory(new PropertyValueFactory<>("juices"));

        juicesColumn.setPrefWidth(250);

        TableColumn<MenuItem, String> fastFoodColumn = new TableColumn<>("Fast Food");

        fastFoodColumn.setCellValueFactory(new PropertyValueFactory<>("fastFood"));

        fastFoodColumn.setPrefWidth(250);

        TableColumn<MenuItem, String> desiFoodColumn = new TableColumn<>("Desi Food");

        desiFoodColumn.setCellValueFactory(new PropertyValueFactory<>("desiFood"));

        desiFoodColumn.setPrefWidth(250);

        tableView.getColumns().addAll(juicesColumn, fastFoodColumn, desiFoodColumn);

        ObservableList<MenuItem> menuItems = FXCollections.observableArrayList();

        List<String> juices = new ArrayList<>();

        List<String> fastFood = new ArrayList<>();

        List<String> desiFood = new ArrayList<>();

        try {

            File file = new File("cafemenu.txt");

            BufferedReader br = new BufferedReader(new FileReader(file));

            String line;

            while ((line = br.readLine()) != null) {

                String[] parts = line.split(":", 4);

                if (parts.length >= 4) {

                    String category = parts[0];

                    String item = parts[1] + " - $" + parts[2];

                    switch (category) {

                        case "Juices":

                            juices.add(item);

                            break;

                        case "Fast Food":

                            fastFood.add(item);

                            break;

                        case "Desi Food":

                            desiFood.add(item);

                            break;

                    }

                }

            }

            br.close();

        } catch (IOException e) {

            e.printStackTrace();

        }

        //adding items to the table of menu

        for (int i = 0; i < juices.size(); i++) {

            String juiceItem = juices.get(i);

            String fastFoodItem = fastFood.get(i);

            String desiFoodItem = desiFood.get(i);

            menuItems.add(new MenuItem(juiceItem, fastFoodItem, desiFoodItem));

        }

        tableView.setItems(menuItems);

        root.getChildren().add(tableView);

        //for scrooling if contents in table exceeds

        ScrollPane scrollPane = new ScrollPane(root);

        scrollPane.setFitToWidth(true);

        //setting scene

        Scene scene = new Scene(scrollPane,1200,600);

        primaryStage.setScene(scene);

        primaryStage.show();

    }

    public static class MenuItem {

        private final String juices;

        private final String fastFood;

        private final String desiFood;

        public MenuItem(String juices, String fastFood, String desiFood) {

            this.juices = juices;

            this.fastFood = fastFood;

            this.desiFood = desiFood;

        }

        public String getJuices() {

            return juices;

        }

        public String getFastFood() {

            return fastFood;

        }

        public String getDesiFood() {

            return desiFood;

        }

    }

}

*7.cafeReviews*

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.scene.control.TableColumn;

import javafx.scene.control.TableView;

import javafx.scene.control.cell.PropertyValueFactory;

import java.io.BufferedReader;

import java.io.File;

import java.io.FileReader;

import java.io.IOException;

public class CafeReviews {

    private ObservableList<Review> reviews;

    public TableView<Review> showReviews() {

        TableView<Review> tableView = new TableView<>();

        TableColumn<Review, String> designationColumn = new TableColumn<>("Designation");

        designationColumn.setCellValueFactory(new PropertyValueFactory<>("designation"));

        TableColumn<Review, String> commentsColumn = new TableColumn<>("Comments");

        commentsColumn.setCellValueFactory(new PropertyValueFactory<>("comments"));

        TableColumn<Review, Integer> ratingColumn = new TableColumn<>("Rating");

        ratingColumn.setCellValueFactory(new PropertyValueFactory<>("rating"));

        tableView.getColumns().add(designationColumn);

        tableView.getColumns().add(commentsColumn);

        tableView.getColumns().add(ratingColumn);

        reviews = FXCollections.observableArrayList();

        File file = new File("CafeReviews.txt");

        try (BufferedReader br = new BufferedReader(new FileReader(file))) {

            String line;

            while ((line = br.readLine()) != null) {

                String[] parts = line.split(":", 3);

                if (parts.length == 3) {

                    String designation = parts[0];

                    String comments = parts[1];

                    int rating = Integer.parseInt(parts[2].trim());

                    reviews.add(new Review(designation, comments, rating));

                }

            }

        } catch (IOException e) {

            e.printStackTrace();

        }

        tableView.setItems(reviews);

        return tableView;

    }

    public ObservableList<Review> getReviews() {

        return reviews;

    }

    public static class Review {

        private final String designation;

        private final String comments;

        private final int rating;

        public Review(String designation, String comments, int rating) {

            this.designation = designation;

            this.comments = comments;

            this.rating = rating;

        }

        public String getDesignation() {

            return designation;

        }

        public String getComments() {

            return comments;

        }

        public int getRating() {

            return rating;

        }

    }

}

*8.TXT files*

*Menu*

Juices:Orange Juice:10:3

Juices:Apple Juice:15:3

Juices:Mango Juice:8:3

Juices:Pineapple Juice:12:4

Juices:Grape Juice:9:4

Juices:Banana Juice:10:10

Juices:Watermelon Juice:7:5

Fast Food:Cheeseburger:20:5

Fast Food:Chicken Burger:18:5

Fast Food:Veggie Burger:15:4

Fast Food:Pepperoni Pizza:10:8

Fast Food:Margherita Pizza:12:7

Fast Food:Chicken Pasta:14:6

Fast Food:Veggie Pasta:16:5

Desi Food:Chicken Biryani:10:7

Desi Food:Mutton Biryani:8:8

Desi Food:Palao:12:6

Desi Food:Roti:50:1

Desi Food:Chicken Karahi:7:9

Desi Food:Mutton Karahi:5:10

Desi Food:Chicken Tikka:6:7

*Reviews*

Student:Great food and service:5

Faculty:Nice ambiance but a bit noisy:4

Student:Affordable prices and tasty meals:5

Faculty:Good variety of dishes:4

Student:Friendly staff and quick service:5

Student:It was nice:3

Student:its nice:4

Faculty: Juicy!: 4

Student: Very tasty!: 4

Faculty: nice: 2

Faculty: Hey its yummy: 4

Student: yummy: 4

Student: it was yummy: 4

Faculty: IT was tasty: 3