**JAVA:**

1：集合框架：

**Collection** 接口的接口 对象的集合（单列集合）   
├——-**List** 接口：元素按进入先后有序保存，可重复   
│—————-├ **LinkedList**  底层链表，没有同步，线程不安全 ，查询慢，增删快

│—————-├ **ArrayList**  底层数组， 随机访问，没有同步，线程不安全 ，查询快，增删慢，  
│—————-└ **Vector** 接口实现类 ，矢量队列，底层数组， 同步， 线程安全   
│ ———————-└ **Stack** 是Vector类的实现类   
└——-**Set** 接口： 仅接收一次，不可重复，并做内部排序   
├—————-└**HashSet** 使用hash表（数组）存储元素，其实就是hashmap的key部分   
│————————└ **LinkedHashSet** 链表维护元素的插入次序 基于linkedHashMap实现  
└ —————-**TreeSet** 底层实现为二叉树，元素排好序

**Map** 接口 键值对的集合 （双列集合）   
├———**Hashtable** 接口实现类， 同步， 线程安全 ，使用数组加链表的方式存储。锁住整个Hashtable导致效率低，key与value都不可为null。初始大小11，扩容2倍+1  
├———**HashMap** 接口实现类 ，没有同步， 线程不安全- ，初始大小16，扩容因子0.75，扩容翻倍，使用数组加链表的方式存储，链表达到8转为红黑树，key与value可为null，null键存放在底层数组的0号位置  
│—————–├ **LinkedHashMap** 双向链表和哈希表实现 ，key和value可以为null，记录了插入次序。  
│—————–└ **ConcurrentHashMap** 线程安全的hashmap，分段加锁提高效率，key与value都不可为null  
├ ——–**TreeMap** 红黑树对所有的key进行排序   
└———**IdentifyHashMap**

2：锁

乐观锁/悲观锁：

乐观锁：假设最好的情况，读取数据时默认数据未被修改，故不加锁，更新数据时会判断在此期间是否数据被修改，多使用版本号等机制判断数据是否被修改（不用结果对比主要解决ABA问题），适用于多读场景，例CAS（Compare and Swap）自旋操作；

悲观锁：假设最差的情况，每次读取数据都默认会被修改，故每次读取，更新都会加锁，阻塞其他人同时获取或者更新数据。例synchronized；

独享锁/共享锁（具体表现：互斥锁/读写锁）：

独享锁：一次只能被一个线程持有，例：读写锁的写锁， ReentrantLock，synchronized

共享锁：可以被多个线程持有,例：读写锁的读锁

synchronized主要用于锁对象和方法。

可重入锁ReentrantLock：

又名递归锁，同一个线程在外层方法获取锁的时候，内层方法也会自动获取锁，可以一定程度避免死锁。Synchronized也是可重入锁。通过AQS数据结构来实现线程调度。

原理：每一个锁关联一个线程持有者和计数器，当计数器为 0 时表示该锁没有被任何线程持有，那么任何线程都可能获得该锁而调用相应的方法；当某一线程请求成功后，JVM会记下锁的持有线程，并且将计数器置为 1；此时其它线程请求该锁，则必须等待；而该持有锁的线程如果再次请求这个锁，就可以再次拿到这个锁，同时计数器会递增；当线程退出同步代码块时，计数器会递减，如果计数器为 0，则释放该锁

公平锁/非公平锁：

公平锁：多个线程按照申请锁的顺序来获取锁。

非公平锁：不是按照申请顺序来获取锁。吞吐量大于公平锁

分段锁：

ConcurrentHashMap使用的锁机制。细化锁的粒度，提高效率

锁的四种状态：

无锁/偏向锁/轻量级锁/重量级锁：

后面三种锁的状态，针对于Synchronized，提高其效率。

偏向锁：一段同步代码一直被一个线程所访问，该线程会自动获取锁，降低获取锁的代价。

轻量级锁：当锁为偏向锁的时候，被另一个线程所访问，偏向锁就会升级为轻量级锁，其他线程会通过自旋的方式尝试获取锁，不会阻塞，提高性能。

重量级锁：当锁为轻量级锁的时候，另一个线程自旋到一定次数还没有获取到锁，就会进入阻塞，该锁膨胀为重量级锁，重量级锁会让其他申请的线程进入阻塞，性能降低，

自旋锁：

指尝试获取锁的线程不会立即阻塞，采用循环的方式尝试获取锁，好处减少线程上下文切换的消耗，缺点浪费CPU

锁的优化：

减少锁持有时间，减小锁粒度，锁分离（读写锁），锁粗化（避免频繁获取释放锁），锁消除（编译器级别的事情。 在即时编译器时，如果发现不可能被共享的对象，则可以消除这

些对象的锁操作，多数是因为程序员编码不规范引起）。

AQS：

AbstractQueuedSynchronized 抽象队列式的同步器，

AQS定义了一套多线程访问共享资源的同步器框架，许多同步类实现都依赖于它，如常用的ReentrantLock/Semaphore/CountDownLatch

底层是CAS+volatile实现的，state是volatile修饰，更新state除了有setState方法外还有CAS。

除了加锁和原子操作外，final也可以起到线程安全的作用

3：isAssignableFrom()方法与instanceof关键字的区别

isAssignableFrom()方法是从类继承的角度去判断，instanceof关键字是从实例继承的角度去判断。

isAssignableFrom()方法是判断是否为某个类的父类，instanceof关键字是判断是否某个类的子类。

父类.class.isAssignableFrom(子类.class)

子类实例 instanceof 父类类型

4：设计模式：

创建型模式(共六种)：简单工厂模式（Calendar时间管理类），工厂方法模式、抽象工厂模式、单例模式、建造者模式（构建内部类Builder）、原型模式。

结构型模式(共七种)：适配器模式、装饰器模式、代理模式（spring的AOP）、外观模式、桥接模式、组合模式、享元模式（线程池）

行为型模式(共十一种)：策略模式（出征到达）、模板方法模式、观察者模式（wait/notify，AIO）、迭代子模式、责任链模式（netty中的ChannelPipeline）、命令模式、备忘录模式、状态模式、访问者模式、中介者模式、解释器模式。

5：JVM：

内存划分（运行时数据区）：

虚拟机栈（简称栈），堆，方法区，程序计数器（寄存器），本地方法栈五个部分。

堆和方法区是线程共享，生命周期与虚拟机相同;

其他的则为线程私有，随线程而生，随线程而灭。

虚拟机栈：存放方法帧，每执行一个方法就会往栈中压入一个元素，递归过深会导致栈空间不足。

本地方法栈：存放局部变量等。和虚拟机栈类似，只不过它是用来表示执行本地方法的

线程计数器：记录程序状态

堆：存放new出来的对象，由垃圾回收器进行垃圾的回收管理

方法区：存放类信息，常量，静态变量等

Java 中堆和栈有什么区别？

栈常用于保存方法帧和局部变量，而对象总是在堆上分配。栈通常都比堆小，也不会在多个线程之间共享，而堆被整个 JVM 的所有线程共享。

垃圾判定的方法：

引用计数法(无法检测循环引用)；

可达性分析（从GC roots出发不能到达的则是可回收对象），可作为GC roots的包括常量，全局变量，静态变量以及方法内的局部变量。

垃圾回收算法：

1标记-清除：第一步利用可达性遍历内存，标记存活对象和垃圾对象，第二步将垃圾对象清空，简单方便但容易产生内存碎片。

2标记-整理：第一步利用可达性遍历内存，标记存活对象和垃圾对象，第二步把所有存活对象堆到同一个地方，就不会产生内存碎片，适合存活对象多，垃圾少的情况，但效率低。

3复制-回收：将内存划分大小相等的两块，每次只使用其中一块，当这一块用完了，就将还活着的对象复制到另一块上，然后再把使用过的内存空间一次性清理掉。简单，速度快，不会产生碎片，但内存利用率低。

Java堆的垃圾回收：分代回收算法

堆分为新生代，老年代，永久代。新生代与老年代比例1:2

新生代：存活对象少，垃圾多，使用复制-回收机制。Minor GC

分为三个部分：Eden(伊甸园区)，S1(幸存者1区)，S2。比例8：1：1

老年代：存活对象多，垃圾少，使用标记-整理机制。Full GC，对象在新生代复制15次任未被回收，则进入老年代。

永久代：永久存在的对象。主要存放Class和元数据的信息，类被加载就放入永久代。

垃圾回收不会发生在永久代，永久代满了或者是超过了临界值，会触发完全垃圾回收(Full GC)。永久代也是会被Full GC回收的。这就是为什么正确的永久代大小对避免Full GC是非常重要的原因。

一般大对象，数组等大于某一个设定的值直接进入老年代。

Java8中，永久代已经被移除，被一个称为“元数据区”（元空间）的区域所取代。元空间的本质和永久代类似，元空间与永久代之间最大的区别在于： 元空间并不在虚拟机中，而是使用本地内存。

Java对象分配流程：

尝试栈上分配🡪成功🡪栈上分配

🡪失败🡪尝试TLAB分配🡪成功🡪TLAB分配

🡪失败🡪是否直接进入老年代🡪可以🡪老年代分配

🡪不可以🡪伊甸区分配

栈上分配：确定一个对象的作用域不会逃逸出方法之外，可以将这个对象分配在栈上，这样大量的对象就会随着方法的结束而自动销毁了，无须通过垃圾收集器回收，可以减小垃圾收集器的负载。

TLAB的全称是Thread Local Allocation Buffer，即线程本地分配缓存区，这是一个线程专用的内存分配区域。 JVM使用TLAB来避免多线程冲突，在给对象分配内存时，每个线程使用自己的TLAB，这样可以避免线程同步，提高了对象分配的效率。

Fork/join：将一个大的任务拆分成多个子任务进行并行处理，最后将子任务结果合并成最后的计算结果。

串行垃圾回收器：

新生代采用Serial，是利用复制回收算法；老年代使用Serial Old采用标记-整理算法。

并行垃圾回收器：

ParNew（Parallel）：Serial GC的多线程优化版本。

Parallel Scanvenge GC：多线程复制回收算法，但更加关注吞吐量，更高效

Parallel Old ：PS的老年代版本，多线程标记整理算法；

PS和PO搭配使用；

CMS: 并发标记清除回收,碎片化严重，难以避免在长时间运行等情况下发生 full GC，导致恶劣的停顿。获得最短回收停顿时间为目标的收集器

G1使用标记整理算法：jdk9到jdk13：使用G1垃圾回收机制，G1为大内存多内核处理器设计，为应用提供停顿时间和吞吐量的最佳平衡。从整体看还是基于标记-清除算法的，但是局部上是基于复制算法的。这样就意味者它空间整合做的比较好，因为不会产生空间碎片，也降低了进行gc的频率。除了有年轻代的ygc，全堆扫描的full GC外，还有包含所有年轻代以及部分老年代Region的Mixed GC，标记清除完了之后会进行存活对象的转移来解决内存碎片的问题。

除了CMS都会产生Stop-The-World

Java强引用常见的引用，一旦不被引用就会被回收；软引用：内存不足时被回收；弱引用：只要GC运行就会被回收；虚引用：主要作用是跟踪对象被垃圾回收的状态。

你知道哪些JVM性能调优？

设定堆内存大小

-Xms：初始堆内存大小。防止内存抖动引擎性能消耗

-Xmx：堆内存最大限制。防止内存抖动引擎性能消耗

-Xmn：= -XX:newSize = -XX:MaxnewSize，设置新生代大小，JDK1.4后使用

-XX:NewSize：新生代大小，设定新生代大小。 新生代不宜太小，否则会有大量对象涌入老年代

-XX:MaxnewSize：新生代最大限制

-XX:NewRatio 新生代和老生代占比，默认1:2

-XX:SurvivorRatio：伊甸园空间和幸存者空间的占比：默认8:2

设定垃圾回收器 年轻代用 -XX:+UseParNewGC 年老代用-XX:+UseConcMarkSweepGC

Minor GC与Full GC分别在什么时候发生？

新生代内存不够用时候发生MGC也叫YGC，JVM内存不够的时候发生FGC

调优工具：

jdk自带监控工具：jconsole和jvisualvm，第三方有：MAT(Memory AnalyzerTool)、GChisto。

Jconsole：用于对JVM中内存，线程和类等的监控；

Jvisualvm：jdk自带全能工具，可以分析内存快照、线程快照；监控内存变化、GC变化等；

MAT(Memory AnalyzerTool)：一个基于Eclipse的内存分析工具，是一个快速、功能丰富的

Javaheap分析工具，它可以帮助我们查找内存泄漏和减少内存消耗。

GChisto，一款专业分析gc日志的工具

调优命令：JDK监控和故障处理命令有jps jstat jmap jhat jstack jinfo

Jps：JVM Process Status Tool,显示指定系统内所有的HotSpot虚拟机进程。

Jstat：JVM statistics Monitoring是用于监视虚拟机运行时状态信息的命令，它可以显示出虚拟机进程中的类装载、内存、垃圾收集、JIT编译等运行数据。

jmap：JVM Memory Map命令用于生成heap dump文件

jhat：JVM Heap Analysis Tool命令是与jmap搭配使用，用来分析jmap生成的dump，jhat内置了一个微型的HTTP/HTML服务器，生成dump的分析结果后，可以在浏览器中查看

jstack：用于生成java虚拟机当前时刻的线程快照。

jinfo，JVM Configuration info 这个命令作用是实时查看和调整虚拟机运行参数

Full GC 一般20分钟左右一次就算正常

java中会存在内存泄漏吗？

会。自己实现堆载的数据结构时有可能会出现内存泄露。

你能保证 GC 执行吗？

不能，虽然你可以调用 System.gc() 或者 Runtime.gc()，但是没有办法保证 GC的执行。

怎么获取 Java 程序使用的堆内存？堆使用的百分比？

Runtime.freeMemory() 方法返回剩余空间的字节数，Runtime.totalMemory()方法总内存的字节数，Runtime.maxMemory() 返回最大内存的字节数。

6：解决hash 冲突的主要方法

开放定址法:（线性探测再散列，二次探测再散列，伪随机探测再散列, 一旦发生了冲突，就去寻找下一个空的散列地址，只要散列表足够大，空的散列地址总能找到，并将记录存入 ）。  
再哈希法:  
链地址法:(Java hashmap就是这么做的)；建立一个公共溢出区:(将哈希表分为基本表和溢出表两部分，凡是和基本表发生冲突的元素，一律填入溢出表)

7:1T数据使用32G内存排序（外部排序，归并排序）：

先分割为40块，每块25G(留一部分系统空间)

顺序将这40块数据读入内存，使用快速排序算法排序，排好序的数据存放回磁盘

从40个数据块中分别读取25G/40 =0.625G入内存

将临时数据存储在2G大小的输出缓冲区,

执行40路归并排序，将最终排好序的数据写入输出缓冲区，

缓冲区写满2GB时，写入硬盘上最终文件，并清空输出缓冲区

当40个0.625G的输入缓存区任何一个处理完毕，继续读取该数据块下一个0.625G数据

直到所有数据处理完成

8：类加载（JVM加载class文件）的过程（对象创建的过程）：

加载，验证，准备，解析，初始化，使用，卸载。

类加载的双亲委派模型过程

某个特定的类加载器在接到加载类的请求时，首先将加载任务委托给父类加载器，依次递归，如果父类加载器可以完成类加载任务，就成功返回；只有父类加载器无法完成此加载任务时，才自己去加载。

9：线程池的七个参数：

corePoolSize ：核心线程池大小，CPU密集型：核数+1，IO密集型：核数\*2+1

maximumPoolSize ：最大线程池数

keepAliveTime ：空闲线程存活时间

unit ：存活时间的时间单位

workQueue ：工作队列

threadFactory ：线程工厂

handler ：拒绝策略

四种工作队列：

ArrayBlockingQueue：基于数组的有界阻塞队列，按FIFO（先进先出）排序，当线程池中线程数量达到corePoolSize后，再有新任务进来，则会将任务放入该队列的队尾，等待被调度。如果队列已经是满的，则创建一个新线程，如果线程数量已经达到maxPoolSize，则会执行拒绝策略。

LinkedBlockingQuene：基于链表的无界阻塞队列（其实最大容量为Interger.MAX），按照FIFO排序。由于该队列的近似无界性，当线程池中线程数量达到corePoolSize后，再有新任务进来，会一直存入该队列，而不会去创建新线程直到maxPoolSize，因此使用该工作队列时，参数maxPoolSize其实是不起作用的。

SynchronousQuene：一个不缓存任务的阻塞队列，生产者放入一个任务必须等到消费者取出这个任务。也就是说新任务进来时，不会缓存，而是直接被调度执行该任务，如果没有可用线程，则创建新线程，如果线程数量达到maxPoolSize，则执行拒绝策略。

PriorityBlockingQueue：具有优先级的无界阻塞队列，优先级通过参数Comparator实现

四种拒绝策略：

CallerRunsPolicy：在调用者线程中直接执行被拒绝任务的run方法，除非线程池已经shutdown，则直接抛弃任务

AbortPolicy：该策略下，直接丢弃任务，并抛出RejectedExecutionException异常

DiscardPolicy：该策略下，直接丢弃任务，什么都不做。

DiscardOldestPolicy：该策略下，抛弃最早进入队列的那个任务，然后尝试把这次拒绝的任务放入队列。

10：java定义的8种内存操作：

lock(锁定)：作用于主内存，它把一个变量标记为一条线程独占状态；

unlock(解锁)：作用于主内存，它将一个处于锁定状态的变量释放出来，释放后的变量才能够被其他线程锁定；

read(读取)：作用于主内存，它把变量值从主内存传送到线程的工作内存中，以便随后的load动作使用；

load(载入)：作用于工作内存，它把read操作的值放入工作内存中的变量副本中；

use(使用)：作用于工作内存，它把工作内存中的值传递给执行引擎，每当虚拟机遇到一个需要使用这个变量的指令时候，将会执行这个动作；

assign(赋值)：作用于工作内存，它把从执行引擎获取的值赋值给工作内存中的变量，每当虚拟机遇到一个给变量赋值的指令时候，执行该操作；

store(存储)：作用于工作内存，它把工作内存中的一个变量传送给主内存中，以备随后的write操作使用；

write(写入)：作用于主内存，它把store传送值放到主内存中的变量中。

11：cookie和session的区别：

Cookie 是 web 服务器发送给浏览器的一块信息，浏览器会在本地一个文件中给每个 web 服务器存储cookie。以后浏览器再给特定的 web 服务器发送请求时，同时会发送所有为该服务器存储的 cookie。

Session 是存储在 web 服务器端的一块信息。 session 对象存储特定用户会话所需的属性及配置信息。当用户在应用程序的 Web 页之间跳转时，存储在 Session 对象中的变量将不会丢失，而是在整个用户会话中一直存在下。

12：Hashmap底层是数组+链表，链表在长度为8的时候变为红黑树，在6的时候从树退回链表。使用红黑树而不是其他AVL树是因为红黑树插入速度更快，且CurrentHashMap是加锁的，插入时间过长就会导致等待时间更长。

13：priorityQueue底层是堆，堆的底层是完全二叉树

通过数组实现，默认升序排列，初始化大小11，

扩容方式：元素数量小于64,原容量\*2+2；否则变为原来1.5倍

14: hashmap的容量为什么是2的次幂：

HashMap的初始容量是2的n次幂，扩容也是2倍的形式进行扩容，是因为容量是2的n次幂，可以使得添加的元素均匀分布在HashMap中的数组上，减少hash碰撞，避免形成链表的结构，从而提高查询效率！

15：CopyOnWriteArrayList

这是一个ArrayList的线程安全的变体，其原理大概可以通俗的理解为:初始化的时候只有一个容器，很常一段时间，这个容器数据、数量等没有发生变化的时候，大家(多个线程)，都是读取(假设这段时间里只发生读取的操作)同一个容器中的数据，所以这样大家读到的数据都是唯一、一致、安全的，但是后来有人往里面增加了一个数据，这个时候CopyOnWriteArrayList 底层实现添加的原理是先copy出一个容器(可以简称副本)，再往新的容器里添加这个新的数据，最后把新的容器的引用地址赋值给了之前那个旧的的容器地址，但是在添加这个数据的期间，其他线程如果要去读取数据，仍然是读取到旧的容器里的数据。

优点：解决并发问题

缺点：内存占用大，不能保证数据实时一致性

16：迭代器Iterator执行快速失败

快速失败（fail-fast）：用迭代器遍历一个集合对象时，如果遍历过程中对集合对象的内容进行了修改（增加、删除、修改），则会抛出Concurrent Modification Exception

安全失败（fail-safe）：采用安全失败机制的集合容器，在遍历时不是直接在集合内容上访问的，而是先复制原有集合内容，在拷贝的集合上进行遍历。缺点：不能保证遍历数据的实时性

java.util包下的集合类都是快速失败的，不能在多线程下发生并发修改（迭代过程中被修改）。

java.util.concurrent包下的容器都是安全失败，可以在多线程下并发使用，并发修改

17：ReentrantLock，synchronized的异同：

两者的共同点：   
1. 都是用来协调多线程对共享对象、变量的访问   
2. 都是可重入锁，同一线程可以多次获得同一个锁   
3. 都保证了可见性和互斥性

4．都是阻塞的  
两者的不同点：   
1. ReentrantLock 显示的获得、释放锁，synchronized 隐式获得释放锁   
2. ReentrantLock 可响应中断、可轮回，synchronized 是不可以响应中断的，为处理锁的  
不可用性提供了更高的灵活性   
3. ReentrantLock 是 API 级别的，synchronized 是 JVM 级别的   
4. ReentrantLock 可以实现公平锁   
5. ReentrantLock 通过 Condition 可以绑定多个条件   
6. 底层实现不一样， synchronized 是同步阻塞，使用的是悲观并发策略，lock 是同步非阻  
塞，采用的是乐观并发策略   
7. Lock 是一个接口，而 synchronized 是 Java 中的关键字，synchronized 是内置的语言  
实现。   
8. synchronized 在发生异常时，会自动释放线程占有的锁，因此不会导致死锁现象发生；  
而 Lock 在发生异常时，如果没有主动通过 unLock()去释放锁，则很可能造成死锁现象，  
因此使用 Lock 时需要在 finally 块中释放锁。   
9. Lock 可以让等待锁的线程响应中断，而 synchronized 却不行，使用 synchronized 时，  
等待的线程会一直等待下去，不能够响应中断。   
10. 通过 Lock 可以知道有没有成功获取锁，而 synchronized 却无法办到。   
11. Lock 可以提高多个线程进行读操作的效率，既就是实现读写锁等

18：接口和抽象类：

Java不支持多继承，但可以实现多个接口。

抽象类是用来捕捉子类的通用特性的 。它不能被实例化，只能被用作子类的超类。抽象类是被用来创建继承层级里子类的模板

接口是抽象方法的集合。接口只是一种形式，接口自身不能做任何事情。
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19：消息队列MQ：

消息队列中间件是分布式系统中重要的组件，主要解决应用耦合，异步消息，流量削锋等问题。实现高性能，高可用，可伸缩和最终一致性架构。是大型分布式系统不可缺少的中间件。

目前在生产环境，使用较多的消息队列有ActiveMQ，RabbitMQ，ZeroMQ，Kafka，MetaMQ，RocketMQ等

20：IO的几种方式：BIO（同步阻塞），NIO（同步非阻塞），AIO（异步非阻塞）

BIO：同步并阻塞，服务器实现模式为一个连接一个线程，即客户端有连接请求时服务器端就需要启动一个线程进行处理，如果这个连接不做任何事情会造成不必要的线程开销，当然可以通过线程池机制改善。

NIO: 同步非阻塞，服务器实现模式为一个请求一个线程，即客户端发送的连接请求都会注册到多路复用器上，多路复用器轮询到连接有I/O请求时才启动一个线程进行处理。

AIO：异步非阻塞，服务器实现模式为一个有效请求一个线程，客户端的I/O请求都是由OS先完成了再通知服务器应用去启动线程进行处理，

BIO的特点：是面向流的，NIO是面向缓冲区的；BIO的各种流是阻塞的。而NIO是非阻塞的；BIO的Stream是单向的，而NIO的channel是双向的。

NIO的特点：事件驱动模型、单线程处理多任务、非阻塞I/O，I/O读写不再阻塞，而是返回0、基于block的传输比基于流的传输更高效、更高级的IO函数zero-copy、IO多路复用大大提高了Java网络应用的可伸缩性和实用性。基于Reactor线程模型。

21：Executors创建的四种线程池：

newCachedThreadPool：创建一个可缓存线程池，如果线程池长度超过处理需要，可灵活回收空闲线程，若无可用，则新建线程。内部用SynchronousQueue的阻塞队列。

newFixedThreadPool：创建一个定长线程池，可控制线程最大并发数，超出的线程会在队列中等待。

newScheduledThreadPool： 创建一个定长线程池，支持定时及周期性任务执行。

newSingleThreadExecutor：创建一个单线程化的线程池，它只会用唯一的工作线程来执行任务，保证所有任务按照指定顺序(FIFO, LIFO, 优先级)执行。

22：阻塞队列BlockingQueue：

ArrayBlockingQueue：基于数组的阻塞队列

LinkedBlockingQueue：基于链表的阻塞队列

DelayQueue：只有当其指定的延迟时间到了，才能够从队列中获取到该元素，基于优先级队列的无界阻塞队列。

PriorityBlockingQueue：基于优先级的无界阻塞队列

SynchronousQueue：无缓冲（不储存元素）的阻塞队列

LinkedTransferQueue：由链表结构组成的无界阻塞队列

LinkedBlockingDeque：由链表结构组成的双向阻塞队列

23：当变量的值在（-128,127）之间（也就是可以用一个字节所能表示的int值）时才会被放入常量池，否则会自动装箱生成普通Integer对象

24： volatile 是什么?可以保证有序性吗?

一旦一个共享变量（类的成员变量、类的静态成员变量）被volatile修饰之后，保证了不同线程对这个变量进行操作时的可见性。禁止指令重排序，所有一定程度上保证了有序性。

25：CycliBarriar 和 CountdownLatch：

26：反射的作用?

只要给定类的名字，就可以通过反射机制来获得类的所有信息。这种动态获取的信息以及动态调用对象的方法的功能称为Java语言的反射机制。

27：字节流与字符流的区别？

字节流：以字节为单位输入输出数据，字节流按照8位传输

字符流：以字符为单位输入输出数据，字符流按照16位传输

28: Thow与thorws区别：

throws 用在方法上，后面跟的是异常类，可以跟多个；而 throw 用在方法内，后面跟的

是异常对象；

throws 表示出现异常的一种可能性，并不一定会发生这些异常；throw 则是抛出了异常，

执行 throw 则一定抛出了某种异常对象

**SPRING**

1：IOC底层实现原理：xml配置文件+dom4j解决xml+工厂和单例设计模式+反射

2：AOP底层实现原理：动态代理+CGLIB动态字节码生成（可以为没有实现任何接口的类进行扩展）

3：@Autowired

可用于注入参数，也可用于构造方法，还可自动注入map（key是类名，且首字母小写），list等集合中。在使用@Autowired注解之前需要在Spring配置文件进行配置，<context:annotation-config />开启注解装配；

@Autowired 可以更准确地控制应该在何处以及如何进行自动装配。此注解用于在 setter 方法，构造函数，具有任意名称或多个参数的属性或方法上自动装配bean。

@Component, @Controller, @Repository, @Service 有何区别？

@Component ：这将 java 类标记为 bean。它是任何 Spring 管理组件的通用构造型。spring 的组件扫描机制现在可以将其拾取并将其拉入应用程序环境中。

@Controller ：这将一个类标记为 Spring Web MVC 控制器。标有它的Bean 会自动导入到 IoC 容器中。

@Service ：此注解是组件注解的特化。它不会对 @Component 注解提供任何其他行为。您可以在服务层类中使用@Service 而不是 @Component，因为它以更好的方式指定了意图。

@Repository ：这个注解是具有类似用途和功能的 @Component 注解的特化。它为 DAO 提供了额外的好处。它将 DAO 导入 IoC 容器，并使未经检查的异常有资格转换为 Spring DataAccessException

@Required 注解有什么用？

@Required 应用于 bean 属性 setter 方法。此注解仅指示必须在配置时使用bean 定义中的显式属性值或使用自动装配填充受影响的 bean 属性。

@Qualifier 注解有什么用？

当您创建多个相同类型的 bean 并希望仅使用属性装配其中一个 bean 时，您可以使用@Qualifier 注解和 @Autowired 通过指定应该装配哪个确切的 bean来消除歧义。

@RequestMapping该注解是用来映射一个 URL 到一个类或一个特定的方处理法上

@RequestBody：注解实现接收http请求的json数据，将json转换为java对象。

@ResponseBody：注解实现将conreoller方法返回对象转化为json对象响应给客户

4：事务传播行为

1.PROPAGATION\_REQUIRED(默认实现)：当前没有事务则新建事务，有则加入当前事务

2.PROPAGATION\_SUPPORTS：支持当前事务，如果当前没有事务则以非事务方式执行

3.PROPAGATION\_MANDATORY：使用当前事务，如果没有则抛出异常

4.PROPAGATION\_\_REQUIRES\_NEW：新建事务，如果当前有事务则把当前事务挂起

5.PROPAGATION\_NOT\_SUPPORIED：以非事务的方式执行，如果当前有事务则把当前事务挂起

6.PROPAGATION\_NEVER：以非事务的方式执行，如果当前有事务则抛出异常

7.PROPAGATION\_NESTED：如果当前存在事务，则在嵌套事务内执行，如果当前没有事务，则执行1

5：spring的优点：

低侵入式设计，代码的污染极低。

依赖注入机制将对象之间的依赖关系交由框架处理，降低组件的耦合性。

AOP技术支持将一些通用任务，如安全，事务，日志，权限等进行集中式管理，更好的复用。

对主流的应用框架提供了集成支持。

6：BeanFactory和ApplicationContext：

是Spring的两大核心接口，都可以当做Spring的容器。其中ApplicationContext是BeanFactory的子接口。

BeanFactroy采用的是延迟加载形式来注入Bean的，即只有在使用到某个Bean时(调用getBean())，才对该Bean进行加载实例化。这样，我们就不能发现一些存在的Spring的配置问题。如果Bean的某一个属性没有注入，BeanFacotry加载后，直至第一次使用调用getBean方法才会抛出异常。

ApplicationContext，它是在容器启动时，一次性创建了所有的Bean。这样，在容器启动时，我们就可以发现Spring中存在的配置错误，这样有利于检查所依赖属性是否注入。 ApplicationContext启动后预载入所有的单实例Bean，通过预载入单实例bean ,确保当你需要的时候，你就不用等待，因为它们已经创建好了。唯一的不足是占用内存空间。当应用程序配置Bean较多时，程序启动较慢。

7：Bean的生命周期：

（1）实例化Bean：

（2）设置对象属性（依赖注入）：

实例化后的对象被封装在BeanWrapper对象中，紧接着，Spring根据BeanDefinition中的信息以及通过BeanWrapper提供的设置属性的接口完成依赖注入。

（3）处理Aware接口：

Spring会检测该对象是否实现了xxxAware接口，并将相关的xxxAware实例注入给Bean

（4）BeanPostProcessor：

如果想对Bean进行一些自定义的处理，那么可以让Bean实现了BeanPostProcessor接口，那将会调用postProcessBeforeInitialization(Object obj, String s)方法。由于这个方法是在Bean初始化结束时调用的，所以可以被应用于内存或缓存技术；

（5）InitializingBean 与 init-method：

如果Bean在Spring配置文件中配置了 init-method 属性，则会自动调用其配置的初始化方法。

（6）如果这个Bean实现了BeanPostProcessor接口，将会调用postProcessAfterInitialization(Object obj, String s)方法；

以上几个步骤完成后，Bean就已经被正确创建了，之后就可以使用这个Bean了。

（7）DisposableBean：

当Bean不再需要时，会经过清理阶段，如果Bean实现了DisposableBean这个接口，会调用其实现的destroy()方法；

（8）destroy-method：

最后，如果这个Bean的Spring配置中配置了destroy-method属性，会自动调用其配置的销毁方法。

8：Bean的作用域：

singleton：默认，每个容器中只有一个bean的实例，单例的模式由BeanFactory自身来维护。

prototype：为每一个bean请求提供一个实例。

request：为每一个网络请求创建一个实例，在请求完成以后，bean会失效并被垃圾回收器回收。

session：与request范围类似，确保每个session中有一个bean的实例，在session过期后，bean会随之失效。

global-session：全局作用域，global-session和Portlet应用相关。当你的应用部署在Portlet容器中工作时，它包含很多portlet。如果你想要声明让所有的portlet共用全局的存储变量的话，那么这全局变量需要存储在global-session中。全局作用域与Servlet中的session作用域效果相同。

9：Bean的线程安全：

Spring框架并没有对单例bean进行任何多线程的封装处理。关于单例bean的线程安全和并发问题需要开发者自行去搞定。但实际上，大部分的Spring bean并没有可变的状态(比如Serview类和DAO类)，所以在某种程度上说Spring的单例bean是线程安全的。如果你的bean有多种状态的话（比如 View Model 对象），就需要自行保证线程安全。最浅显的解决办法就是将多态bean的作用域由“singleton”变更为“prototype”。

10：spring Bean的自动装配：

装配：在spring中，对象无需自己查找或创建与其关联的其他对象，由容器负责把需要相互协作的对象引用赋予给各个对象。Xml配置里有5种自动装配：

（1）no：默认的方式是不进行自动装配的，通过手工设置ref属性来进行装配bean。

（2）byName：通过bean的名称进行自动装配，如果一个bean的 property 与另一bean 的name 相同，就进行自动装配。

（3）byType：通过参数的数据类型进行自动装配。

（4）constructor：利用构造函数进行装配，并且构造函数的参数通过byType进行装配。

（5）autodetect：自动探测，如果有构造方法，通过 construct的方式自动装配，否则使用 byType的方式自动装配。

11：@Autowired和@Resource之间的区别

@Autowired默认是按照类型装配注入的，默认情况下它要求依赖对象必须存在（可以设置它required属性为false），如果查询的结果不止一个，那么@Autowired会根据名称来查找；

@Resource默认是按照名称来装配注入的，只有当找不到与名称匹配的bean才会按照类型来装配注入

12：spring中使用的设计模式：

1）工厂模式：BeanFactory就是简单工厂模式的体现，用来创建对象的实例；

（2）单例模式：Bean默认为单例模式。

（3）代理模式：Spring的AOP功能用到了JDK的动态代理和CGLIB字节码生成技术；

（4）模板方法：用来解决代码重复的问题。比如. RestTemplate, JmsTemplate, JpaTemplate。

（5）观察者模式：定义对象键一种一对多的依赖关系，当一个对象的状态发生改变时，所有依赖于它的对象都会得到通知被制动更新，如Spring中listener的实现--ApplicationListener。

13：spring事务：

Spring事务的本质其实就是数据库对事务的支持，没有数据库的事务支持，spring是无法提供事务功能的。真正的数据库层的事务提交和回滚是通过binlog或者redo log实现的。

spring支持编程式事务管理和声明式事务管理两种方式：

编程式事务管理使用TransactionTemplate。

声明式事务管理建立在AOP之上的。其本质是通过AOP功能，对方法前后进行拦截，将事务处理的功能编织到拦截的方法中，也就是在目标方法开始之前加入一个事务，在执行完目标方法之后根据执行情况提交或者回滚事务。

声明式事务最大的优点就是不需要在业务逻辑代码中掺杂事务管理的代码，只需在配置文件中做相关的事务规则声明或通过@Transactional注解的方式，便可以将事务规则应用到业务逻辑中。

声明式事务管理要优于编程式事务管理，这正是spring倡导的非侵入式的开发方式，使业务代码不受污染，只要加上注解就可以获得完全的事务支持。唯一不足地方是，最细粒度只能作用到方法级别，无法做到像编程式事务那样可以作用到代码块级别。

14：AOP的5中通知类型

（1）前置通知（Before advice）：在某连接点（join point）之前执行的通知，但这个通知不能阻止连接点前的执行（除非它抛出一个异常）。

（2）返回后通知（After returning advice）：在某连接点（join point）正常完成后执行的通知：例如，一个方法没有抛出任何异常，正常返回。

（3）抛出异常后通知（After throwing advice）：在方法抛出异常退出时执行的通知。

（4）后通知（After (finally) advice）：当某连接点退出的时候执行的通知（不论是正常返回还是异常退出）。

（5）环绕通知（Around Advice）：包围一个连接点（join point）的通知，如方法调用。这是最强大的一种通知类型。 环绕通知可以在方法调用前后完成自定义的行为。它也会选择是否继续执行连接点或直接返回它们自己的返回值或抛出异常来结束执行。 环绕通知是最常用的一种通知类型。大部分基于拦截的AOP框架，例如Nanning和JBoss4，都只提供环绕通知。

15：可以向spring中注入一个null或者空字符串。

16：依赖注入的方式：

构造函数注入，setter注入，接口注入

17：spring事务隔离级别：

isolation\_default:使用数据库默认的事务隔离级别

isolation\_read\_uncommitted:允许读取尚未提交的修改，可能导致脏读、幻读和不可重复读

isolation\_read\_committed :允许从已经提交的事务读取，可防止脏读、但幻读，不可重复读仍然有可能发生

isolation\_repeatable\_read:对相同字段的多次读取的结果是一致的，除非数据被当前事务自生修改。可防止脏读和不可重复读，但幻读仍有可能发生

isolation\_serializable :完全服从acid隔离原则，确保不发生脏读、不可重复读、和幻读，但执行效率最低。

**Mybatis**

1：#{}和${}的区别是什么：

#{}是预编译处理，是sql的参数占位符，${}是Properties（配置）文件中的变量占位符，属于静态文本替换；

Mybatis在处理#{}时，会将sql中的#{}替换为占位符?，调用PreparedStatement的set方法来赋值；Mybatis在处理${}时，就是把${}直接替换成变量的值，纯粹的string替换。

使用#{}可以有效的防止SQL注入，提高系统安全性

SQL注入，就是通过把SQL命令插入到Web[表单](https://baike.baidu.com/item/%E8%A1%A8%E5%8D%95/5380322)提交或输入域名或页面请求的查询字符串，最终达到欺骗服务器执行恶意的SQL命令。

2：Dao接口的工作原理：

Mapper接口是没有实现类的，当调用接口方法时，接口全限名+方法名拼接字符串作为key值，可唯一定位一个MapperStatement；

Mapper 接口的工作原理是JDK动态代理，Mybatis运行时会使用JDK动态代理为Mapper接口生成代理对象proxy，代理对象会拦截接口方法，转而执行MapperStatement所代表的sql，然后将sql执行结果返回。

因为是使用 全限名+方法名 的保存和寻找策略；所以Mapper接口里的方法不能重载。

3：分页插件pageHelper原理

PageHelper首先将前端传递的参数保存到page这个对象中，接着将page的副本存放入ThreadLoacl中，这样可以保证分页的时候，参数互不影响，接着利用了mybatis提供的拦截器，取得ThreadLocal的值，重新拼装分页SQL，完成分页。属于物理分页

4：Mybatis是如何将sql执行结果封装为目标对象并返回的？都有哪些映射形式：

第一种是使用<resultMap>标签，逐一定义数据库列名和对象属性名之间的映射关系。

第二种是使用sql列的别名功能，将列的别名书写为对象属性名。

有了列名与属性名的映射关系后，Mybatis通过反射创建对象，同时使用反射给对象的属性逐一赋值并返回，那些找不到映射关系的属性，是无法完成赋值的。

5：Mybatis不同的Xml映射文件，如果配置了namespace，那么id可以重复；如果没有配置namespace，那么id不能重复；

6：Mybatis是否支持延迟加载？如果支持，它的实现原理是什么

Mybatis仅支持association关联对象和collection关联集合对象的延迟加载，association指的就是一对一，collection指的就是一对多查询。在Mybatis配置文件中，可以配置是否启用延迟加载lazyLoadingEnabled=true|false。

原理是，使用CGLIB创建目标对象的代理对象，当调用目标方法时，进入拦截器方法，比如调用a.getB().getName()，拦截器invoke()方法发现a.getB()是null值，那么就会单独发送事先保存好的查询关联B对象的sql，把B查询上来，然后调用a.setB(b)，于是a的对象b属性就有值了，接着完成a.getB().getName()方法的调用。这就是延迟加载的基本原理。

7：MyBatis实现一对一和一对多有几种方式?具体怎么操作的？

都有联合查询和嵌套查询两种方法。

联合查询是几个表联合查询,只查询一次, 通过在resultMap里面配置association节点配置一对一的类就可以完成；

嵌套查询是先查一个表，根据这个表里面的结果的 外键id，去再另外一个表里面查询数据,也是通过association配置，但另外一个表的查询通过select属性配置。

8：Mybatis的缓存机制：

一级缓存: 基于 PerpetualCache 的 HashMap 本地缓存，其存储作用域为 Session，当 Session flush 或 close 之后，该 Session 中的所有 Cache 就将清空，默认打开一级缓存。

2）二级缓存与一级缓存其机制相同，默认也是采用 PerpetualCache，HashMap 存储，不同在于其存储作用域为 Mapper(Namespace)，并且可自定义存储源，如 Ehcache。默认不打开二级缓存，要开启二级缓存，使用二级缓存属性类需要实现Serializable序列化接口(可用来保存对象的状态),可在它的映射文件中配置<cache/> 属性；

3）对于缓存数据更新机制，当某一个作用域(一级缓存 Session/二级缓存Namespaces)的进行了C/U/D 操作后，默认该作用域下所有 select 中的缓存将被 clear。

9：Mybatis接口绑定：

将接口里面的方法和SQL语句绑定，直接调用接口方法就行，比起原来了SqlSession提供的方法我们可以有更加灵活的选择和设置。

两种实现方式：一种是通过注解绑定，就是在接口的方法上面加上 @Select、@Update等注解，里面包含Sql语句来绑定；另外一种就是通过xml里面写SQL来绑定, 在这种情况下,要指定xml映射文件里面的namespace必须为接口的全路径名。当Sql语句比较简单时候,用注解绑定, 当SQL语句比较复杂时候,用xml绑定,一般用xml绑定的比较多。

10：Mybatis的mapper接口调用的要求：

①  Mapper接口方法名和mapper.xml中定义的每个sql的id相同；

②  Mapper接口方法的输入参数类型和mapper.xml中定义的每个sql 的parameterType的类型相同；

③  Mapper接口方法的输出参数类型和mapper.xml中定义的每个sql的resultType的类型相同；

④  Mapper.xml文件中的namespace即是mapper接口的类路径。

11：Mybatis批处理：

使用BatchExecutor完成批处理；

12：Mybatis的Executor执行器：

SimpleExecutor：默认，每执行一次update或select，就开启一个Statement对象，用完立刻关闭Statement对象。

ReuseExecutor：执行update或select，以sql作为key查找Statement对象，存在就使用，不存在就创建，用完后，不关闭Statement对象，而是放置于Map<String, Statement>内，供下一次使用。简言之，就是重复使用Statement对象。

BatchExecutor：执行update（没有select，JDBC批处理不支持select），将所有sql都添加到批处理中（addBatch()），等待统一执行（executeBatch()），它缓存了多个Statement对象，每个Statement对象都是addBatch()完毕后，等待逐一执行executeBatch()批处理。与JDBC批处理相同。

CachingExecutor: 启用于二级缓存时的执行器，先从缓存中提取数据，数据缓存中没有数据时才从数据库里面提取数据。

Executor的这些特点，都严格限制在SqlSession生命周期范围内。可以指定默认的ExecutorType执行器类型，也可以手动给DefaultSqlSessionFactory的创建SqlSession的方法传递ExecutorType类型参数。

13：Mybatis解析xml映射文件:

Mybatis解析xml映射文件是按照顺序解析的，但是Mybatis解析A标签，发现A标签引用了B标签，但是B标签尚未解析到，尚不存在，此时，Mybatis会将A标签标记为未解析状态，然后继续解析余下的标签，包含B标签，待所有标签解析完毕，Mybatis会重新解析那些被标记为未解析的标签，此时再解析A标签时，B标签已经存在，A标签也就可以正常解析完成了。

14：如何获取自动生成的(主)键值?

如果采用自增长策略，自动生成的键值在 insert 方法执行完后可以被设置到传入的参数对 象中 。

15：在 mapper 中如何传递多个参数?

对应的 xml,#{0}代表接收的是 dao 层中的第一个参数，#{1}代表 dao 层中第二参数，更多参数一致往后加即可；

使用 @param 注解

多个参数封装成 map，作为单个参数传递给mapper

16：Mybatis 动态 sql 有什么用？执行原理？有哪些动态 sql？

能按照需求拼接SQL，执行 原理是根 据表 达式 的值 完成 逻辑 判断 并动 态拼 接 sql 的功能；9种动态 sql 标签 ：trim | where | set | foreach | if | choose| when | otherwise | bind。

17：Mybatis 的 Xml 映射文件中，不同的 Xml 映射文件，id 是否可以重复？

不同的 Xml 映射文件，如果配置了 namespace，那么 id 可以重复；如果没有配置 namespace，那么 id 不能重复；

**MYSQL**

1：索引不适用的条件：

索引列上有函数

使用了不等号

不满足最左原则

更新非常频繁的字段不适合创建索引

唯一性太差的字段不适合单独创建索引

不会出现在where子句中的字段不该创建索引

表记录太少不适合创建索引

当修改性能远大于检索性能时不应该创建索引

2：优化口诀：sql优化：尽量全值匹配、最佳左前缀法则、不在索引列上做任何操作、范围条件放最后、覆盖索引尽量用、不等于要甚用、Null/Not 有影响、Like查询要当心、字符类型加引号、OR改UNION效率高

3：索引分类

单列索引：

普通索引：没有什么限制，允许在定义索引的列中插入重复值和空值，纯粹为了查询数据更快一 点。

唯一索引：索引列中的值必须是唯一的，但是允许为空值。

主键索引：是一种特殊的唯一索引，不允许有空值。（主键约束，就是一个主键索引）。

主键索引和唯一索引的区别：

主键是一种约束，唯一索引是一种索引，本质不同

主键创建后就会包含一个唯一索引，唯一索引并不一定就是主键索引

主键索引不允许空值，唯一索引允许空值

一个表只能创建一个主键索引，但可以创建多个唯一索引

主键可以被其他表引用为外键，唯一索引不行

组合索引：在多个字段组合上创建的索引，使用时遵循最左原则（123,12,1才符合最左原则）

全文索引：就是在一堆文字中，通过其中的某个关键字等，就能找到该字段所属的记录行，有在**MyISAM**引擎上才能使用，只能在**CHAR,VARCHAR,TEXT**类型字段上使用全文索引。

聚集索引（聚簇索引）：未加主键的表，它的数据无序的放置在磁盘存储器上，一行一行的排列的很整齐， 跟我认知中的「表」很接近。如果给表上了主键，那么表在磁盘上的存储结构就由整齐排列的结构转变成了树状结构，也就是上面说的「平衡树」结构，换句话说，就是整个表就变成了一个索引，就是所谓的「聚集索引」；这就是为什么一个表只能有一个主键， 一个表只能有一个「聚集索引」，因为主键的作用就是把「表」的数据格式转换成「索引（平衡树）」的格式放置。

非聚集索引， 也就是我们平时经常提起和使用的常规索引。

非聚集索引和聚集索引的区别在于， 通过聚集索引可以查到需要查找的数据， 而通过非聚集索引可以查到记录对应的主键值 ， 再使用主键的值通过聚集索引查找到需要的数据。

不管以任何方式查询表， 最终都会利用主键通过聚集索引来定位到数据， 聚集索引（主键）是通往真实数据所在的唯一路径。

有一种例外可以不使用聚集索引就能查询出所需要的数据， 这种非主流的方法 称之为「覆盖索引」查询， 也就是平时所说的复合索引或者多字段索引查询。当为字段建立索引以后， 字段中的内容会被同步到索引之中， 如果为一个索引指定两个字段， 那么这个两个字段的内容都会被同步至索引之中。当查找的字段在这复合索引里面，所以不再需要通过主键id值来查找数据。

最多创建16个索引列。

4：一般不推荐使用like，like”%aaa%”不会使用索引，而like”aaa%”会使用索引;

5：BTree索引：树结构索引故内部其实是有序的，适合用于范围查询，例如<,>,order by等

Hash索引：检索效率非常高但仅满足= ,in,<=>查询,不能使用范围查询，不能利用组合索引查询，很适合做缓存。

6：事务的四个特征：原子性，一致性，隔离性，持续性

7：四种隔离级别

读未提交Read Uncommitted：所有事务都可以看到其他未提交事务的执行结果，本隔离级别很少用于实际应用，因为它的性能也不比其他级别好多少。读取未提交的数据，也被称之为脏读（Dirty Read）。

读提交Read Committed：一个事务只能看见已经提交事务所做的改变。因为同一事务的其他实例在该实例处理其间可能会有新的commit，所以同一select可能返回不同结果。

可重读epeatable Read：mysql默认的隔离级别，确保同一事务的多个实例在并发读取数据时，会看到同样的数据行。不过理论上，这会导致另一个棘手的问题：幻读 （Phantom Read）。InnoDB和Falcon存储引擎通过多版本并发控制（MVCC，Multiversion Concurrency Control）机制解决了该问题

可串行化Serializable：最高的隔离级别，它通过强制事务排序，使之不可能相互冲突，从而解决幻读问题。简言之，它是在每个读的数据行上加上共享锁。在这个级别，可能导致大量的超时现象和锁竞争。

![https://pic4.zhimg.com/80/v2-2e1a7203478165890e2d09f36cb39857_720w.jpg](data:image/png;base64,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)

8：并发事务容易发生的问题：

脏读：读到了其他事务未提交的数据，未提交意味着这些数据可能会回滚，也就是可能最终不会存到数据库中，也就是不存在的数据。读到了并一定最终存在的数据，这就是脏读。

丢失修改: 第一个事务中修改了这个数据后，第二个事务也修改了这个数据。这样第一个事务内的修改结果就被丢失，因此称为丢失修改。

不可重复读：在一个事务的两次查询之中数据不一致，这可能是两次查询过程中间插入了一个事务更新的原有的数据。

幻读：在一个事务的两次查询中数据笔数不一致，例如有一个事务查询了几列(Row)数据，而另一个事务却在此时插入了新的几列数据，先前的事务在接下来的查询中，就会发现有几列数据是它先前所没有的。

不可重复读和幻读区别：

不可重复读的重点是修改比如多次读取一条记录发现其中某些列的值被修改，幻读的重点在于新增或者删除比如多次读取一条记录发现记录增多或减少了

9：数据库引擎：

MYISAM：拥有较高的插入查询速度，不支持事务。插入更新时会锁着整个表，不支持外键

InnoDB：支持事务，行级锁。保证并行更新数据的安全性。适用于经常更新，处理多重并发的更新请求。可通过bin-log从灾难中恢复。支持外键

Memory(堆内存)：将表中数据存储在内存里，适合只是临时存放，数据量不大，并且不需要较高安全性的数据。适合作为临时表，存放查询的中间结果

Archive：支持高并发的插入，本身非事务安全，很适合存储归档数据，如日志

MyISAM和InnoDB的区别：

MyISAM是非事务安全的，InnoDB是事务安全的

MyISAM粒度是表级的，InnoDB支持行级锁

MyISAM支持全文类型搜索，InnoDB不支持全文搜索

MyISAM相对简单，效率更优，InnoDB数据更安全

MyISAM适合大量select操作，InnoDB适合大量insert和update操作。

MyISAM内部维持了一个计数器，存储表的总行数，故select count（\*）可以直接调取计数器的值速度最快

10：InnoDB底层数据结构

InnoDB索引数据结构为B+Tree树。每个节点对应一个page，一个page大小一般设为16k。

B+数只有叶子节点存放数据，其他节点用来存放索引，而B-树是每个索引节点都会有Data域。不用红黑树是为了防止红黑树深度过大造成磁盘IO读写过于频繁。

11：原子性和持久性怎么保证：

原子性：undo log：记录了回滚操作的日志，如果要撤销，按照undo log的回滚日志执行一遍就可以了（保证了原子性）

持久性：redo log：不是每次都写入磁盘，而是定期通过redo log (redo log一部分在内存中，一部分在磁盘上)把数据刷入磁盘这样即便断电后，redo log因为是写入硬盘，所以其数据不会丢失，重启mysql还是可以恢复。

12：怎么解决幻读：

 多版本并发控制（MVCC）（快照读/一致性读）：将历史数据存一份快照，所以其他事务增加与删除数据，对于当前事务来说是不可见的。

间隙锁（加在索引之间的锁）：将当前数据行与上一条数据和下一条数据之间的间隙锁定，保证此范围内读取的数据是一致的。

13：数据库事务的四个特征：

原子性:整个事务中的所有操作，要么全部完成，要么全部不完成，不可能停滞在中间某个环节。事务在执行过程中发生错误，会被回滚（Rollback）到事务开始前的状态，就像这个事务从来没有执行过一样。  
一致性:在事务开始之前和事务结束以后，数据库的完整性约束没有被破坏。  
隔离性:隔离状态执行事务，使它们好像是[系统](http://www.2cto.com/os/)在给定时间内执行的唯一操作。如果有两个事务，运行在相同的时间内，执行 相同的功能，事务的隔离性将确保每一事务在系统中认为只有该事务在使用系统。这种属性有时称为串行化，为了防止事务操作间的混淆，必须串行化或序列化请 求，使得在同一时间仅有一个请求用于同一数据。  
持久性:在事务完成以后，该事务所对数据库所作的更改便持久的保存在数据库之中，并不会被回滚。

14：drop,delete与truncate的区别：

1：一般而言，drop > truncate > delete；

 2：表和索引所占空间。当表被TRUNCATE 后，这个表和索引所占用的空间会恢复到初始大小，而DELETE操作不会减少表或索引所占用的空间。drop语句将表所占用的空间全释放掉。

3：drop直接删掉表 truncate删除表中数据，再插入时自增长id又从1开始 delete删除表中数据，可以加where字句

4： DELETE语句执行删除的过程是每次从表中删除一行，并且同时将该行的删除操作作为事务记录在日志中保存以便进行进行回滚操作；truncate TABLE 则一次性地从表中删除所有的数据并不把单独的删除操作记录记入日志保存，删除行是不能恢复的，执行速度快；

15：数据库读取方式：

磁盘往往不是严格按需读取，而是每次都会预读，即使只需要一个字节，磁盘也会从这个位置开始，顺序向后读取一定长度的数据放入内存。这样做的理论依据是计算机科学中著名的局部性原理：当一个数据被用到时，其附近的数据也通常会马上被使用。程序运行期间所需要的数据通常比较集中。

16：sql语句中的连接种类：

内连接：inner join …on …;两张表的交集；

左连接（全称：左外连接）：left join…on或者left outer join …on;

左表的记录全部展示出来，右表显示符合条件的，没有匹配行的均为null；

右连接（全称：右外连接）：right join…on或者right outer join …on;

右表的记录全部展示出来，左表显示符合条件的，没有匹配行的均为null；

全连接（交叉连接）：cross join：没有 WHERE 子句的交叉联接将产生联接所涉及的表的笛卡尔积；select \* from table1 cross join table2等价select \* from table1,table2；

17：varchar是一种可变长度的类型，char是固定长度的类型。

18：列出所有正在执行的线程： show processlist

19：utf8字符集升级至utf8\_mb4可支持emoji表情。

20：数据库的主从复制：

一个服务器作为主服务器，一个或多个服务器作为从服务器，主服务器将更新写到二进制日志，当一个从服务器连接到主服务器时，通知主服务器读取日志，接收从那时起发生的所有更新。解决：数据分布，负载平衡，备份，高可用性和容错性。

21：存储过程(特定功能的 SQL 语句集)：

存储过程是存储在数据库目录中的一段声明性SQL语句，优点有：

通常存储过程有助于提高应用程序的性能

存储过程有助于减少应用程序和数据库服务器之间的流量

存储的程序对任何应用程序都是可重用的和透明的

存储的程序是安全的

比单纯的SQL语句要快

CREATE PROCEDURE GetAll()

BEGIN

Select \* from table;

END;

CALL GetAll (); 调用存储过程

存储过程优化思路:

尽量利用一些 sql 语句来替代一些小循环，例如使用聚合函数，求平均函数等；

中间结果存放于临时表，加索引；

少使用游标，sql 是个集合语言，对于集合运算具有较高性能，而游标是过程运算。比如对一个 100 万行的数据进行查询。游标需要读表 100 万次，而不使用游标则只需要少量几次读取；

事务越短越好；

使用 try-catch 处理错误异常；

查找语句尽量不要放在循环内。

22：视图：

视图是一种虚拟的表，具有和物理表相同的功能。可以对视图进行增，改，查，操作，视图通常是有一个表或者多个表的行或列的子集。对视图的修改不影响基本表。它使得我们获取数据更容易，相比多表查询。

23：游标：

是对查询出来的结果集作为一个单元来有效的处理。游标可以定在该单元中的特定行，从结果集的当前行检索一行或多行。可以对结果集当前行做修改。一般不使用游标，但是需要逐条处理数据的时候，游标显得十分重要。

24：in和exists：

in()适合B表比A表数据小的情况

exists()适合B表比A表数据大的情况

当A表数据与B表数据一样大时,in与exists效率差不多,可任选一个使用.

select \* from A where id in(select id from B)

Mysql的In查询会外表使用全表扫描，内表使用索引查询

25：常见索引原则有：

选择唯一性索引，唯一性索引的值是唯一的，可以更快速的通过该索引来确定某条记录。

为经常需要排序、分组和联合操作的字段建立索引

为常用作为查询条件的字段建立索引

限制索引的数目

如果索引的值很长，那么查询的速度会受到影响。尽量使用前缀来索引

如果索引字段的值很长，最好使用值的前缀来索引

删除不再使用或者很少使用的索引

最左前缀匹配原则，非常重要的原则

尽量选择区分度高的列作为索引区分度的公式是表示字段不重复的比例

索引列不能参与计算，保持列“干净”：带函数的查询不参与索引

尽量的扩展索引，不要新建索引

26：SQL优化

1、查询语句中不要使用select \*

2、尽量减少子查询，使用关联查询（left join,right join,inner join）替代

3、减少使用IN或者NOT IN ,使用exists，not exists或者关联查询语句替代

4、or 的查询尽量用 union或者union all 代替，否则导致引擎放弃使用索引而进行全表扫描(在确认没有重复数据或者不用剔除重复数据时，union all会更好)：select id from t where num=10 or num=20 可以这样查询： select id from t where num=10 union all select id from t where num=20

5、应尽量避免在 where 子句中使用!=或<>操作符，否则将引擎放弃使用索引而进行全表扫描。

6、应尽量避免在 where 子句中对字段进行 null 值判断，否则将导致引擎放弃使用索引而进行全表扫描，如： select id from t where num is null 可以在num上设置默认值0，确保表中num列没有null值，然后这样查询： select id from t where num=0

27：大表如何优化？

限定数据的范围：所有查询语句必须带数据范围条件

读/写分离：经典的数据库拆分方案，主库负责写，从库负责读

垂直分区：一个表按照字段拆成多个表

水平分区：一个表按照数据拆成多个表

28：并发策略：

并发控制一般采用三种方法，分别是乐观锁和悲观锁以及时间戳；

时间戳就是在数据库表中单独加一列时间戳，每次读出来的时候，把该字段也读出来，当写回去的时候，把该字段加1，提交之前 ，跟数据库的该字段比较一次，如果比数据库的值大的话，就允许保存，否则不允许保存，这种处理方法虽然不使用数据库系统提供的锁机制，但是这种方法可以大大提高数据库处理的并发量。

29：MySQL 中有哪几种锁？

表级锁：开销小，加锁快；不会出现死锁；锁定粒度大，发生锁冲突的概率最高，并发度最低。

行级锁：开销大，加锁慢；会出现死锁；锁定粒度最小，发生锁冲突的概率最低，并发度也最高。

页面锁(一次锁定相邻的一组记录)：开销和加锁时间界于表锁和行锁之间；会出现死锁；锁定粒度界于表锁和行锁之间，并发度一般:

30：MyISAM的行格式 Static 和Dynamic（动态） 有什么区别？

在Static 上的所有字段有固定宽度。Dynamic将具有像 TEXT，BLOB 等字段，以适应

不同长度的数据类型。Static 在受损情况下更容易恢复。

31：如何在 Unix 和 MySQL 时间戳之间进行转换？

UNIX\_TIMESTAMP 是从 MySQL 时间戳转换为 Unix 时间戳的命令

FROM\_UNIXTIME 是从 Unix 时间戳转换为 MySQL 时间戳的命令

32：BLOB 和 TEXT 有什么区别？

BLOB 是一个二进制对象，可以容纳可变数量的数据，进行排序和比较时区分大小

写。TEXT 是一个不区分大小写的 BLOB。

33：MySQL 如何优化 DISTINCT？

DISTINCT 在所有列上转换为 GROUP BY，并与 ORDER BY 子句结合使用。

34：显示前 50 行：SELECT\*FROM table LIMIT 0,50;

35：通用 SQL 函数：

CONCAT(A, B) – 连接两个字符串值以创建单个字符串输出。通常用于将两个或多个字段合并为一个字段。

NOW（） – 将当前日期和时间作为一个值返回

MONTH（），DAY（），YEAR（），WEEK（），WEEKDAY（） – 从日期值中提取给定数据

HOUR（），MINUTE（），SECOND（） – 从时间值中提取给定数据。

36：MySQL 里记录货币用什么字段类型好：NUMERIC 和 DECIMAL 类型

37：MySQL 数据库作发布系统的存储，一天五万条以上的增量，预计运维三年,怎么优化？

设计良好的数据库结构，允许部分数据冗余，尽量避免 join 查询，提高效率；

选择合适的表字段数据类型和存储引擎，适当的添加索引；

MySQL 库主从读写分离；

找规律分表，减少单表中的数据量提高查询速度；

不经常改动的页面，生成静态页面；

书写高效率的 SQL；

38：锁的优化策略：

读写分离；分段加锁；减少持有锁的时间；多个线程尽量以相同的顺序去获取资源；增加锁的粒度，不然可能会出现线程的加锁和释放次数过多，反而效率不如一次加一把大锁。

39：什么情况下设置了索引但无法使用：

以“%”开头的 LIKE 语句，模糊匹配；

OR 语句前后没有同时使用索引；

数据类型出现隐式转化（如 varchar 不加单引号的话可能会自动转换为 int 型）；

使用in查询；

where 子句中使用!=或<>操作；

where 子句中对字段进行 null 值判断。

40：实践中如何优化 MySQL：

SQL 语句及索引的优化；数据库表结构的优化；系统配置的优化；硬件优化。

41：delimiter %% 将SQL语句结束符改为%%

42：CREATE TEMPORARY TABLE 创建临时表

**Redis**

1：Redis 不仅仅支持简单的 key-value 类型的数据，同时还提供 string，list，set，zset(有序集合)，hash 等数据结构的存储。

2：Redis 是单进程单线程的，redis 利用队列技术将并发访问变为串行访问，消除了传统数据库串行控制的开销。

3：一个字符串类型的值能存储最大容量是512M

4：Redis是一个支持持久化的内存数据库，通过持久化机制把内存中的数据同步到硬盘文件来保证数据持久化。当Redis重启后通过把硬盘文件重新加载到内存，就能达到恢复数据的目的。

5：缓存雪崩：由于原有缓存失效，新缓存未到期间，所有原本应该访问缓存的请求都去查询数据库了，而对数据库CPU和内存造成巨大压力，严重的会造成数据库宕机。从而形成一系列连锁反应，造成整个系统崩溃。

解决办法：缓存失效时间分散开，防止同一时间出现大面积的缓存过期（否则可能出现短暂的卡顿）。用加锁或者队列的方式保证来保证不会有大量的线程对数据库一次性进行读写，从而避免失效时大量的并发请求落到底层存储系统上。

6：缓存穿透：用户查询数据，在数据库没有，自然在缓存中也不会有。这样就导致用户查询的时候，在缓存中找不到，每次都要去数据库再查询一遍，然后返回空（相当于进行了两次无用的查询），这样请求就绕过缓存直接查数据库。

解决办法：简单粗暴的方法，如果一个查询返回的数据为空（不管是数据不存在，还是系统故障），我们仍然把这个空结果进行缓存，但它的过期时间会很短，最长不超过五分钟。通过这个直接设置的默认值存放到缓存，这样第二次到缓冲中获取就有值了，而不会继续访问数据库。最常见的采用布隆过滤器，将所有可能存在的数据哈希到一个足够大的bitmap中，一个一定不存在的数据会被这个bitmap拦截掉，从而避免了对底层存储系统的查询压力。

7：缓存预热：系统上线后，将相关的缓存数据直接加载到缓存系统。这样就可以避免在用户请求的时候，先查询数据库，然后再将数据缓存的问题！

8：缓存更新：定时去清理过期的缓存；或者当有用户请求过来时，再判断这个请求所用到的缓存是否过期，过期的话就去底层系统得到新数据并更新缓存；

9：缓存降级：当访问量剧增、服务出现问题或非核心服务影响到核心流程的性能时，仍然

需要保证服务还是可用的；对于不重要的缓存数据，可以采取服务降级策略。一个比较常见的做法就是，Redis出现问题，不去数据库查询，而是直接返回默认值给用户。

10：单线程的redis为什么这么快？

(一)纯内存操作

(二)单线程操作，避免了频繁的上下文切换

(三)采用了非阻塞I/O多路复用机制

11：redis的过期策略以及内存淘汰机制：采用的是定期删除+惰性删除(访问时发现过期删除)策略。每隔100ms随机抽查(防止全部检查redis卡死)删除过期key，会导致很多key到时间没有被删除，故需添加惰性删除。还有一直没有被删除的key存在，这样，redis的内存会越来越高。那么就应该采用内存淘汰机制。

不采用定时删除是因为需要定时器负责监视key，十分消耗CPU资源。

12：Redis 常见性能问题和解决方案？

(1) Master 最好不要做任何持久化工作，如 RDB 内存快照和 AOF 日志文件

(2) 如果数据比较重要，某个 Slave 开启 AOF 备份数据，策略设置为每秒同步一次

(3) 为了主从复制的速度和连接的稳定性， Master 和 Slave 最好在同一个局域网内

(4) 尽量避免在压力很大的主库上增加从库

(5) 主从复制不要用图状结构，用单向链表结构更为稳定，即： Master <- Slave1 <- Slave2 <-Slave3...；这样的结构方便解决单点故障问题，实现 Slave 对 Master的替换。

13：Redis 的持久化机制是什么：RDB 和 AOF 机制；

14：Redis 的同步机制: Redis 可以使用主从同步，从从同步。

15：Redis 集群：

Redis Sentinal 着眼于高可用，在 master 宕机时会自动将 slave 提升为master，继续提供服务；

Redis Cluster 着眼于扩展性，在单个 redis 内存不足时，使用 Cluster 进行分片存储。

16：Redis 集群方案什么情况下会导致整个集群不可用？

有 A，B，C 三个节点的集群,在没有复制模型的情况下,如果节点 B 失败了，那么整个集群就会以为缺少 5501-11000 这个范围的槽而不可用。

17：Redis 哈希槽的概念：

Redis 集群没有使用一致性 hash,而是引入了哈希槽的概念，Redis 集群有16384 个哈希槽，每个 key通过 CRC16 校验后对 16384 取模来决定放置哪个槽，集群的每个节点负责一部分 hash 槽。

18：Redis 集群的主从复制模型：

为了使在部分节点失败或者大部分节点无法通信的情况下集群仍然可用，所以集群使用了主从复制模型, 每个节点都会有N-1个复制品。

并不能保证数据的强一致性，这意味这在实际中集群在特定的条件下可能会丢失写操作。

异步复制

最大节点个数：16384 个

目前无法做数据库选择，默认在 0 数据库。

19：设置过期时间：

EXPIRE <KEY> <TTL> : 将键的生存时间设为 ttl 秒

PEXPIRE <KEY> <TTL> :将键的生存时间设为 ttl 毫秒

EXPIREAT <KEY> <timestamp> :将键的过期时间设为 timestamp 所指定的秒数时间戳

PEXPIREAT <KEY> <timestamp>: 将键的过期时间设为 timestamp 所指定的毫秒数时间戳.

persist message：移除过期时间，设为永久有效

20：Redis 如何做内存优化？

尽可能使用散列表（hashes），散列表（是说散列表里面存储的数少）使用的内存非常小，所以你应该尽可能的将你的数据模型抽象到一个散列表里面。比如你的 web 系统中有一个用户对象，不要为这个用户的名称，姓氏，邮箱，密码设置单独的 key,而是应该把这个用户的所有信息存储到一张散列表里面.。

21：Redis 的内存用完了会发生什么？

如果达到设置的上限，Redis 的写命令会返回错误信息（但是读命令还可以正常返回）或者你可以将Redis 当缓存来使用配置淘汰机制，当 Redis 达到内存上限时会冲刷掉旧的内容。

22：都有哪些办法可以降低 Redis 的内存使用情况呢：

多利用 Hash,list,sorted set,set等集合类型数据。很多小的 Key-Value 可以用更紧凑的方式存放到一起。

23：理论处理的key为232个。存放个数取决于可用内存值。

24：MySQL 里有 2000w 数据，redis 中只存 20w 的数据，如何保证 redis 中的数据都是热点数据？

Redis 内存数据集大小上升到一定大小的时候，就会施行数据淘汰策略

25: Redis 分布式锁:

先拿 setnx 来争抢锁，抢到之后，再用 expire 给锁加一个过期时间防止锁忘记了释放.

set 指令有非常复杂的参数，这个应该是可以同时把 setnx 和expire 合成一条指令来用的,防止在setnx 之后执行 expire之前进程意外 crash 或者要重启维护。

**Docker**

1：Docker相关的本地资源存放在/var/lib/docker/目录下，其中container目录存放容器信息，graph目录存放镜像信息，aufs目录下存放具体的镜像底层文件。

2：查看正在运行的容器：docker ps

查看所有容器：docker ps –a

3：停止正在运行的容器：docker kill -9 \*，强行终止；docker stop \*的话，首先给容器发送一个TERM信号，让容器做一些退出前必须的保护性、安全性操作，然后让容器自动停止运行，如果在一段时间内，容器还是没有停止，再进行kill -9，强行终止。

4：删除停止的容器：docker rm \*

5：删除镜像：docker rmi \*

6：查看镜像：docker images

7：查看容器的日志信息：docker logs \*；

8：ocker的配置文件位置：Ubuntu系统下Docker的配置文件是/etc/default/docker，CentOS系统配置文件存放在/etc/sysconfig/docker

9：docker可以运行在非linux(window和macos)上

10：进入容器的方法：docker attach命令和docker exec命令

11：容器与主机之间数据拷贝：docker cp \* \*

**HTTP/TCP**

1：TCP三次握手和四次挥手

三次握手：

第一次：客户端发送初始序号x和syn=1请求标志

第二次：服务器发送请求标志syn，发送确认标志ACK，发送自己的序号seq=y，发送客户端的确认序号ack=x+1

第三次：客户端发送ACK确认号，发送自己的序号seq=x+1，

发送对方的确认号ack=y+1

四次挥手：

第一次挥手：客户端发出释放FIN=1，自己序列号seq=u，进入FIN-WAIT-1状态

第二次挥手：服务器收到客户端的后，发出ACK=1确认标志和客户端的确认号ack=u+1，自己的序列号seq=v，进入CLOSE-WAIT状态

第三次挥手：客户端收到服务器确认结果后，进入FIN-WAIT-2状态。此时服务器发送释放FIN=1信号，确认标志ACK=1，确认序号ack=u+1，自己序号seq=w，服务器进入LAST-ACK（最后确认态）

第四次挥手：客户端收到回复后，发送确认ACK=1，ack=w+1，自己的seq=u+1，客户端进入TIME-WAIT（时间等待）。客户端经过2个最长报文段寿命后，客户端CLOSE；服务器收到确认后，立刻进入CLOSE状态

2：HTTP和TCP的区别

HTTP协议是建立在TCP协议之上的一种应用

TCP是传输层协议，就是单纯建立连接 ,主要解决数据如何在网络中传输，不涉及任何我们需要请求的实际数据，简单的传输

http是用来收发数据，即实际应用上来的, 主要是解决如何包装数据。

HTTP协议中的数据是利用TCP协议传输的，所以支持HTTP也就一定支持TCP.

3：netty对http协议进行解析，提供实现，Netty 作为高性能的基础通信组件，它本身提供了 TCP/UDP 和 HTTP 协议栈。

4：TCP的拥堵控制

在某段时间，若对网络中某一资源的需求超过了该资源所能提供的可用部分，网络性能就要变坏，这种情况就叫做网络拥塞。若出现拥塞而不进行控制，整个网络的吞吐量将随输入负荷的增大而下降。

四种拥堵控制算法：

1.慢开始  
2.拥塞控制  
3.快重传  
4.快恢复

5：TCP/IP四层模型：

链路层（数据链路层/网络接口层）：包括操作系统中的设备驱动程序、计算机中对应的网络接口卡

网络层（互联网层）：处理分组在网络中的活动，比如分组的选路。

运输层：主要为两台主机上的应用提供端到端的通信。

应用层：负责处理特定的应用程序细节。

6：TCP和UDP的区别：

TCP是传输控制协议，提供的是面向连接的，可靠地字节流服务

UDP是用户数据报协议，是无连接的。因为无连接，而且没有超时重发机制，所以UDP传输速度很快。

TCP保证数据按序到达，提供流量控制和拥塞控制，在网络拥堵的时候会减慢发送字节数，而UDP不管网络是否拥堵。

TCP是连接的，所以服务是一对一服务，而UDP可以1对1，也可以1对多（多播），也可以多对多。

7：HTTP1.0和HTTP1.1：

HTTP1.0每请求一个文档就要建立TCP连接，有几次握手的时间花销，如果一个主页上有很多链接的对象需要依次进行连接，每次连接下载都要消耗这些开销。

HTTP1.1采用持续连接。所谓持续连接就是服务器在发送响应后仍然在一段时间内保持这条连接。使得后序的请求和响应报文都在这条连接上进行。

HTTP/1.1 在消息中增加版本号，用于兼容性判断

8：TCP粘包/拆包的原因及解决方法

TCP是以流的方式来处理数据，一个完整的包可能会被TCP拆分成多个包进行发送，也可能把小的封装成一个大的数据包发送。

TCP粘包/分包的原因：

应用程序写入的字节大小大于套接字发送缓冲区的大小，会发生拆包现象，而应用程序写入数据小于套接字缓冲区大小，网卡将应用多次写入的数据发送到网络上，这将会发生粘包现象；

解决方法

消息定长：FixedLengthFrameDecoder类

包尾增加特殊字符分割：行分隔符类：LineBasedFrameDecoder或自定义分隔符类 ：DelimiterBasedFrameDecoder

将消息分为消息头和消息体：LengthFieldBasedFrameDecoder类。分为有头部的拆包与粘包、长度字段在前且有头部的拆包与粘包、多扩展头部的拆包与粘包。

http 中重定向和请求转发的区别？

本质区别： 转发是服务器行为，重定向是客户端行为

重定向特点：两次请求，浏览器地址发生变化，可以访问自己 web 之外的资源，传输的数据会丢失。

请求转发特点：一次强求，浏览器地址不变，访问的是自己本身的 web 资源，传输的数据不会丢失。

**Netty**

1：NIO仅仅是一个网络传输框架，而Netty是一个网络应用框架，包括网络以及应用的分层结构

2：在 NIO 中，只能从 Channel 中读取数据到 Buffer 中或将数据从 Buffer 中写入到 Channel。不像传统 IO 的顺序操作，NIO 中可以随意地读取任意位置的数据。

3：Buffer: 与Channel进行交互，数据是从Channel读入buffer缓冲区，从buffer缓冲区写入Channel中的

4：Netty的特点：

一个高性能、异步事件驱动的NIO框架，它提供了对TCP、UDP和文件传输的支持。

使用更高效的socket底层，对epoll空轮询引起的cpu占用飙升在内部进行了处理，避免了直接使用NIO的陷阱，简化了NIO的处理方式。

采用多种decoder/encoder 支持，对TCP粘包/分包进行自动化处理

可使用接受/处理线程池，提高连接效率，对重连、心跳检测的简单支持

可配置IO线程数、TCP参数， TCP接收和发送缓冲区使用直接内存代替堆内存，通过内存池的方式循环利用ByteBuf

通过引用计数器及时申请释放不再引用的对象，降低了GC频率

使用单线程串行化的方式，高效的Reactor线程模型

5：Reactor模型：

在Reactor模式中，事件分发器等待某个事件或者可应用或个操作的状态发生，事件分发器就把这个事件传给事先注册的事件处理函数或者回调函数，由后者来做实际的读写操作。如在Reactor中实现读：注册读就绪事件和相应的事件处理器、事件分发器等待事件、事件到来，激活分发器，分发器调用事件对应的处理器、事件处理器完成实际的读操作，处理读到的数据，注册新的事件，然后返还控制权。

6：Netty的线程模式：

Netty通过Reactor模型基于多路复用器接收并处理用户请求，内部实现了两个线程池，boss线程池和work线程池，其中boss线程池的线程负责处理请求的accept事件，当接收到accept事件的请求时，把对应的socket封装到一个NioSocketChannel中，并交给work线程池，其中work线程池负责请求的read和write事件，由对应的Handler处理。

7：传统JAVA中NIO，epoll 的空轮训bug

若Selector的轮询结果为空，也没有wakeup或新消息处理，则发生空轮询，CPU使用率100%，

Netty的解决办法：

对Selector的select操作周期进行统计，每完成一次空的select操作进行一次计数，超过512次，则重建Selector；

若在某个周期内连续发生N次空轮询，则触发了epoll死循环bug。

重建Selector，判断是否是其他线程发起的重建请求，若不是则将原SocketChannel从旧的Selector上去除注册，重新注册到新的Selector上，并将原来的Selector关闭

8：Netty中handler的执行顺序；

Netty中的所有handler都实现自ChannelHandler接口。按照输出输出来分，分为ChannelInboundHandler、ChannelOutboundHandler两大类。ChannelInboundHandler对从客户端发往服务器的报文进行处理，一般用来执行解码、读取客户端数据、进行业务处理等；ChannelOutboundHandler对从服务器发往客户端的报文进行处理，一般用来进行编码、发送报文到客户端。

Netty中，可以注册多个handler。ChannelInboundHandler按照注册的先后顺序执行；ChannelOutboundHandler按照注册的先后顺序逆序执行，

9：Netty发送和接收消息主要使用bytebuffer，可以实现零拷贝，合并数据不需要拷贝数据，只需要组合bytebuffer的引用，从而避免数据合并时数据的拷贝。

**LINUX**

1：select,poll,epoll之间的区别

都是IO多路复用的机制，本质上都是同步I/O，因为他们都需要在读写事件就绪后自己负责进行读写，也就是说这个读写过程是阻塞的。

Select：O(n)，它仅仅知道了，有I/O事件发生了，却并不知道是哪那几个流（可能有一个，多个，甚至全部），我们只能无差别轮询所有流，找出能读出数据，或者写入数据的流，对他们进行操作。所以select具有O(n)的无差别轮询复杂度，同时处理的流越多，无差别轮询时间就越长。

Poll：O(n)，poll本质上和select没有区别，它将用户传入的数组拷贝到内核空间，然后查询每个fd对应的设备状态， 但是它没有最大连接数的限制，原因是它是基于链表来存储的.

Epoll：O(1)，epoll可以理解为event poll，不同于忙轮询和无差别轮询，epoll会把哪个流发生了怎样的I/O事件通知我们。所以我们说epoll实际上是事件驱动（每个事件关联上fd）的，此时我们对这些流的操作都是有意义的。（复杂度降低到了O(1)）

2：切换目录： cd

查看当前进程： ps

ps -ef | grep pid：查看指定进程信息

job –l 查看后台任务

执行退出： exit

查看当前路径： pwd

清屏： clear

kill-9 pid 终止指定进程

退出当前命令： ctrl+c 彻底退出

列出指定目录中的目录：ls

列出指定目录中的目录详细信息：ll

vi 文件名 #编辑方式查看，可修改

cat 文件名 #显示全部文件内容

more 文件名 #分页显示文件内容

cat file\_name.txt | more一页一页地查看

less 文件名 #与 more 相似，更好的是可以往前翻页

tail 文件名 #仅查看尾部，还可以指定行数

head 文件名 #仅查看头部,还可以指定行数

创建目录和移除空文件夹：mkdir rmdir

rm删除文件 rm –r 删除文件夹

打包：tar –xvf

打包并压缩：tar -zcvf

查找字符串：grep

grep test \*file：在当前目录中，查找后缀有 file 字样的文件中包含 test 字符串的文件，并打印出该字符串的行

查看日志：tail -100f test.log | grep ‘关键字’；

sed –n ‘5,10p’ filename :查看文件5到10行的内容

sed -n '/2014-12-17 16:17:20/,/2014-12-17 16:17:36/p' test.log ：查看时间段内的内容

history // 所有的用过的命令列表历史记录

history | grep XXX // 历史记录中包含某些指令的记录

文件权限修改： chmod

mv 移动文件，文件改名

cp 复制文件

cp -r dir1 dir2 表示将dir1及其dir1下所包含的文件复制到dir2下

wc 命令 - c 统计字节数 - l 统计行数 - w 统计字数

find / -name "string\*" ：搜索文件

whereis加参数与文件名： 搜索文件

which 只能查可执行文件

查看当前谁在使用该主机：who

df –hl查看磁盘使用空间，空闲空间

du 显示目录或文件的大小

netstat查看网络是否连通

ifconfig查看 ip 地址及接口信息

env 查看环境变量

dirs打印出当前的目录栈

hash打印出你所使用过的命令以及执行的次数

**ProtoBuf:**

required：必须初始化字段，如果没有赋值，在数据序列化时会抛出异常

optional：可选字段，可以不必初始化.

repeated：数据可以重复(相当于java 中的Array或List)

int32----int

int64----long

**Thrift:**

i32----int

i64----long

**面试题汇总:**

1:java的基本数据类型：

整形：byte,short,int,long 浮点型：float,double 字符型：char(2个字节) 布尔型：boolean

Char<int<long<float<double；Char类型可以隐式转成int,double类型，但是不能隐式转换成

string；如果char类型转成byte，short类型的时候，需要强转。

String不是基本的数据类型。

Char可以储存一个汉字。

2：instanceof关键字的作用：

测试一个对象是否为一个类的实例，boolean result = obj instanceof Class，当 obj 为 Class 的对象，或者是其直接或间接子类，或者是其接口的实现类，结果result 都返回 true，否则返回false。

3:什么是隐式转换和显式转换：

低级向高级转换---自动转换:隐式转换byte i = 0; int a =i; long b = i;  
 高级到低级转换---强制转换（显式转换）int i=99;byte b=(byte)i;

4：那针对浮点型数据运算出现的误差的问题，你怎么解决？

使用BigInteger和BigDecimal处理；

其中 BigInteger 类是针对大整数的处理类,而 BigDecimal 类则是针对大小数的处理类.

5：访问修饰符default的修饰范围：当前类和同包，子类和其他包不可以

6：float f=3.4;是否正确？

不正确，double d =3.4才正确，应该写为：float f =(float)3.4; 或者写成 float f=3.4F。

7：short s1 = 1; s1 = s1 + 1;对吗？ short s1 = 1; s1 += 1;呢？

short s1 = 1; s1 = s1 + 1;不对，1,是int类型，需要强转，应该为short s1 = 1; s1 = (short) (s1 + 1);

short s1 = 1; s1 += 1;对，相当于s1 = (short)(s1 +1)；其中有隐含的强制类型转换。

8：重载和重写的区别:

重写：就是在子类中把父类本身有的方法重新写一遍；

重载：就是在一个类中，同名的方法如果有不同的参数列表；

9：equals和==的区别：

== 比较的是变量(栈)内存中存放的对象的(堆)内存地址，用来判断两个对象的地址是否相同，即是否是指相同一个对象。

equals用来比较的是两个对象的内容是否相等；

所有比较是否相等时，都是用equals 并且在对常量相比较时，把常量写在前面，因为使用object的equals object可能为null 则空指针。

10：java中是值传递引用传递？

理论上说，java都是引用传递，对于基本数据类型，传递是值的副本，而不是值本身。对于对象类型，传递是对象的引用，当在一个方法操作操作参数的时候，其实操作的是引用所指向的对象。

11：实例化数组后，能不能改变数组长度呢？

不能，数组一旦实例化就是固定的。

12：假设数组内有5个元素，如果对数组进行反序，该如何做？

创建一个新数组，从后到前循环遍历每个元素，将取出的元素依次顺序放入新数组中。

13：构造方法可以重载，不可重写。

14：Static关键字有什么作用？

Static可以修饰内部类、方法、变量、代码块，

Static修饰的类是静态内部类；

Static修饰的方法是静态方法，表示该方法属于当前类的，而不属于某个对象的，静态方法也不能被重写，可以直接使用类名来调用。在static方法中不能使用this或者super关键字；

Static修饰变量是静态变量或者叫类变量，静态变量被所有实例所共享，不会依赖于对象。静态变量在内存中只有一份拷贝，在JVM加载类的时候，只为静态分配一次内存；

Static修饰的代码块叫静态代码块，通常用来做程序优化的。静态代码块中的代码在整个类加载的时候只会执行一次。静态代码块可以有多个，如果有多个，按照先后顺序依次执行。

15：final在java中的作用，有哪些用法?

被final修饰的类不可以被继承

被final修饰的方法不可以被重写

被final修饰的变量不可以被改变.如果修饰引用,那么表示引用不可变,引用指向的内容可变.

被final修饰的方法,JVM会尝试将其内联,以提高运行效率

被final修饰的常量,在编译阶段会存入常量池中

16： String，StringBuffer 和 StringBuilder 的区别是什么？

String是只读字符串，它并不是基本数据类型，而是一个对象。从底层源码来看是一个final类型的字符数组，所引用的字符串不能被改变，一经定义，无法再增删改。每次对String的操作都会生成新的String对象。private final char value[];

StringBuffer与StringBuilder在做字符串拼接修改删除替换时，效率比string更高。

StringBuffer是线程安全的，Stringbuilder是非线程安全的。所以Stringbuilder比stringbuffer效率更高，StringBuffer的方法大多都加了synchronized关键字。

17：String str=”aaa”,与String str=new String(“aaa”)一样吗？

不一样：String str=”aaa”，编译器首先会在常量池中寻找有没有"abc"这个字符串，如果有则直接从常量池中取，不会new，如果常量池中没有，则会new一个，并将"abc"存放到常量池中。  
而String str = new String( "abc");则编译器直接new一个字符串，不会到常量池中查询。

所以就有：

String x = "张三";

String y = "张三";

String z = new String("张三");

System.out.println(x == y); // true

System.out.println(x == z); // false

18：讲下java中的math类有那些常用方法？

Pow()：幂运算； Sqrt()：平方根； Round()：四舍五入； Abs()：求绝对值； Random()：生成一个0-1的随机数，包括0不包括1；max(a,b):最大值。

19：for循环中++i 和 i++ 的区别：

for循环的语法定义 ++i 和 i++的结果是一样的，都要等代码块执行完毕才能执行语句i++或++i，但是性能是不同的。在大量数据的时候++i的性能要比i++的性能好原因：

i++由于是在使用当前值之后再+1，所以需要一个临时的变量来转存。

而++i则是在直接+1，省去了对内存的操作的环节，相对而言能够提高性能

20：Super与this表示什么？

Super表示当前类的父类对象 This表示当前类的对象

21：普通类与抽象类有什么区别？

普通类不能包含抽象方法，抽象类可以包含抽象方法 抽象类不能直接实例化，普通类可以直接实例化

22：Java的四种引用，强弱软虚，强引用是平常中使用最多的引用，强引用在程序内存不足（OOM）的时候也不会被回收

23：Java创建对象有几种方式？

new创建新对象

通过反射机制

采用clone机制

通过反序列化机制，如json反序列化为对象

24：有没有可能两个不相等的对象有相同的hashcode？

有可能，两个不相等的对象产生hash冲突。Hash冲突处理方式：

拉链法:每个哈希表节点都有一个next指针,多个哈希表节点可以用next指针构成一个单向链表，被分配到同一个索引上的多个节点可以用这个单向链表进行存储；

开放定址法:一旦发生了冲突,就去寻找下一个空的散列地址,只要散列表足够大,空的散列地址总能找到,并将记录存入；

再哈希:又叫双哈希法,有多个不同的Hash函数.当发生冲突时,使用第二个,第三个….等哈希函数计算地址,直到无冲突；

25：深拷贝和浅拷贝的区别是什么?

浅拷贝仅仅复制所考虑的对象,而不复制它所引用的对象；

深拷贝把要复制的对象所引用的对象都复制了一遍。

26：static都有哪些用法?

被static所修饰的变量/方法都属于类的静态资源,类实例所共享。

static也用于静态块,多用于初始化操作

static也多用于修饰内部类,此时称之为静态内部类.

Static还可以用于静态导包，可以用来指定导入某个类中的静态资源,并且不需要使用类名,可以直接使用资源名：

import static java.lang.Math.\*;

public class Test{

  public static void main(String[] args){

    //System.out.println(Math.sin(20));传统做法

    System.out.println(sin(20));

}

}

27：a=a+b与a+=b有什么区别吗?

+= 操作符会进行隐式自动类型转换，而a=a+b则不会自动进行类型转换

28：final为用于标识常量的关键字，final标识的关键字存储在常量池中，不可修改；final修饰方法，改方法不可被重写；final修改类，该类不能被继承。

finalize()方法在Object中进行了定义，GC在回收对象之前调用该方法。

29：在使用jdbc的时候，如何防止出现sql注入的问题:

使用PreparedStatement类，而不是使用Statement类

30: 数组没有length()这个方法，有length的属性。String只有length()这个方法，没有length属性。

31：用最有效率的方法算出2乘以8：

2 << 3

32：是否可以继承 String 类？

String 类是 final 类，不可以被继承。

33：当一个对象被当作参数传递到一个方法后，此方法可改变这个对象的属性，并可返回变化后的结果，那么这里到底是值传递还是引用传递？

是值传递，java的方法调用只支持参数的值传递。

基本类型以及基本类型的封装类型是无法在方法里面修改值的：

public class MethodParamsPassValue {

    public static void passBaseValue(boolean flg, int num) {

        flg = true;

        num = 10;

    }

    public static void main(String[] args) {

        boolean a = false;

        int b = 5;

        System.out.println("a : " + a + " b : " + b);

        passBaseValue(a, b);

        System.out.println("a : " + a + " b : " + b);

    }

}

返回结果：

a : false b : 5

a : false b : 5

但是引用类型的参数是可以被改变的。

34：是否可以从一个静态（static）方法内部发出对非静态（non-static）方法的调用？

不可以，静态方法只能访问静态成员，因为非静态方法的调用要先创建对象，在调用静态方法时可能对象并没有被初始化。

35：接口是否可继承接口？抽象类是否可实现接口？抽象类是否可继承具体类？

接口可以继承接口，而且支持多重继承。抽象类可以实现接口，抽象类可继承具体类也可以 继承抽象类。